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Chapter 1. Overview

eCos® was designed from the very beginning as a configurable component architecture. The core eCos system consists of a
number of different components such as the kernel, the C library, an infrastructure package. Each of these provides a large
number of configuration options, allowing application developers to build a system that matches the requirements of their
particular application. To manage the potential complexity of multiple components and lots of configuration options, eCos
comes with a component framework: a collection of tools specifically designed to support configuring multiple components.
Furthermore this component framework is extensible, allowing additional components to be added to the system at any time.

Terminology

The eCos component architecture involves a number of key concepts.

Component Framework

The phrase component framework isused to describethe collection of toolsthat allow usersto configure asystem and administer
a component repository. This includes the ecosconfig command line tool, the graphical configuration tool, and the package
administration tool. Both the command line and graphical tools are based on a single underlying library, the CDL library.

Configuration Option

The option is the basic unit of configurability. Typically each option corresponds to a single choice that a user can make. For
example there is an option to control whether or not assertions are enabled, and the kernel provides an option corresponding
to the number of scheduling priority levelsin the system. Options can control very small amounts of code such as whether or
not the C library's st r t ok getsinlined. They can also control quite large amounts of code, for example whether or not the
print f supports floating point conversions.

Many options are straightforward, and the user only gets to choose whether the option is enabled or disabled. Some options
are more complicated, for example the number of scheduling priority levelsis anumber that should be within a certain range.
Options should always start off with asensible default setting, so that it isnot necessary for usersto make hundreds of decisions
before any work can start on devel oping the application. Once the application is running the various configuration options can
be used to tune the system for the specific needs of the application.

The component framework allows for optionsthat are not directly user-modifiable. Consider the case of processor endianness:
some processors are always big-endian or always little-endian, while with other processors there is a choice. Depending on the
user's choice of target hardware, endianness may or may not be user-modifiable.

Component

A component isaunit of functionality such asaparticular kernel scheduler or adevicedriver for aspecific device. A component
is also a configuration option in that users may want to enable or disable all the functionality in a component. For example,
if a particular device on the target hardware is not going to be used by the application, directly or indirectly, then there is no
point in having a device driver for it. Furthermore disabling the device driver should reduce the memory requirements for
both code and data.

Components may contain further configuration options. In the case of a device driver, there may be options to control the
exact behavior of that driver. These will of course be irrelevant if the driver as awhole is disabled. More generally options
and components live in a hierarchy, where any component can contain options specific to that component and further sub-
components. It is possible to view the entire eCos kernel as one big component, containing sub-components for scheduling,
exception handling, synchronization primitives, and so on. The synchronization primitives component can contain further
sub-components for mutexes, semaphores, condition variables, event flags, and so on. The mutex component can contain
configuration options for issues like priority inversion support.

Package

A packageisaspecial typeof component. Specifically, apackageisthe unit of distribution of components. Itispossibleto create
adistribution file for a package containing all of the source code, header files, documentation, and other relevant files. This
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distribution file can then be installed using the appropriate tool. Afterwards it is possible to uninstall that package, or to install
alater version. The core eCos distribution comes with a number of packages such as the kernel and the infrastructure. Other
packages such as network stacks can come from various different sources and can be installed alongside the core distribution.

Packages can be enabled or disabled, but the user experience is alittle bit different. Generally it makes no sense for the tools
to load the details of every single package that has been installed. For example, if the target hardware uses an ARM processor
then there is no point in loading the HAL packages for other architectures and displaying choices to the user which are not
relevant. Therefore enabling a package means loading its configuration data into the appropriate tool, and disabling a package
isan unload operation. In addition, packages are not just enabled or disabled: it is also possible to select the particular version
of a package that should be used.

Configuration

A configuration is a collection of user choices. The various tools that make up the component framework deal with entire
configurations. Users can create a new configuration, output a savefile (by default ecos. ecc), manipulate a configuration,
and use a configuration to generate a build tree prior to building eCos and any other packages that have been selected. A
configuration includes details such as which packages have been selected, in addition to finer-grained information such as
which options in those packages have been enabled or disabled by the user.

Target

Thetarget isthe specific piece of hardware on which the application is expected to run. This may be an off-the-shelf evaluation
board, a piece of custom hardware intended for a specific application, or it could be something like a simulator. One of the
steps when creating a new configuration is need to specify the target. The component framework will map this on to a set of
packages that are used to populate the configuration, typically HAL and device driver packages, and in addition it may cause
certain options to be changed from their default settings to something more appropriate for the specified target.

Template

A templateisapartial configuration, aimed at providing users with an appropriate starting point. eCos is shipped with a small
number of templates, which correspond closely to common ways of using the system. There is a minimal template which
provides very little functionality, just enough to bootstrap the hardware and then jump directly to application code. The default
template adds additional functionality, for example it causes the kernel and C library packages to be loaded as well. The
uitron template adds further functionality in the form of al TRON compatibility layer. Creating a new configuration typically
involves specifying atemplate aswell as atarget, resulting in a configuration that can be built and linked with the application
code and that will run on the actual hardware. It is then possible to fine-tune configuration options to produce something that
better matches the specific requirements of the application.

Properties

The component framework needs a certain amount of information about each option. For example it needs to know what the
legal values are, what the default should be, where to find the on-line documentation if the user needs to consult that in order to
make a decision, and so on. These are all properties of the option. Every option (including components and packages) consists
of aname and a set of properties.

Consequences

Choices must have consequences. For an eCos configuration the main end product isalibrary that can belinked with application
code, so the consequences of auser choice must affect the build process. Thishappensintwo mainways. First, optionscan affect
whichfilesget built and end upinthelibrary. Second, details of the current option settings get written into various configuration
header files using C preprocessor #def i ne directives, and package source code can #i ncl ude these configuration headers
and adapt accordingly. This alows options to affect a package at avery fine grain, at the level of individual linesin a source
fileif desired. There may be other consequences as well, for example there are options to control the compiler flags that get
used during the build process.
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Constraints

Configuration choices are not independent. The C library can provide thread-safe implementations of functions like r and,
but only if the kernel provides support for per-thread data. Thisis a constraint: the C library option has a requirement on the
kernel. A typical configuration involves a considerable number of constraints, of varying complexity: many constraints are
straightforward, option A requires option B, or option C precludes option D. Other constraints can be more complicated, for
example option E may require the presence of a kernel scheduler but does not care whether it is the bitmap scheduler, the
mlqueue scheduler, or something else.

Another type of constraint involves the values that can be used for certain options. For example there isakernel option related
to the number of scheduling levels, and there is alegal values constraint on this option: specifying zero or a negative number
for the number of scheduling levels makes no sense.

Conflicts

As the user manipulates options it is possible to end up with an invalid configuration, where one or more constraints are not
satisfied. For example if kernel per-thread datais disabled but the C library's thread-safety options are | eft enabled then there
are unsatisfied constraints, also known as conflicts. Such conflicts will be reported by the configuration tools. The presence
of conflicts does not prevent users from attempting to build eCos, but the consequences are undefined: there may be compile-
timefailures, there may belink-time failures, the application may completely fail to run, or the application may run most of the
time but once in awhile there will be a strange failure... Typically users will want to resolve al conflicts before continuing.

Tomakethingseasier for the user, the configuration tools contain an inference engine. Thiscan examineaconflictinaparticular
configuration and try to figure out someway of resolving the conflict. Depending on the particular tool being used, theinference
engine may get invoked automatically at certain times or the user may need to invoke it explicitly. Also depending on the toal,
the inference engine may apply any solutions it finds automatically or it may request user confirmation.

CDL

The configuration tools require information about the various options provided by each package, their consegquences and
constraints, and other properties such as the location of on-line documentation. This information has to be provided in the
form of CDL scripts. CDL is short for Component Definition Language, and is specifically designed as a way of describing
configuration options.

A typical package contains the following:

1. Some number of source fileswhich will end up in alibrary. The application code will be linked with this library to produce
an executable. Some source files may serve other purposes, for example to provide alinker script.

2. Exported header files which define the interface provided by the package.
3. On-line documentation, for example reference pages for each exported function.

4. Some number of test cases, shipped in source format, allowing users to check that the package is working as expected on
their particular hardware and in their specific configuration.

5. One or more CDL scripts describing the package to the configuration system.

Not all packages need to contain all of these. For example some packages such as device drivers may not provide a new
interface, instead they just provide another implementation of an existing interface. However all packages must contain aCDL
script that describes the package to the configuration tools.

Component Repository

All eCos installations include a component repository. Thisis a directory structure where all the packages get installed. The
component framework comeswith an administration tool that allows new packages or new versions of apackageto beinstalled,
old packagesto be removed, and so on. The component repository includes asimple database, maintained by the administration
tool, which contains details of the various packages.
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Generally application developers do not need to modify anything inside the component repository, except by means of the
administration tool. Instead their work involves separate build and install trees. This allows the component repository to be
treated as a read-only resource that can be shared by multiple projects and multiple users. Component writers modifying one
of the packages do need to manipulate files in the component repository.

Why Configurability?

The eCos component framework placesagreat deal of emphasison configurability. The fundamental goal isto alow large parts
of embedded applications to be constructed from re-usable software components, which does not a priori require that those
components be highly configurable. However embedded application development often involves some serious constraints.

Many embedded applications have to work with very little memory, to keep down manufacturing costs. The final application
imagethat will get blown into EPROM's or used to manufacture ROM s should contain only the codethat isabsol utely necessary
for the application to work, and nothing else. If afew tens of kilobytes are added unnecessarily to atypical desktop application
then this is regrettable, but is quite likely to go unnoticed. If an embedded application does not fit on the target hardware
then the problem is much more serious. The component framework must allow users to configure the components so that any
unnecessary functionality gets removed.

Many embedded applications need deterministic behavior so that they can meet real-time requirements. Such deterministic
behavior can often be provided, but at a cost in terms of code size, dower algorithms, and so on. Other applications have no
such real-time requirements, or only for a small part of the overall system, and the bulk of the system should not suffer any
penalties. Again the component framework must allow the users control over the timing behavior of components.

Embedded systems tend to be difficult to debug. Even when it is possible to get information out of the target hardware by
means other than flashing an LED, the more interesting debugging problems are likely to betiming-related and hence very hard
to reproduce and track down. The re-usable components can provide debugging assistance in various ways. They can provide
functionality that can be exploited by source level debuggers such as gdb, for example per-thread debugging information. They
can also contain various assertions so that problems can be detected early on, tracing mechanisms to figure out what happened
before the assertion failure, and so on. Of course al of these involve overheads, especially code size, and affect the timing.
Allowing users to control which debugging features are enabled for any given application build is very desirable.

However, although it is desirable for re-usable components to provide appropriate configuration options thisis not required. It
is possible to produce a package which does not provide a single configuration option — although the user still gets to choose
whether or not to use the package. In such cases it is till necessary to provide a minimal CDL script, but its main purpose
would be to integrate the package with the component framework's build system.

Approaches to Configurability

The purpose of configurability isto control the behavior of components. A scheduler component may or may not support time
dicing; it may or may not support multiple priorities; it may or may not perform error checking on arguments passed to the
scheduler routines. In the context of a desktop application a button widget may contain some text or it may contain a picture;
the text may be displayed in a variety of fonts; the foreground and background color may vary. When an application uses
a component there must be some way of specifying the desired behavior. The component writer has no way of knowing in
advance exactly how a particular component will end up being used.

One way to control the behavior is at run time. The application creates an instance of a button object, and then instructs this
object to display either text or a picture. No special effort by the application developer is required, since a button can always
support all desired behavior. Thereisof courseamajor disadvantagein terms of the size of thefinal applicationimage: the code
that gets linked with the application has to provide support for all possible behavior, even if the application does not requireit.

Another approach is to control the behavior at link-time, typically by using inheritance in an object-oriented language. The

button library provides an abstract base class But t on and derived classes Text Butt on and Pi ct ur eBut t on. If an
application only usestext buttonsthenit will only create objectsof type Text But t on, and thecodefor thePi ct ur eBut t on

classdoes not get used. |n many casesthis approach works rather well and reducesthe final image size, but there are limitations.

The main one is that you can only have so many derived classes before the system gets unmanageable: a derived class

Text But t onUsi ngABor der W dt hOF OnePl usAWi t eBackgr oundAndBI ackFor egr oundAndATwel vePoi nt Ti nesF
isnot particularly sensible as far as most application devel opers are concerned.
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The eCos component framework allows the behavior of components to be controlled at an even earlier time: when the
component source code gets compiled and turned into alibrary. The button component could provide options, for example an
option that only text buttons need to be supported. The component gets built and becomes part of alibrary intended specifically
for the application, and the library will contain only the code that is required by this application and nothing else. A different
application with different requirements would need its own version of the library, configured separately.

In theory compile-time configurability should give the best possible results in terms of code size, because it allows code to be
controlled at theindividual statement level rather than at the function or object level. Consider an example more closely related
to embedded systems, apackage to support multi-threading. A standard routine within such a package allows applicationsto kill
threads asynchronously: the POSIX routine for thisis pt hr ead_cancel ; the equivalent routine in WITRON ist er _t sk.
These routines themselves tend to involve a significant amount of code, but that is not the real problem: other parts of the
system require extra code and data for the kill routine to be able to function correctly. For exampleif athread is blocked while
waiting on a mutex and is killed off by another thread then the kill operation may have to do two things: remove the thread
from the mutex's queue of waiting threads; and undo the effects, if any, of priority inheritance. The implementation requires
extra fields in the thread data structure so that the kill routine knows about the thread's current state, and extra code in the
mutex routines to fill in and clear these extrafields correctly.

Most embedded applications do not require the ability to kill off athread asynchronously, and hence the kill routine will not
get linked into the final application image. Without compile-time configurability thiswould still mean that the mutex code and
similar parts of the system contain code and data that serve no useful purpose in this application. The eCos approach allows
the user to select that the thread kill functionality is not required, and all the components can adapt to this at compile-time. For
exampl e the code in the mutex lock routine contains statements to support the killing of threads, but these statements will only
get compiled inif that functionality isrequired. The overall result isthat the final application image contains only the code and
datathat isreally needed for the application to work, and nothing else.

Of course there are complications. To return to the button example, the application code might only use text buttons directly,
but it might also use some higher-level widget such as afile selector and this file selector might require buttons with pictures.
Therefore the button code must still be compiled to support pictures as well as text. The configuration tools must be aware of
the dependencies between components and ensure that the internal constraints are met, as well as the external requirements of
the application code. An area of particular concern is conflicting requirements: a button component might be written in such
away that it can only support either text buttons or picture buttons, but not both in one application; this would represent a
weakness in the component itself rather than in the component framework as awhole.

Compile-time configurability is not intended to replace the other approaches but rather to complement them. There will be
times when run-time selection of behavior is desirable: for example an application may need to be able to change the baud
rate of a serial line, and the system must then provide a way of doing this at run-time. There will also be times when link-
time selection isdesirable: for example a C library might provide two different random number routinesr and and | r and48;
these do not affect other code so there is no good reason for the C library component not to provide both of these, and allow
the application code to use none, one, or both of them as appropriate; any unused functions will just get eliminated at link-
time. Compile-time selection of behavior isanother option, and it can be the most powerful one of the three and the best suited
to embedded systems devel opment.

Degrees of Configurability

Components can support configurability in varying degrees. It is not necessary to have any configuration options at all,
and the only user choice is whether or not to load a particular package. Alternatively it is possible to implement highly-
configurable code. As an example consider a typical facility that is provided by many real-time kernels, mutex locks. The
possible configuration options include:

1. If no part of the application and no other component requires mutexes then there is no point in having the mutex code
compiled into alibrary at all. This saves having to compile the code. In addition there will never be any need for the user to
configure the detailed behavior of mutexes. Therefore the presence of mutexes is a configuration option in itself.

2. Even if the application does make use of mutexes directly or indirectly, this does not mean that all mutex functions have to
be included. The minimum functionality consists of lock and unlock functions. However there are variants of the locking
primitive such as try-lock and try-with-timeout which may or may not be needed.

Generally it will be harmless to compile the try-lock function even if it is not actually required, because the function will
get eliminated at link-time. Some users might take the view that the try-lock function should never get compiled in unless it
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is actually needed, to reduce compile-time and disk usage. Other users might argue that there are very few valid uses for a
try-lock function and it should not be compiled by default to discourage incorrect uses. The presence of atry-lock function
is a possible configuration option, although it may be sensible to defaullt it to true.

Thetry-with-timeout variant is more complicated because it adds a dependency: the mutex code will now rely on some other
component to provide a timer facility. To make things worse the presence of this timer might impact other components,
for example it may now be necessary to guard against timer interrupts, and thus have an insidious effect on code size. The
presence of a lock-with-timeout function is clearly a sensible configuration option, but the default value is less obvious.
If the option is enabled by default then the final application image may end up with code that is not actually essential. If
the option is disabled by default then users will have to enable the option somehow in order to use the function, implying
more effort on the part of the user. One possible approach is to calculate the default value based on whether or not atimer
component is present anyway.

3. The application may or may not require the ability to create and destroy mutexes dynamically. For most embedded systems
it is both less error-prone and more efficient to create objects like mutexes statically. Dynamic creation of mutexes can be
implemented using apre-all ocated pool of mutex objects, involving some extra code to manipul ate the pool and an additional
configuration option to define the size of the pool. Alternatively it can be implemented using a general-purpose memory
alocator, involving quite a lot of extra code and configuration options. However this general-purpose memory allocator
may be present anyway to support the application itself or some other component. The ability to create and destroy mutexes
dynamically is aconfiguration option, and there may not be a sensible default that is appropriate for all applications.

4. An important issue for mutex locks is the handling of priority inversion, where a high priority thread is prevented from
running because it needs alock owned by alower priority thread. Thisisonly an issue if there is a scheduler with multiple
priorities: some systems may need multi-threading and hence synchronization primitives, but a single priority level may
suffice. If priority inversion is atheoretical possibility then the application developer may still want to ignore it because the
application has been designed such that the problem cannot arisein practice. Alternatively the devel oper may want some sort
of exception raised if priority inversion does occur, because it should not happen but there may still be bugsin the code. If
priority inversion can occur legally then there are three main ways of handling it: priority ceilings, priority inheritance, and
ignoring the problem. Priority ceilings require little code but extra effort on the part of the application developer. Priority
inheritance requires more code but is automatic. Ignoring priority inversion may or may not be acceptable, depending on the
application and exactly when priority inversion can occur. Some of these choices involve additional configuration options,
for examplethere are different ways of raising an exception, and priority inheritance may or may not be applied recursively.

5. As a further complication some mutexes may be hidden inside a component rather than being an explicit part of the
application. For example, if the C library is configured to provide anal | oc call then there may be an associated mutex
to make the function automatically thread-safe, with no need for external locking. In such cases the memory allocation
component of the C library can impose a constraint on the kernel, requiring that mutexes be provided. If the user attempts
to disable mutexes anyway then the configuration tools will report a conflict.

6. The mutex code should contain some general debugging code such as assertions and tracing. Usually such debug support
will be enabled or disabled at a coarse level such as the entire system or everything inside the kernel, but sometimes it will
be desirable to enable the support more selectively. One reason would be memory requirements: the target may not have
enough memory to hold the system if all debugging is enabled. Another reason isif most of the system isworking but there
are a few problems till to resolved; enabling debugging in the entire system might change the system'’s timing behavior
too much, but enabling some debug options selectively can still be useful. There should be configuration options to allow
specific types of debugging to be enabled at a fine-grain, but with default settings inherited from an enclosing component
or from global settings.

7. The mutex code may contain specialized code to interact with a debugging tool running on the host. It should be possible to
enable or disable this debugging code, and there may be additional configuration options controlling the detailed behavior.

Altogether there may be something like ten to twenty configuration options that are specific to the mutex code. There may be
asimilar number of additional options related to assertions and other debug facilities. All of the options should have sensible
default values, possibly fixed, possibly cal culated depending on what is happening el sewhere in the configuration. For example
the default setting for an assertion option should generally inherit from a kernel-wide assertion control option, which in turn
inheritsfrom aglobal option. Thisallowsusersto enableor disable assertionsglobally or at amorefine-grained level, asdesired.

Different componentsmay be configurableto different degrees, ranging from no optionsat all to thefine-grained configurability
of the above mutex example (or possibly even further). It is up to component writers to decide what options should be provided
and how best to serve the needs of application devel opers who want to use that component.




Overview

Warnings

Large parts of eCos were developed concurrently with the development of the configuration technology, or in some cases
before design work on that technology was complete. As a consegquence the various eCos packages often make only limited
use of the available functionality. This situation is expected to change over time. It does mean that many of the descriptionsin
this guide will not correspond exactly to how the eCos packages work right now, but rather to how they could work. Some of
the more extreme discrepancies such as the location of on-line documentation in the component repository will be mentioned
in the appropriate placesin the guide.

A consequence of this is that developers of new components can look at existing CDL scripts for examples, and discover
discrepanci es between what is recommended in this guide and what actually happens at present. In such cases this guide should
be treated as authoritative.

It is also worth noting that the current component framework is not finished. Various parts of this guide will refer to possible
changes and enhancements in future versions. Examining the source code of the configuration tools may reveal hints about
other likely developments, and there are many more possible enhancements which only exist at a conceptual level right now.




Chapter 2. Package Organization

For a package to be usable in the eCos component framework it must conform to certain rules imposed by that framework.
Packages must be distributed in a form that is understood by the component repository administration tool. There must be a
top-level CDL script which describes the package to the component framework. There are certain limitations related to how
a package gets built, so that the package can still be used in a variety of host environments. In addition to these rules, the
component framework provides a number of guidelines. Packages do not have to conform to the guidelines, but sticking to
them can simplify certain operations.

This chapter deals with the general organization of a package, for example how to distinguish between private and exported
header files. Chapter 3, The CDL Language describesthe CDL language. Chapter 4, The Build Process detail sthe build process.

Packages and the Component Repository

All eCos ingtallations include a component repository. Thisis a directory structure for all installed packages. The component
framework comes with an administration tool that allows new packages or new versions of a package to be installed, old
packages to be removed, and so on. The component repository includes a simple database, maintained by the administration
tool, which contains details of the various packages.

packages/
ecos.db  compat!  error/ hal/ infra/ io/ kemel/ language/ templates/
linux/ posix/ ... archll arch2l cf c++/

Each package has its own little directory hierarchy within the component repository. Keeping several packages in a single
directory isillegal. The error, infraand kernel packages all live at the top-level of the repository. For other types of packages
there are some pre-defined directories: conpat isused for compatibility packages, which implement other interfaces such as
MTRON or POSIX using native eCos calls; hal isused for packages that port eCos to different architectures or platforms,
and this directory is further organized on a per-architecture basis; i 0 isintended for device drivers; | anguage is used for
language support libraries, for examplethe C library. There are no strict rules defining where new packages should get installed.
Obvioudly if an existing top-level directory such as conpat is applicable then the new package should go in there. If a new
category isdesirablethenit is possibleto create anew sub-directory in the component repository. For example, an organization
planning to release a number of eCos packages may want them all to appear below a sub-directory corresponding to the
organization's name — in the hope that the name will not change too often. It is possible to add new packages directly to the
top-level of the component repository, but this should be avoided.

The ecos.db file hol ds the component repository database and is managed by the administration tool. The various configuration
tools read in this file when they start-up to obtain information about the various packages that have been installed. When
developing a new packageit is necessary to add some information to the file, as described in the section called “ Updating the
ecos.db database”. Thet enpl at es directory holds various configuration templates.

@ Note
Earlier releases of eCos came with two separatefiles, t ar get s and packages. The ecos.db database replaces
both of these.

2 Caution
The current ecos.db database does not yet provide all of the information needed by the component framework. Its
format is subject to change in future releases, and the file may be replaced completely if necessary. There are a
number of other likely future developmentsrelated to the component repository and the database. The way targets
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are described is subject to change. Sometimesit is desirable for component writersto do their initial devel opment
in adirectory outside the component repository, but there is no specific support in the framework for that yet.

Package Versioning

Below each package directory there can be one or more version sub-directories, named after the versions. Thisisarequirement
of the component framework: it must be possible for usersto install multiple versions of a package and select which oneto use
for any given application. This has a number of advantages to users: most importantly it allows a single component repository
to be shared between multiple users and multiple projects, asrequired; also it facilitates experiments, for exampleitisrelatively
easy to try out the latest version of some package and see if it makes any difference. There is a potential disadvantage in
terms of disk space. However since eCos packages generally consist of source code intended for small embedded systems, and
given typical modern disk sizes, keeping a number of different versions of a packageinstalled will usually be acceptable. The
administration tool can be used to remove versions that are no longer required.

kemel/

curenty v3.1.81  v4.0.1/

The version cur r ent isspecial. Typically it corresponds to the very latest version of the sources, obtained by anonymous
CVS. These sources may change frequently, unlike full releases which do not change (or only when patches are produced).
Component writers may also want to work onthecur r ent version.

All other subdirectories of a package correspond to specific releases of that package. The component framework allows users
to select the particular version of apackage they want to use, but by default the most recent onewill be used. Thisrequires some
rules for ordering version numbers, a difficult task because of the wide variety of waysin which versions can be identified.

1. Theversioncurr ent isaways considered to be the most recent version.

2. If thefirst character of both stringsare either v or V, these are skipped because it makeslittle sense to enforce case sensitivity
here. Potentially this could result in ambiguity if there are two version directories V1. 0 and v1. 0, but thiswill match the
confusion experienced by any users of such apackage. However if two subsequent releasesarecalled V1. 0 andvl. 1, eq.
because of a minor mix-up when making the distribution file, then the case difference isignored.

3. Next the two version strings are compared one character at a time. If both strings are currently at a digit then a string to
number conversion takes place, and the resulting numbers are compared. For example v10 is a more recent release than
v2. If the two numbers are the same then processing continues, so for v2b and v2c the version comparison code would
moveontob andc.

4. The charactersdot . , hyphen - and underscore _ are treated as equivalent separators, so if one release goesout asv1_1
and the next goes out asv1. 2 the separator has no effect.

5. If neither string has yet terminated but the characters are different, ASCIl comparison is used. For example V1. 1b ismore
recent thanv1. lal pha.

6. If oneversion string terminates before the other, the current character determines which isthe more recent. If the other string
iscurrently at a separator character, for examplev1. 3. 1 andv1. 3, then the former is assumed to be a minor release and
hence more recent than the latter. If the other string isnot at a separator character, for examplev1. 3bet a, thenit istreated
as an experimental version of thev1. 3 release and hence older.

7. There is no special processing of dates, so with two versions ss- 20000316 and ss- 20001111 the numerical values
20001111 and 20000316 determine the result: larger values are more recent. It is suggested that the full year be used
in such cases rather than a shorthand like 00, to avoid Y 2100 problems.

8. Thereisno limit on how many levels of versioning are used, so there could in theory beav3. 1. 4. 1. 5. 9. 2. 7 release
of apackage. However thisis unlikely to be of benefit to typical users of a package.

The version comparison rules of the component framework may not be suitable for every version numbering scheme in
existence, but they should cope with many common cases.
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A Caution

There are some issues still to be resolved before it is possible to combine the cur r ent sources available via
anonymous CV'S and full releases of eCos and additional packages in a single component repository. The first
problem relates to the ecos.db database: if a new package is added via the CV S repository then this requires a
database update, but the administration tool is bypassed. The second problem arises if an organization chooses
to place its component repository under source code control using CV'S, in which case different directories will
belong to different CV S servers. These issues will be addressed in a future release.

Package Contents and Layout

A typical package contains the following:

1. Some number of source fileswhich will end up in alibrary. The application code will be linked with this library to produce
an executable. Some source files may serve other purposes, for example to provide alinker script.

2. Exported header files which define the interface provided by the package.
3. On-line documentation, for example reference pages for each exported function.

4. Some number of test cases, shipped in source format, allowing users to check that the package is working as expected on
their particular hardware and in their specific configuration.

5. One or more CDL scripts describing the package to the configuration system.

Itisalso conventional to have a per-package Changelog file used to keep track of changesto that package. Thisis especialy
valuable to end users of the package who may not have convenient access to the source code control system used to manage
the master copy of the package, and hence cannot find out easily what has changed. Often it can be very useful to the main
developers aswell.

Any given packages need not contain al of these. It is compulsory to have at least one CDL script describing the package,
otherwise the component framework would be unabl e to processit. Some packages may not have any source code: it ispossible
to have apackage that merely definesacommon interface which can then beimplemented by several other packages, especially
in the context of device drivers; however it is still common to have some code in such packages to avoid replicating shareable
codein all of the implementation packages. Similarly it is possible to have a package with no exported header files, just source
code that implements an existing interface: for example an ethernet device driver might just implement a standard interface
and not provide any additional functionality. Packages do not need to come with any on-line documentation, although this may
affect how many people will want to use the package. Much the same applies to per-package test cases.

The component framework has arecommended per-package directory layout which splits the package contents on a functional
basis:

<package>/

Changelog cdl/ doc/ include/ src/ tests/

For example, if apackage hasani ncl ude sub-directory then the component framework will assume that all header filesin
and below that directory are exported header files and will do the right thing at build time. Similarly if there is doc property
indicating the location of on-line documentation then the component framework will first look in the doc sub-directory.

This directory layout is just a guideling, it is not enforced by the component framework. For simple packages it often makes
more sense to have al of the files in just one directory. For example a package could just contain the files hel | 0. cxx,
hel | 0. h,hell 0. ht M and hel | 0. cdl . By default hel | 0. h will be treated as an exported header file, although this
can be overridden with the include files property. Assuming there is a doc property referring to hel | 0. ht m and there is
no doc sub-directory then the tools will search for this file relative to the package's top-level and everything will just work.
Much the same appliesto hel | 0. cxx and hel | o. cdl .
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@ Tip
Older versions of the eCos build system only supported packages that followed the directory structure exactly.

Hence certain core packages such as err or implement the full directory structure, even though that is a
particularly simple package and the full directory structure is inappropriate. Component writers can decide for
themselves whether or not the directory structure guidelines are appropriate for their package.

Outline of the Build Process

Thefull build processis described in Chapter 4, The Build Process, but a summary is appropriate here. A build involves three
directory structures:

1

The component repository. Thisis where all the package source code is held, along with CDL scripts, documentation, and
so on. For build purposes a component repository is read-only. Application developers will only modify the component
repository when installing or removing packages, viathe administration tool. Component writerswill typically work on just
one package in the component repository.

. The build tree. Each configuration has its own build tree, which can be regenerated at any time using the configuration's

ecos. ecc savefile. The build tree contains only intermediate files, primarily object files. Once a build is complete the
build tree contains no information that is useful for application development and can be wiped, although this would slow
down any rebuilds following changes to the configuration.

. Theinstall tree. Thisis populated during abuild, and contains all thefilesrelevant to application development. Therewill be

al i b sub-directory which typically contains| i bt ar get . a, alinker script, start-up code, and so on. Therewill also bean
i ncl ude sub-directory containing all the header files exported by the various packages. There will also beai ncl ude/
pkgconf sub-directory containing various configuration header files with #def i ne' s for the options. Typicaly the
install tree is created within the build tree, but thisis not a requirement.

The build process involves the following steps:

1

Given aconfiguration, the component framework isresponsiblefor creating all the directoriesin the build and install trees. If
these trees already exist then the component framework is responsible for any clean-ups that may be necessary, for example
if a package has been removed then all related files should be expunged from the build and install trees. The configuration
header fileswill be generated at thistime. Depending on the host environment, the component framework will also generate
makefiles or some other way of building the various packages. Every time the configuration is modified this step needs to
be repeated, to ensure that all option consequences take effect. Careistaken that thiswill not result in unnecessary rebuilds.

@ Note
At present this step needs to be invoked manually. In a future version the generated makefile may if desired
perform this step automatically, using a dependency on the ecos. ecc savefile.

. Thefirst step in an actual build isto make sure that the install tree contains all exported header files. All compilations will

usetheinstal tree'si ncl ude directory as one of the places to search for header files.

. All source files relevant to the current configuration get compiled. This involves a set of compiler flags initialized on a

per-target basis, with each package being able to modify these flags, and with the ability for the user to override the flags
as well. Care has to be taken here to avoid inappropriate target-dependencies in packages that are intended to be portable.
The component framework has built-in knowledge of how to handle C, C++ and assembler source files— other languages
may be added in future, as and when necessary. The compile property is used to list the files that should get compiled. All
object filesend up in the build tree.

. Onceall the object files have been built they are collected into alibrary, typically | i bt ar get . a, which can then belinked

with application code. Thelibrary is generated in the install tree.

. The component framework provides support for custom build steps, using the make_object and make properties. The results

of these custom build steps can either be object files that should end up in alibrary, or other files such as alinker script. It
is possible to control the order in which these custom build steps take place, for example it is possible to run a particular
build step before any of the compilations happen.
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Configurable Source Code

All packages should betotally portableto all target hardware (with the obvious exceptions of HAL and device driver packages).
They should also betotally bug-free, require the absol ute minimum amount of code and data space, be so efficient that cpu time
usage isnegligible, and provide lots of configuration options so that application devel opers have full control over the behavior.
The configuration options are optional only if a package can meet the requirements of every potential application without any
overheads. It is not the purpose of this guide to explain how to achieve al of these requirements.

The eCos component framework does have some important implications for the source code: compiler flag dependencies;
package interfaces vs. implementations; and how configuration options affect source code.

Compiler Flag Dependencies

Wherever possible component writers should avoid dependencies on particular compiler flags. Any such dependencies are
likely to impact portability. For example, if one package needs to be built in big-endian mode and another package needs to
be built in little-endian mode then usually it will not be possible for application developers to use both packages at the same
time; in addition the application developer is no longer given achoice in the matter. It isfar better for the package source code
to adapt the endianness at compile-time, or possibly at run-time although that will involve code-size overheads.

@ Note
A related issue isthat the current support for handling compiler flags in the component framework is still limited
and incapable of handling flags at avery fine-grain. The support islikely to be enhanced in future versions of the
framework, but there are non-trivial problems to be resolved.

Package Interfaces and Implementations

The component framework provides encapsulation at the package level. A package A has no way of accessing the
implementation details of another package B at compile-time. In particular, if there is a private header file somewhere in
a package's sr ¢ sub-directory then this header file is completely invisible to other packages. Any attempts to cheat by
using relative pathnames beginning with . . / . . are generally doomed to failure because of the presence of package version
directories. There are two ways in which one package can affect another: by means of the exported header files, which define
apublic interface; or viathe CDL scripts.

This encapsulation is a deliberate aspect of the overall eCos component framework design. In most cases it does not cause
any problems for component writers. In some cases enforcing a clean separation between interface and implementation details
can improve the code. Also it reduces problems when a package gets upgraded: component writers are free to do pretty much
anything on the implementation side, including renaming every single source file; care has to be taken only with the exported
header filesand with the CDL data, because those have the potential of impacting other packages. Application codeissimilarly
unable to access package implementation details, only the exported interface.

Very occasionally the inability of one package to see implementation details of another does cause problems. One example
occursin HAL packages, whereit may be desirable for the architectural, variant and platform HAL 'sto share someinformation
that should not be visible to other packages or to application code. This may be addressed in the future by introducing the
concept of f ri end packages, just asa C++ class can havef ri end functions and classes which are allowed special access
to aclassinternals. It is not yet clear whether such cases are sufficiently frequent to warrant introducing such afacility.

Source Code and Configuration Options

Configurability usually involves source code that needs to implement different behavior depending on the settings of
configuration options. It ispossibleto write packageswhere the only consequence associated with various configuration options
is to control what gets built, but this approach is limited and does not allow for fine-grained configurability. There are three
main ways in which options could affect source code at build time:

1. The component code can be passed through a suitable preprocessor, either an existing one such asm4 or anew one specialy
designed with configurability in mind. The original sources would reside in the component repository and the processed
sources would reside in the build tree. These processed sources can then be compiled in the usual way.

12
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This approach has two main advantages. Firt, it is independent from the programming language used to code the
components, provided reasonabl e precautions are taken to avoid syntax clashes between preprocessor statements and actual
code. Thiswould make it easier in future to support languages other than C and C++. Second, configurable code can make
use of advanced preprocessing facilities such as loops and recursion. The disadvantage is that component writers would
have to learn about a new preprocessor and embed appropriate directivesin the code. This makes it much more difficult to
turn existing code into components, and it involves extra training costs for the component writers.

2. Compiler optimizations can be used to elide code that should not be present, for example:

if (CYGHWR _NUMBER UARTS > 0) {

If the compiler knows that CYGHWR_NUMBER_UARTS is the constant number O then it is atrivial operation to get rid of
the unnecessary code. The component framework still hasto define this symbol in away that is acceptable to the compiler,
typically by using aconst variable or a preprocessor symbol. In some respects thisis a clean approach to configurability,
but it has limitations. It cannot be used in the declarations of data structures or classes, nor does it provide control over
entire functions. In addition it may not be immediately obvious that this code is affected by configuration options, which
may make it more difficult to understand.

3. Existing language preprocessors can be used. In the case of C or C++ this would be the standard C preprocessor, and
configurable code would contain a number of #i f def and #i f statements.

#if (CYGHWR NUMBER UARTS > 0)
#endi f

This approach has the big advantage that the C preprocessor is atechnology that is both well-understood and widely used.
There are also disadvantages: it is not directly applicable to components written in other languages such as Java (although it
is possible to use the C preprocessor as a stand-al one program); the preprocessing facilities are rather limited, for example
there is no looping facility; and some people consider the technology to be ugly. Of course it may be possible to get around
the second objection by extending the preprocessor that is used by gcc and g++.

The current component framework generates configuration header files with C preprocessor #def i ne' s for each option
(typicaly, there various properties which can be used to control this). It is up to component writers to decide whether to use
preprocessor #i f def statements or language constructs such asi f . At present thereis no support for languages which do not
involve the C preprocessor, athough such support can be added in future when the need arises.

Exported Header Files

A package's exported header files should specify the interface provided by that package, and avoid any implementation details.
However there may be performance or other reasons why implementation details occasionally need to be present in the exported
headers.

@ Note
Not all programming languages have the concept of aheader file. In some cases the component framework would
need extensions to support packages written in such languages.

Configurability has anumber of effects onthe way exported header files should be written. There may be configuration options
which affect the interface of a package, not just the implementation. It is necessary to worry about nested #i ncl ude' s
and how this affects package and application builds. A special case of this relates to whether or not exported header files
should #i ncl ude configuration headers. These configuration headers are exported, but should only be #i ncl ude' d when
necessary.

Configurable Functionality

Many configuration options affect only the implementation of a package, not the interface. However some options will affect
theinterface aswell, which meansthat the options have to be tested in the exported header files. Some implementation choices,
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for example whether or not a particular function should beinlined, also need to be tested in the header file because of language
limitations.

Consider a configuration option CYGFUN_KERNEL MUTEX_ Tl MEDLOCK which controls whether or not a function
cyg_mutex_tinedl ock is provided. The exported kernel header file cyg/ ker nel / kapi . h could contain the
following:

#i ncl ude <pkgconf/kernel . h>

#i f def CYGFUN_KERNEL_MUTEX_TI MEDLOCK
extern bool cyg_nutex_tinmedl ock(cyg_nutex_t*);
#endi f

Thisisacorrect header file, in that it defines the exact interface provided by the package at all times. However is has a number
of implications. First, the header file is now dependent on pkgconf/ ker nel . h, so any changes to kernel configuration
options will cause cyg/ ker nel / kapi . h to be out of date, and any source files that use the kernel interface will need
rebuilding. This may affect sources in the kernel package, in other packages, and in application source code. Second, if the
application makes use of this function somewhere but the application developer has misconfigured the system and disabled
this functionality anyway then there will now be a compile-time error when building the application. Note that other packages
should not be affected, since they should impose appropriate constraints on CYGFUN_KERNEL_MUTEX_TI MEDLOCK if they
use that functionality (although of course some dependencies like this may get missed by component devel opers).

An aternative approach would be:

extern bool cyg_nutex_tinmedl ock(cyg_nutex_t*)

Effectively the header fileisnow lying about the functionality provided by the package. Thefirst result isthat thereisno longer
a dependency on the kernel configuration header. The second result is that an application file using the timed-lock function
will now compile, but the application will fail to link. At this stage the application developer still has to intervene, change the
configuration, and rebuild the system. However no application recompilations are necessary, just arelink.

Theoretically it would be possible for a tool to analyze linker errors and suggest possible configuration changes that would
resolve the problem, reducing the burden on the application developer. No such tool is planned in the short term.

It is up to component writers to decide which of these two approaches should be preferred. Note that it is not always possible
to avoid #i ncl ude' i ng a configuration header file in an exported one, for example an option may affect a data structure
rather than just the presence or absence of a function. Issues like thiswill vary from package to package.

Nested #i ncl ude' s

As a genera rule, unnecessary #i ncl ude' s should be avoided. A header file should #i ncl ude only those header files
which are absolutely needed for it to define its interface. Any additional #i ncl ude' s make it more likely that package or
application source files become dependent on configuration header filesand will get rebuilt unnecessarily when there are minor
configuration changes.

Including Configuration Headers

Exported header files should avoid #i ncl ude' i ng configuration header files unless absolutely necessary, to avoid
unnecessary rebuilding of both application code and other packageswhen there are minor configuration changes. A #i ncl ude
isneeded only when a configuration option affectsthe exported interface, or when it affects some implementation detailswhich
is controlled by the header file such as whether or not a particular function getsinlined.

There are a couple of ways in which the problem of unnecessary rebuilding could be addressed. The first would require more
intelligent handling of header file dependency handling by the tools (especially the compiler) and the build system. Thiswould
require changes to various non-eCos tools. An aternative approach would be to support finer-grained configuration header
files, for example there could be a file pkgconf /i bc/ i nli ne. h controlling which functions should be inlined. This
could be achieved by some fairly simple extensions to the component framework, but it makes it more difficult to get the
package header files and source code correct: a C preprocessor #i f def directive does not distinguish between a symbol not
being defined because the option is disabled, or the symbol not being defined because the appropriate configuration header file
has not been #i ncl ude' d. Itislikely that a cross-referencing tool would have to be developed first to catch problems like
this, before the component framework could support finer-grained configuration headers.
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Package Documentation

On-line package documentation should be in HTML format. The component framework imposes no specia limitations:
component writers can decide which version of the HTML specification should be followed; they can aso decide on how best
to cope with the limitations of different browsers. In general it isagood ideato keep things simple.

Test Cases

Packages should normally come with one or more test cases. This allows application developersto verify that agiven package
works correctly on their particular hardware and in their particular configuration, making it slightly more likely that they will
attempt to find bugs in their own code rather than automatically blaming the component writers.

At the time of writing the application developer support for building and running test cases via the component framework
is under review and likely to change. Currently each test case should consist of a single C or C++ source file that can be
compiled with the package's set of compiler flags and linked like any application program. Each test case should use the testing
API defined by the infrastructure. A magically-named calculated configuration option of the form CYGPKG <PACKAGE-
NAME> TESTS liststhe test cases.

Host-side Support

On occasion it would be useful for an eCos package to be shipped with host-side support. This could take the form of an
additional tool needed to build that package. It could be an application intended to communicate with the target-side package
code and display monitoring information. It could be a utility needed for running the package test cases, especiadly in the
case of device drivers. The component framework does not yet provide any such support for host-side software, and there are
obvious issues related to portability to the different machines that can be used for hosts. Thisissue may get addressed in some
future release. In some cases custom build steps can be subverted to do things on the host side rather than the target side, but
thisis not recommended.

Making a Package Distribution

Developers of new eCos packages are advised to distribute their packages in the form of eCos package distribution files.
Packages distributed in thisformat may be added to existing eCos component repositoriesin arobust manner using the Package
Administration Tool. Thischapter describesthe format of package distribution files and details how to prepare an eCos package
for distribution in this format.

The eCos package distribution file format

eCos packagedistribution filesare gzipped GNU tar archiveswhich contain both the source code for one or more eCos packages
and a data file containing package information to be added to the component repository database. The distribution files are
subject to the following rules:

a. The data file must be named pkgadd. db and must be located in the root of the tar archive. It must contain data in a
format suitable for appending to the eCos repository database (ecos.db). the section called “ Updating the ecos.db database’
describes this data format. Note that a database consistency check is performed by the eCos Administration Tool when
pkgadd. db has been appended to the database. Any new target entries which refer to unknown packages will be removed
at this stage.

b. The package source code must be placed in one or more <package- pat h>/ <ver si on> directoriesin the tar archive,
where each <package-path> directory path is specified as the directory attribute of one of the packages entries in
pkgadd. db.

c. Anoptional license agreement file named pkgadd. t xt may be placed in the root of the tar archive. It should contain text
with amaximum line length of 79 characters. If thisfile exists, the contents will be presented to the user during installation
of the package. The eCos Package Administration Tool will then prompt the user with the question " Do you accept
all the terns of the preceding |icense agreenent ?". Theuser must respond " yes" to this prompt
in order to proceed with the installation.
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Optional template files may be placed in one or moret enpl at es/ <t enpl at e_nane> directories in the tar archive.
Note that such template files would be appropriate only where the packages to be distributed have a complex dependency
relationship with other packages. Typically, athird party package can be simply added to an eCos configuration based on
an existing core template and the provision of new templates would not be appropriate.

The distribution file must be given a. epk (not . t ar . gz) file extension. The . epk file extension serves to distinguish
eCos package distributions filesfrom generic gzipped GNU tar archives. It a so discourages users from attempting to extract
the package from the archive manually. The file browsing dialog of the eCos Package Administration Toal lists only those
fileswhich havea. epk extension.

. No other files should be present in the archive.

Filesin the tar archive may use LF or CRLF line endings interchangably. The eCos Administration Tool ensures that the
installed files are given the appropriate host-specific line endings.

Binary files may be placed in the archive, but the distribution of object code is not recommended. All binary files must be
givena. bi n suffix in addition to any file extension they may already have. For example, the GIFimagefilenyfil e. gi f
must benamed nyfi | e. gi f. bi ninthearchive. The. bi n suffix isremoved during file extraction and is used to inhibit
the manipulation of line endings by the eCos Administration Tool.

Preparing eCos packages for distribution

Development of new eCos packages or new versions of existing eCos packages will take place in the context of an existing
eCos component repository. This section detailsthe stepsinvolved in extracting new packages from arepository and generating
a corresponding eCos package distribution file for distribution of the packages to other eCos users. The steps required are as
follows:

a. Create atemporary directory $PKGTMP for manipulation of the package distribution file contents and copy the source files

¥

b
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of the new packagesinto thisdirectory, preserving the relative path to the package. In the case of anew package at ny pkg/
current intherepository:

nkdir -p $PKGTMP/ mypkg
cp -p -R $ECOS_REPCSI TORY/ mypkg/ current $PKGTMP/ mypkg

Where more than one package is to be distributed in a single package distribution file, copy each package in the above
manner. Note that multiple packages distributed in a single package distribution file cannot be installed separately. Where
such flexibility is required, distribution of each new package in separate package distribution filesis recommended.

. Copy any template files associated with the distributed packages into the temporary directory, preserving the relative path
to the template. For example:

nkdir -p $PKGTMP/ t enpl at es
cp -p -R $ECOS_REPCSI TORY/ t enpl at es/ nyt enpl at e $PKGTMP/ t enpl at es

. Remove any files from the temporary directory hierarchy which you do not want to distribute with the packages (eg object
files, CVS directories).

. Add a . bi n suffix to the name of any binary files. For example, if the packages contains GIF image files (*.gif) for
documentation purposes, such files must be renamed to *.gif.bin as follows:

find $PKGTMP -type f -nane '*.gif' -exec nmv {} {}.bin ';"'

The . bi n suffix is removed during file extraction and is used to inhibit the manipulation of line endings by the eCos
Package Administration Tool.

. Extract the package records for the new packages from the package database file at $ECOS_REPOSI TORY /ecos.db and
create a new file containing these records at $PKGTMP/ pkgadd. db (in the root of the temporary directory hierarchy).
Any target records which reference the distributed packages must also be provided in pkgadd.db.

. Rename the version directories under $PKGTIMP (typically cur r ent during development) to reflect the versions of the

packages you are distributing. For example, version 1.0 of a package may use the version directory namev1 O:

cd $PKGTMP/ nypkg
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$ nv current vi_0

the section called “ Package Versioning” describes the version naming conventions.

0. Rename any template files under $PKGTMP (typically cur r ent . ect during development) to reflect the version of the

template you are distributing. For example, version 1.0 of atemplate may use the filenamev1_0. ect :

cd $PKGTMP/ t enpl at es/ nyt enpl at e
mvy current.ect vl_0. ect

Itisalso important to edit the contents of the template file, changing the version of each referenced package to match that of
the packages you are distributing. This step will eliminate version warnings during the subsequent loading of the template.

. Optionally create alicence agreement file at $PKGTMP/ pkgadd. t xt containing the licensing terms under which you are

distributing the new packages. Limit each line in thisfile to a maximum of 79 characters.

. Create aGNU tar archive of the temporary directory hierarchy. By convention, this archive would have a name of the form

<package_nhame>- <ver si on>:

$ cd $PKGTMP
$ tar chf nypkg-1.0.tar *

-

Note that non-GNU version of tar may create archive files which exhibit subtle incompatibilities with GNU tar. For this
reason, always use GNU tar to create the archive file. In addition, for atruly portable archive, the archive must not contain
any symboalic references as not all systems support these. The -h (--dereference) flag must therefore be included when
creating the archive to ensure the file the symbolic link pointsto is archived and not the symbolic link.

Compress the archive using gzip and give the resulting filea. epk file extension:

$ gzip nypkg-1.0.tar
$ nv nypkg-1.0.tar.gz nypkg-1.0. epk

The resulting eCos package distribution file (*.epk) is in a compressed format and may be distributed without further
compression.

17



Chapter 3. The CDL Language

The CDL language is a key part of the eCos component framework. All packages must come with at least one CDL script, to
describe that package to the framework. The information in that script includes details of all the configuration options and how
to build the package. Implementing a new component or turning some existing code into an eCos component always involves
writing corresponding CDL. This chapter provides a description of the CDL language. Detailed information on specific parts
of the language can be found in Chapter 5, CDL Language Specification.

Language Overview

A very simple CDL script would look like this:

cdl _package CYGPKG _ERROR {

di spl ay "Conmon error code support”

conpi l e strerror.cxx

i nclude_dir cyg/error

description
Thi s package contains the common |ist of error and
status codes. It is held centrally to allow
packages to interchange error codes and status
codes in a common way, rather than each package
having its own conventions for error/status
reporting. The error codes are nodel |l ed on the
PGSl X style naming e.g. EINVAL etc. This package
al so provides the standard strerror() function to
convert error codes to textual representation.”

}

This describes a single package, the error code package, which does not have any sub-components or configuration
options. The package has an internal name, CYGPKG_ERROR, which can be referenced in other CDL scripts using e.g.
requi res CYGPKG_ERROR. There will also be a#def i ne for this symbol in a configuration header file. In addition
to the package name, this script provides a number of properties for the package as a whole. The display property provides
a short description. The description property involves a rather longer one, for when users need a bit more information. The
compile and include_dir properties list the consequences of this package at build-time. The package appears to lack any on-
line documentation.

Packages could be even simpler than this. If the package only provides an interface and there are no files to be compiled then
thereisno need for acompile property. Alternatively if there are no exported header files, or if the exported header files should
go to the top-level of thei nst al | /i ncl ude directory, then there is no need for an include_dir property. Strictly speaking
the description and display properties are optional as well, although application devel opers would not appreciate the resulting
lack of information about what the package is supposed to do.

However many packages tend to be a bit more complicated than the error package, containing various sub-components and
configuration options. These are also defined in the CDL scripts and in much the same way as the package. For example, the
following excerpt comes from the infrastructure package:

cdl _conponent CYGDBG_| NFRA_DEBUG TRACE_ASSERT_BUFFER {

di spl ay "Buffered tracing"
defaul t _value 1
active_if CYGDBG_USE_TRACI NG

description
An out put nodul e which buffers output fromtraci ng and
assertion events. The stored nessages are output when an
assert fires, or CYG TRACE_PRINT() (defined in
<cyg/infralcyg_trac.h>) is called. O course, there wll
only be stored nessages if tracing per se (CYGDBG USE_TRACH NG
i s enabl ed above. "

cdl _option CYGDBG | NFRA_DEBUG TRACE BUFFER_SI ZE {
di spl ay "Trace buffer size"
flavor dat a
defaul t _val ue 32
| egal _values 5 to 65535
description
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The size of the trace buffer. This counts the nunber of
trace records stored. Wen the buffer fills it either
wraps, stops recording, or generates output."

}

Likeacdl _package,acdl _conmponent hasanameand abody. The body containsvarious propertiesfor that component,
and may al so contain sub-componentsor options. Similarly acdl _opt i on hasanameand abody of properties. Thisexample
lists a number of new properties: default_value, active if, flavor and legal_values. The meaning of most of these should be
fairly obvious. The next sections describe the various CDL commands and properties.

There is one additional and very important point: CDL is not a completely new language; instead it is implemented as an
extension of the existing Tcl scripting language. The syntax of aCDL script is Tcl syntax, which isdescribed below. In addition
some of the more advanced facilities of CDL involve embedded fragments of Tcl code, for example there is a define_proc
property which specifies some code that needs to be executed when the component framework generates the configuration
header files.

CDL Commands

There are four CDL-related commands which can occur at the top-level of aCDL script: cdl _package, cdl _conponent,
cdl _optionandcdl _interface. These correspond to the basic building blocks of the language (CDL interfaces are
described in the section called “Interfaces’). All of these take the same basic form:

cdl _package <nane> {

-

cdl _conmponent <nane> {

-

cdl _option <nanme> {

cdl _interface <nane> {
}

The command is followed by a name and by a body of properties, the latter enclosed in braces. Packages and components
can contain other entities, sothecdl _package and cdl _conponent can aso have nested commandsin their bodies. All
names must be unique within a given configuration. If say the C library package and a TCP/IP stack both defined an option
with the same name then it would not be possible to load both of them into asingle configuration. Thereisanaming convention
which should make accidental name clashes very unlikely.

It is possible for two packages to use the same name if there are no reasonable circumstances under which both packages
could be loaded at the same time. One example would be architectural HAL packages: a given eCos configuration can be used
on only one processor, so the architectural HAL packages CYGPKG_HAL _ARMand CYGPKG HAL | 386 can re-use option
names; in fact in some cases they are expected to.

Each package has one top-level CDL script, which is specified in the packages ecos.db database entry. Typically the name of
thistop-level script isrelated to the package, so the kernel package usesker nel . cdl , but thisisjust a convention. The first
command in the top-level script should be cdl _package, and the name used should be the same as in the ecos.db database.
There should be only onecdl _package command per package.

The various CDL entities live in a hierarchy. For example the kernel package contains a scheduling component, a
synchronization primitives component, and a number of others. The synchronization component contains various options such
aswhether or not mutex priority inheritanceis enabled. Thereisno upper bound on how far components can be nested, but it is
rarely necessary to go more than three or four levels deeper than the package level. Since the naming convention incorporates
bits of the hierarchy, this has the added advantage of keeping the names down to a more manageable size.

Thehierarchy servestwo purposes. It allows optionsto be controlled en masse, so disabling acomponent automatically disables
all the options below it in the hierarchy. It also permits a much simpler representation of the configuration in the graphical
configuration tool, facilitating navigation and modification.
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By default a package is placed at the top-level of the hierarchy, but it is possible to override this using a parent property.
For example an architectural HAL package such as CYGPKG_HAL_SH typically re-parents itself below CYGPKG_HAL, and
aplatform HAL package would then re-parent itself below the architectural HAL. This makesit alittle bit easier for usersto
navigate around the hierarchy. Components, options and interfaces can also be re-parented, but thisisless common.

All components, options and interfaces that are defined directly in the top-level script will be placed below the package in the
hierarchy. Alternatively they can be nested in the body of thecdl _package command. The following two script fragments
are equivalent:

cdl _package CYGPKG LI BC {

}
cdl _conmponent CYGPKG_LI BC_STRI NG {

}
cdl _option CYGPKG LI BC_CTYPE_I NLI NES {

}
and:
cdl _package CYGPKG LI BC {

cdl _conponent CYGPKG LI BC_STRI NG {

}
cdl _option CYGPKG LI BC CTYPE_I NLI NES {

}
}

If ascript defines options both inside and outside the body of thecdl _package then the onesinside will be processed first.
Language purists may argue that it would have been better if all contained options and components had to go into the body,
but in practice it is often convenient to be able to skip thislevel of nesting and the resulting behavior is still well-defined.

Components can also contain options and other CDL entities, in fact that is what distinguishes them from options. These can
be defined in the body of thecdl _conponent command:

cdl _conponent CYGPKG LI BC_STDI O {
cdl _conponent CYGPKG LI BC_STDI O FLOATI NG PO NT {

}
cdl _option CYGSEM LI BC _STDI O THREAD SAFE_STREAMS {

}
}

Nesting optionsinside the bodies of componentslikethisisfinefor simple packageswith only alimited number of configuration
options, but it becomes unsatisfactory as the number of options increases. Instead it is possible to split the CDL data into
multiple CDL scripts, on a per-component basis. The script property should be used for this. For example, in the case of the C
library al stdio-related configuration options could be put into st di 0. cdl , and thetop-level CDL script| i bc. cdl would
contain the following:

cdl _package CYGPKG LI BC {
cdl _conponent CYGPKG LI BC_STDI O {

script stdio.cdl

}
}

The CYGPKG LI BC_STDI O FLOATI NG_PO NT component and the
CYGSEM LI BC_STDI O THREAD SAFE _STREANS option canthen beplaced at thetop-level of st di 0. cdl . Itispossible
to have some options nested in the body of acdl _conponent command and other optionsin a separate file accessed by the
script property. In such a case the nested options would be processed first, and then the other script would beread in. A script
specified by a script property should only define new options, components or interfaces: it should not contain any additional
properties for the current component.
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It is possible for a component's CDL script to have a sub-component which also has a script property, and so on. In practice
excessive nesting like thisis rarely useful. It is also possible to ignore the CDL language support for constructing hierarchies
automatically and use the parent property explicitly for every single option and component. Again thisis not generally useful.

@ Note
At the time of writing interfaces cannot act as containers. This may change in a future version of the component
framework. If the change is made then interfaces would support the script property, just like components.

CDL Properties

Each package, component, option, and interface has a body of properties, which provide the component framework with
information about how to handle each option. For example there is a property for a descriptive text message which can be
displayed to a user who is trying to figure out just what effect manipulating the option would have on the target application.
Thereisanother property for the default value, for examplewhether aparticular option should be enabled or disabled by defaullt.

All of the propertiesare optional, it islegal to define aconfiguration option which has an empty body. However some properties
are more optional than others: users will not appreciate having to manipulate an option if they are not given any sort of
description or documentation. Other properties are intended only for very specific purposes, for example make_object and
include files, and are used only rarely.

Because different properties serve very different purposes, their syntax is not as uniform as the top-level commands. Some
properties take no arguments at all. Other properties take a single argument such as a description string, or alist of arguments
such as a compile property which specifies the file or files that should be compiled if a given option is active and enabled.
The define_proc property takes as argument a snippet of Tcl code. The active if, calculated, default_value, legal_values and
requires propertiestake various expressions. Additional properties may be defined in future which take new kinds of arguments.

All property parsing code supports options for every property, athough at present the majority of properties do not yet take
any options. Any initial arguments that begin with a hyphen character - will be interpreted as an option, for example:

cdl _package CYGPKG HAL_ARM {
make -priority 1 {

-
}

If the option involves additional data, asfor the- pri ori t y exampleabove, thenthiscan bewrittenaseither- pri ori ty=1
oras-priority 1.0n occasiontheoption parsing code can get in the way, for example:

cdl _option CYGNUM LI BC Tl ME_DST_DEFAULT_STATE {

| egal _values -1 to 1
defaul t _val ue -1

}

Neither the legal_values nor the default_value property will accept - 1 as a valid option, so this will result in syntax errors
when the CDL script isread in by the component framework. To avoid problems, the option parsing code will recognize the
string - - and will not attempt to interpret any subsequent arguments. Hence this option should be written as:

cdl _option CYGNUM LI BC TI ME_DST_DEFAULT_STATE {

legal _values -- -1to 1l
default_value -- -1

}

The property parsing code involves arecursive invocation of the Tcl interpreter that is used to parse the top-level commands.
This means that some characters in the body of an option will be treated specially. The # character can be used for comments.
The backslash character \ , the dollar character $, square brackets[ and ] , braces{ and } , and the quote character " may all
receive special treatment. Most of the time this is not a problem because these characters are not useful for most properties.
On occasion having a Tcl interpreter around performing the parser can be very powerful. For more details of how the presence
of aTcl interpreter can affect CDL scripts, see the section called “ An Introduction to Tcl”.
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Many of thepropertiescanbeusedinany of cdl _package,cdl _conponent ,cdl _optionorcdl _i nterface.Other
properties are more specific. The script property is only relevant to components. The define_header, hardware, include_dir,
include files, and library propertiesapply to apackageasawhole, so can only occur inthebody of acdl _package command.
The calculated, default_value, legal values and flavor properties are not relevant to packages, as will be explained later. The
calculated and default_value properties are also not relevant to interfaces.

This section lists the various properties, grouped by purpose. Each property also has afull reference page in Chapter 5, CDL
Language Specification. Properties related to values and expressions are described in more detail in the section called “Values
and Expressions’. Properties related to header file generation and to the build process are described in Chapter 4, The Build
Process.

Information-providing Properties

Users can only be expected to manipulate configuration options sensibly if they are given sufficient information about these
options. There are three properties which serve to explain an option in plain text: the display property gives a textual alias
for an option, which is usually more comprehensible than something like CYGPKG_LI BC_TI ME_ZONES' ; the description
property gives alonger description, typically a paragraph or so; the doc property specifies the location of additional on-line
documentation related to a configuration option. In the context of a graphical tool the display string will be the primary way
for users to identify configuration options; the description paragraph will be visible whenever the option is selected; the on-
line documentation will only be accessed when the user explicitly requestsiit.

cdl _package CYGPKG U TRON {

di spl ay "ul TRON conpatibility |ayer"

doc ref/ecos-ref.a. htm

description
eCos supports a ul TRON Conpatibility Layer, providing
full Level S (Standard) conpliance with Version 3.02 of
the ul TRON Standard, plus nany Level E (Extended) features.
ul TRON i s the prem er Japanese enbedded RTCS standard. "

N

All three properties take a single argument. For display and description this argument is just a string. For doc it should be
a pointer to a suitable HTML file, optionally including an anchor within that page. If the directory layout conventions are
observed then the component framework will look for the HTML file in the package's doc sub-directory, otherwise the doc
filename will be treated as relative to the package's top-level directory.

The Configuration Hierarchy

There are two properties related to the hierarchical organization of components and options: parent and script.

The parent property can be used to move aCDL entity somewhere elsein the hierarchy. The most common useisfor packages,
to avoid having all the packages appear at the top-level of the configuration hierarchy. For example an architectural HAL
package such as CYGPKG _HAL _SHis placed below the common HAL package CYGPKG_HAL using a parent property.

cdl _package CYGPKG HAL_SH {
di spl ay "SH architecture"
par ent CYGPKG_HAL

-

The parent property can also be used in the body of acdl _conponent, cdl _optionorcdl _interface, but thisis
less common. However care has to be taken since excessive re-parenting can be confusing. Care also has to be taken when
reparenting below some other package that may not actually be loaded in a given configuration, since the resulting behavior
is undefined.

Asaspecial casg, if the parent is the empty string then the CDL entity is placed at the root of the hierarchy. Thisis useful for
global preferences, default compiler flags, and other settings that may affect every package.

The script property can only be used in the body of acdl _conponent command. The property takes a single filename as
argument, and this should be another CDL script containing additional options, sub-components and interfaces that should go
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below the current component in the hierarchy. If the directory layout conventions are observed then the component framework
will look for the specified filerelativeto thecdl subdirectory of the package, otherwise the filename will be treated asrelative
to the package's top-level directory.

cdl _conponent CYGPKG_ LI BC_STDI O {

di spl ay "Standard i nput/out put functions"
flavor bool

requires CYGPKG_| O

requires CYGPKG_| O SERI AL_HALDI AG

default_value 1
description

Thi s enabl es support for standard I/O functions from <stdi o. h>."
scri pt stdi o. cdl

}

Value-related Properties

Thereare seven propertieswhich arerelated to option values and state: flavor, calculated, default_value, legal_values, active _if,
implements, and requires. More detailed information can be found in the section called “Values and Expressions’.

In the context of configurability, the concept of an option's value is somewhat non-trivial. First an option may or may not be
loaded: it is possible to build a configuration which has the math library but not the kernel; however the math library's CDL
scriptsstill reference kernel options, for example CYGSEM LI BM THREAD SAFE COMPAT _MODE hasarequires constraint
on CYGVAR_KERNEL_ THREADS DATA. Even if an option is loaded it may or may not be active, depending on what is
happening higher upinthe hierarchy: if the Clibrary's CYGPKG_LI BC_STDI Ocomponent isdisabled then some other options
such as CYGNUM LI BC_STDI O _BUFSI ZE become irrelevant. In addition each option has both a boolean enabled/disabled
flag and a data part. For many options only the boolean flag is of interest, while for others only the data part is of interest.
The flavor property can be used to contral this:

flavor none This flavor indicates that neither the boolean nor the data parts are user-modifiable: the
option is always enabled and the datais always set to 1. The most common use for this
isto have a component that just acts as a placeholder in the hierarchy, alowing various
options to be grouped below it.

flavor bool Only the boolean part of the option is user-modifiable. The data part isfixed at 1.
flavor data Only the data part of the option is user-modifiable. The boolean part is fixed at enabled.
flavor bool data Both the boolean and the data part of the option are user-modifiable.

For more details of CDL flavors and how aflavor affects expression evaluation, and other consequences, see the section called
“Values and Expressions’. The flavor property cannot be used for a package because packages always have the bool dat a
flavor. Options and components have the bool flavor by default, since most configuration choices are smple yes-or-no
choices. Interfaces have the dat a flavor by default.

The calculated property can be used for options which should not be user-modifiable, but which instead are fixed by the target
hardware or determined from the current values of other options. In general calculated options should be avoided, since they
can be confusing to users who need to figure out whether or not a particul ar option can actually be changed. There are anumber
of valid usesfor calculated options, and quite afew invalid ones aswell. The reference packages should be consulted for further
details. The property takes an ordinary CDL expression as argument, for example:

# A constant on sonme target hardware, perhaps user-nodifiable on other

# targets.

cdl _opti on CYGNUM HAL_RTC_PERI OD {
di spl ay "Real -tinme clock period"
flavor dat a

cal cul at ed 12500
}

The calculated property cannot be used for packages or interfaces. The value of a package always corresponds to the version
of that package which is loaded, and this is under user control. Interfaces are implicitly calculated, based on the number of
active and enabled implementors.
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The default_value property is similar to calculated, but only specifies a default value which users can modify. Again this
property is not relevant to packages or interfaces. A typical example would be:

cdl _option CYGDBG HAL_DEBUG GDB_THREAD SUPPCRT {

di spl ay "Include GDB nulti-threadi ng debug support"”
requires CYGDBG_KERNEL_DEBUG GDB_THREAD_ SUPPORT
defaul t _val ue CYGDBG KERNEL_DEBUG GDB_THREAD SUPPORT

N

The legal_values property imposes a constraint on the possible values of the data part of an option. Henceit isonly applicable
to options with the dat a or bool dat a flavors. It cannot be used for a package since the only valid value for a packageisits
version number. The arguments to the legal_values property should constitute a CDL list expression.

cdl _option CYGNUM LI BC TI ME_STD DEFAULT OFFSET {

di spl ay "Default Standard Tinme offset"”
flavor dat a

| egal _values -- -90000 to 90000
default_value -- 0

.

Theactive_if property does not relate directly to an option's value, but rather to its active state. Usually thisis controlled viathe
configuration hierarchy: if the CYGPKG_LI BC_STDI Ocomponent isdisabled then all optionsbelow it areinactive and do not
have any consequences. In some cases the hierarchy does not provide sufficient control, for example an option should only be
activeif two digjoint sets of conditions are satisfied: the hierarchy could be used for one of these conditions, and an additional
active_if property could be used for the other one. The argumentsto active if should constitute a CDL goal expression.

# Do not provide extra semaphore debugging if there are no semaphores
cdl _option CYGDBG KERNEL_| NSTRUMENT_BI NSEM {
active_if CYGPKG_KERNEL_SYNCH

:

The implements property is related to the concept of CDL interfaces. If an option is active and enabled and it implements a
particular interface then it contributes 1 to that interface's value.

cdl _package CYGPKG NET_EDB7XXX_ETH_ DRI VERS {
di spl ay "Cirrus Logic ethernet driver"
i mpl enent s CYG-WR_NET_DRI VERS
i mpl ement s CYGHWR_NET_DRI VER ETHO

-

The requires property is used to impose constraints on the user's choices. For exampleit is unreasonabl e to expect the C library
to provide thread-safe implementations of certain functions if the underlying kernel support has been disabled, or even if the
kernel isnot being used at all.

cdl _option CYGSEM LI BC_PER THREAD_ERRNO {

di spl ay "Per-thread errno"
doc ref/ecos-ref.15. htm
requires CYGVAR_KERNEL_THREADS_DATA

defaul t _value 1
}

The arguments to the requires property should be a CDL goal expression.

Generating the Configuration Header Files

When creating or updating abuild tree the component framework will also generate configuration header files, one per package.
By default it will generate a#def i ne for each option, component or interface that is active and enabled. For options with
the dat a or bool dat a flavors the #def i ne will use the option's data part, otherwise it will use the constant 1. Typical
output would include:

#define CYGFUN_LI BC_TI ME_POSI X 1
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#def i ne CYGNUM_LI BC_TI ME_DST_DEFAULT_STATE -1

There are six properties which can be used to control the header file generation process. define header, no_define,
define_format, define, if_define, and define_proc.

By default the component framework will generate a configuration header file for each package based on the package's name:
everything up to and including the first underscore is discarded, the rest of the name is lower-cased, and a . h suffix is
appended. For example the configuration header file for the kernel package CYGPKG_KERNEL is pkgconf/ ker nel . h.
The define_header property can be used to specify an alternative filename. This applies to al the components and options
within a package, so it can only be used in the body of acdl _package command. For example the following specifies that
the configuration header file for the SPARClite HAL packageispkgconf/ hal _sparclite. h.

cdl _package CYGPKG HAL_SPARCLI TE {
display "SPARClite architecture"
par ent CYGPKG_HAL
har dwar e
define_header hal _sparclite.h

@ Note
At present the main use for the define_header property isrelated to hardware packages, see the reference pages
for more details.

The no_define property is used to suppress the generation of the default #def i ne. This can be useful if an option's
conseguences are al related to the build process or to constraints, and the option is never actually checked in any source code.
It can also be useful in conjunction with the define, if_define or define_proc properties. The no_define property does not take
any arguments.

cdl _conponent CYG HAL_STARTUP {
di spl ay "Startup type"
flavor dat a
| egal _values { "RAM' "ROM' }
def aul t _val ue {"RAM'}
no_defi ne
define -file systemh CYG HAL_STARTUP

N

This example also illustrates the define property, which can be used to generate a#def i ne in addition to the default one. It
takes a single argument, the name of the symbol to be defined. It also takes options to control the configuration header filein
which the symbol should be defined and the format to be used.

The define_format property can be used to control how the value part of the default #def i ne gets formatted. For example a
format string of " 0x%®4x" could be used to generate a four-digit hexadecimal number.

Theif_define property isintended for use primarily to control assertions, tracing, and similar functionality. It supportsaspecific
implementation model for these, allowing control at the grain of packages or even individual source files. The reference pages
provide additional information.

Thedefine_proc property providesan escape mechanism for those caseswhere something special hasto happen at configuration

header file generation time. It takes a single argument, a fragment of Tcl code, which gets executed when the header fileis
generated. This code can output arbitrary data to the header file, or perform any other actions that might be appropriate.

Controlling what gets Built

There are six properties which affect the build process: compile, make, make_object, library, include _dir, and include files.
The last three apply to a package as awhole, and can only occur in the body of acdl _package command.

Most of the source files that go into a package should simply be compiled with the appropriate compiler, selected by the target
architecture, and with the appropriate flags, with an additional set defined by the target hardware and possible modifications
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on a per-package basis. The resulting object files will go into the library | i bt ar get . a, which can then be linked against
application code. The compile property is used to list these source files:

cdl _package CYGPKG _ERROR {
di spl ay "Conmon error code support”
conpi l e strerror.cxx
include_dir cyg/error

:

The arguments to the compile property should be one or more source files. Typically most of the sources will be needed for
the package as a whole, and hence they will be listed in one or more compile properties in the body of the cdl _package.
Some sources may be specific to particular configuration options, in other words there is no point in compiling them unless
that option is enabled, in which case the sources should be listed in a compile property in the corresponding cdl _opti on,
cdl _conponent orcdl _i nterface body.

Some packages may have more complicated build requirements, for example they may involve a special target such asalinker
script which should not end up in the usual library, or they may involve special build steps for generating an object file. The
make and make_object properties provide support for such requirements, for example:

cdl _package CYGPKG HAL_MN10300_AMB3 {
di spl ay "MN10300 AMB3 vari ant"

make {
<PREFI X>/|i b/ target.|d: <PACKAGE>/src/m10300_anB3.1d
$(CO -E -P -W,-MD, target.tnp - DEXTRAS=1 -xc $(| NCLUDE_PATH) \
$(CFLAGS) -0 $@ $<
@cho $@": \\" > $(notdir $@.deps
@ail +2 target.tnp >> $(notdir $@ . deps
@cho >> $(notdir $@ . deps
@mtarget.tnp
}
}

For full details of custom build steps and the build process generally, see Chapter 4, The Build Process.

By default all object filesgointothelibrary | i bt ar get . a. Itispossibleto overridethis at the package level using thelibrary
property, but this should be avoided since it complicates application development: instead of just linking with asingle library
for all eCos-related packages, it suddenly becomes necessary to link with several libraries.

The include_dir and include _files properties relate to a package's exported header files. By default a package's header files
will be exported to thei nst al | /i ncl ude directory. This is the desired behavior for some packages like the C library,
since headers like st di 0. h should exist at that level. However if all header files were to end up in that directory then there
would be a significant risk of a name clash. Instead it is better for packages to specify some sub-directory for their exported
header files, for example:

cdl _package CYGPKG. | NFRA {
di spl ay "I nfrastructure"
include_dir cyg/infra

,

The various header files exported by the infrastructure, for examplecyg_ass. handcyg_t rac. h will now end up in the
i nstall/include/cyg/infra sub-directory, where aname clash isvery unlikely.

For packages which follow the directory layout conventions the component framework will assume that the package's
i ncl ude sub-directory containsall exported header files. If thisisnot the case, for example because the packageis sufficiently
simple that the layout convention is inappropriate, then the exported header files can be listed explicitly in an include files

property.
Miscellaneous Properties

The hardware property is only relevant to packages. Some packages such as device drivers and HAL packages are hardware-
specific, and generally it makes no sense to add such packagesto a configuration unless the corresponding hardware is present
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on your target system. Typically hardware package sel ection happens automatically when you select your target. The hardware
property should be used to identify a hardware-specific package, and does not take any arguments.

cdl _package CYGPKG HAL_M PS {
di splay "M PS architecture"
par ent CYGPKG_HAL
har dwar e
i ncl ude_dir cyg/ hal
define_header hal _m ps.h

N

At present the hardware property islargely ignored by the component framework. This may change in future rel eases.

Option Naming Convention

All the options in a given configuration live in the same namespace. Furthermore it is not possible for two separate options
to have the same name, because this would make any references to those options in CDL expressions ambiguous. A naming
convention existsto avoid problems. It isrecommended that component writers observe someor all of this convention to reduce
the probability of name clashes with other packages.

Thereisanimportant restriction on option names. Typically the component framework will output a#def i ne for every active
and enabled option, using the name as the symbol being defined. Thisrequiresthat all namesare valid C preprocessor symbols,
alimitation that is enforced even for options which have the no_define property. Preprocessor symbols can be any sequence
of lower case letters a-z, upper case letters, A-Z, the underscore character _, and the digits 0-9. The first character must be a
non-digit. Using an underscore asthe first character is discouraged, because that may clash with reserved language identifiers.
In addition there is a convention that preprocessor symbols only use upper case letters, and some component writers may wish
to follow this convention.

A typical option name could be something like CYGSEM KERNEL_SCHED Bl TMAP. This name consists of severa different
parts:

1. Thefirst few characters, in this case the three letters CYG, are used to identify the organization that produced the package.
For historical reasons packages produced by Red Hat tend to use the prefix CYG rather than RHAT. Component writers
should use their own prefix: even when cutting and pasting from an existing CDL script the prefix should be changed to
something appropriate to their organization.

It can be argued that a short prefix, often limited to upper case letters, is not sufficiently long to eliminate the possibility of
name clashes. A longer prefix could be used, for example one based on internet domain names. However the C preprocessor
has no concept of namespaces or i nport directives, so it would aways be necessary to use the full option name in
component source code which gets tedious - option names tend to be long enough as it is. There is a small increased risk
of name clashes, but thisrisk isfelt to be acceptable.

2. The next three characters indicate the nature of the option, for example whether it affects the interface or just the
implementation. A list of common tagsis given below.

3. The KERNEL _SCHED part indicates the location of the option within the overall hierarchy. In this case the option is part
of the scheduling component of the kernel package. Having the hierarchy details as part of the option name can help in
understanding configurable code and further reduces the probability of a name clash.

4. Thefinal part, Bl TMAP, identifies the option itself.

The three-character tag isintended to provide some additional information about the nature of the option. There are a number
of pre-defined tags. However for many options there is a choice: options related to the platform should normally use HAR, but
numerical options should normally use NUM a platform-related numerical option such as the size of an interrupt stack could
therefore use either tag. There are no absolute rules, and it is left to component writers to interpret the following guidelines:

XXXARC _ The ARCtag isintended for options related to the processor architecture. Typically such
options will only occur in architectural or variant HAL packages.

XXXHWR The HWR tag is intended for options related to the specific target board. Typicaly such
optionswill only occur in platform HAL packages.
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XXXPKG _

XxXxXG.O_

xxxDBG_

XXXTST_

XXXFUN_

XXXVAR_

XXXCLS_

XXXMFN_

XXXSEM

XXX MP_

XXXNUM_
XXXDAT _

XXxXBLD_

XXX1 NT_

XXXPRI _

XXXSRC_

This tag is intended for packages or components, in other words options which
extend the configuration hierarchy. Arguably a COMtag would be more appropriate
for components, but this could be confusing because of the considerable number of
computing terms that begin with com.

Thisisintended for global configuration options, especially preferences.

The DBGtag indicates that the option isin some way related to debugging, for example
it may enable assertionsin some part of the system.

This tag is for testing-related options. Typically these do not affect actual application
code, instead they control the interaction between target-side test cases and a host-side
testing infrastructure.

This is for configuration options which affect the interface of a package. There are a
number of related tag which are also interface-related. xxxFUN _ isintended primarily
for options that control whether or not one or more functions are provided by the
package, but can also be used if none of the other interface-related tagsis applicable.

Thisisanalogous to FUN but controls the presence or absence of one or more variables
or objects.

The CLS tag isintended only for packages that provide an object-oriented interface, and
controls the presence or absence of an entire class.

Thisis also for object-orientated interfaces, and indicates the presence or absence of a
member function rather than an entire class.

A SEM option does not affect the interface (or if does affect the interface, this is
incidental). Instead it isused for optionswhich have afundamental effect onthe semantic
behavior of apackage. For examplethe choice of kernel schedulersissemanticin nature:
it does not affect theinterface, in particular thefunctioncyg _t hr ead_cr eat e exists
irrespective of which scheduler has been selected. However it does have amajor impact
on the system's behavior.

I MP is for implementation options. These do not affect either the interface or the
semantic behavior (with the possible exception of timing-related changes). A typical
implementation option controls whether or not a particular function or set of functions
should get inlined.

Thistag isfor numerical options, for example the number of scheduling priority levels.
Thisisfor dataitemsthat are not numerical in nature, for example a device name.

The BLD tag indicates an option that affects the build process, for example compiler
flag settings.

This should normally be used for CDL interfaces, which is alanguage construct that is
largely independent from the interface exported by a package via its header files. For
more details of CDL interfaces see the section called “Interfaces’.

Thistag isnot normally used for configuration options. Instead it isused by CDL scripts
to pass additional private information to the source code via the configuration header
files, typically inside a define_proc property.

Thistag isnot normally used for configuration options. Instead it can be used by package
source code to interact with such options, especialy in the context of the if _define

property.

Thereisone specia case of apotential name clash that is worth mentioning here. When the component framework generates a
configuration header file for agiven package, by default it will use a name derived from the package name (the define_header
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property can be used to override this). The file name is constructed from the package name by removing everything up to and
including the first underscore, converting the remainder of the nameto lower case, and appending a. h suffix. For examplethe
kernel package CYGPKG_KERNEL will involve aheader filepkgconf / ker nel . h. If aconfiguration contained some other
package XYZPKG_KERNEL then this would attempt to use the same configuration header file, with unfortunate effects. Case
sensitivity could introduce problems as well, so a package xyzpkg _ker nel would involve the same problem. Even if the
header file names preserved the case of the package name, not all file systems are case sensitive. There is no simple solution
to this problem. Changing the names of the generated configuration header files would involve a major incompatible change
to the interface, to solve a problem which is essentially hypothetical in nature.

An Introduction to Tcl

All CDL scriptsareimplemented as Tcl scripts, and are read in by running the datathrough a standard Tcl interpreter, extended
with asmall number of additional commandssuchascdl _opt i onandcdl _conponent . Oftenit isnot necessary to know
the full details of Tcl syntax. Instead it is possible to copy an existing script, perform some copy and paste operations, and
make appropriate changes to names and to various properties. However there are also cases where an understanding of Tcl
syntax is very desirable, for example:

cdl _option CYGDAT_U TRON_MEMPOOLFI XED_EXTERNS {
di spl ay "Externs for initialization"
flavor dat a
default_value {"static char fpool 1[ 2000 ], \\\n\
fpool 2[ 2000 ], \\\n\
f pool 3[ 2000 ];"}

.

This causesthecdl _opt i on command to be executed, which in turn evaluatesits body in arecursive invocation of the Tcl
interpreter. When the default_value property is encountered the braces around the value part are processed by the interpreter,
stopping it from doing further processing of the braced contents (except for backslash processing at the end of aline, that is
specid). In particular it prevents command substitution for [ 2000 ] . A single argument will be passed to the default_value
command which expects a CDL expression, so the expression parsing code is passed the following:

"static char fpool1[ 2000 ], \\\n fpool2[ 2000 ], \\\n fpool 3[ 2000 ];"

The CDL expression parsing code will treat this as a ssimple string constant, as opposed to a more complicated expression
involving other options and various operators. The string parsing code will perform the usual backslash substitutions so the
actual default value will be:

static char fpool 1[ 2000 ], \
fpool 2[ 2000 ], \
f pool 3[ 2000 ];

If the user does not modify the option's value then the following will be generated in the appropriate configuration header file:

#defi ne CYGDAT_U TRON_MEMPOOLFI XED_EXTERNS static char fpool 1[ 2000 ], \
f pool 2[ 2000 ], \
f pool 3[ 2000 ];

Getting this desired result usually requires an understanding of both Tcl syntax and CDL expression syntax. Sometimes it is
possible to substitute a certain amount of trial and error instead, but this may prove frustrating. It is also worth pointing out
that many CDL scripts do not involve thislevel of complexity. On the other hand, some of the more advanced features of the
CDL languageinvolve fragments of Tcl code, for example the define_proc property. To use these component writers will need
to know about the full Tcl language as well as the syntax.

Although the current example may seem to suggest that Tcl is rather complicated, it is actually a very ssimple yet powerful
scripting language: the syntax is defined by just eleven rules. On occasion this ssimplicity means that Tcl's behavior is subtly
different from other languages, which can confuse newcomers.

When the Tcl interpreter is passed some datasuch asput s Hel | o, it splitsthis datainto acommand and its arguments. The
command will be terminated by a newline or by a semicolon, unless one of the quoting mechanisms is used. The command
and each of its arguments are separated by white space. So in the following example:

puts Hello
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set x 42

Thiswill result in two separate commands being executed. Thefirst commandisput s andispassed asingleargument, Hel | o.
The second command isset and is passed two arguments, X and 42. The intervening newline character serves to terminate
the first command, and a semi-colon separator could be used instead:

puts Hello;set x 42
Any white space surrounding the semicolon is just ignored because it does not serve to separate arguments.

Now consider the following:

set x Hello world

Thisisnot valid Tcl. Itisan attempt to invokethe set command with three arguments: x, Hel | o, andwor | d. Theset only
takes two arguments, a variable name and avalue, so it is necessary to combine the datainto a single argument by quoting:

set x "Hello world"

When the Tcl interpreter encounters the first quote character it treats all subsequent data up to but not including the closing
guote as part of the current argument. The quote marks are removed by the interpreter, so the second argument passed to the
set command is just Hel | o wor | d without the quote characters. This can be significant in the context of CDL scripts.
For example:

cdl _option CYG HAL_STARTUP {

def aul t _val ue "RAM'

}

The Tcl interpreter strips off the quote marks so the CDL expression parsing code sees RAMinstead of " RAM' . It will treat
this as areference to some unknown option RAMrather than as a string constant, and the expression evaluation code will use a
value of 0 when it encounters an option that is not currently loaded. Therefore the option CYG_HAL_ STARTUP ends up with
adefault value of 0. Either braces or backslashes should be used to avoid this, for exampledef aul t _val ue { "RAM' }.

@ Note
There are long-term plans to implement some sort of CDL validation utility cdllint which could catch common
errorslike this one.

A quoted argument continues until the closing quote character is encountered, which means that it can span multiple lines.
Newline or semicolon characters do not terminate the current command in such cases. description properties usually make
use of this:

cdl _package CYGPKG ERROR {
description

Thi s package contains the common |ist of error and
status codes. It is held centrally to allow
packages to interchange error codes and status
codes in a common way, rather than each package
having its own conventions for error/status
reporting. The error codes are nodel |l ed on the
PCSI X style naming e.g. EINVAL etc. This package
al so provides the standard strerror() function to
convert error codes to textual representation.”

.

The Tcl interpreter supports much the same forms of backslash substitution as other common programming languages. Some
backslash sequences such as\ n will be replaced by the appropriate character. The sequence\ \ will be replaced by asingle
backslash. A backslash at the very end of aline will cause that backslash, the newline character, and any white space at the
start of the next line to be replaced by a single space. Hence the following two Tcl commands are equival ent:

puts "Hello\nworld\n"

puts \
"Hel |l o
wor | d
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If adescription string needsto contain quote marks or other special charactersthen backslash escapes can be used. In addition to
quote and backslash characters, the Tcl interpreter treats square brackets, the $ character, and braces specially. Square brackets
are used for command substitution, for example:

puts "The answer is [expr 6 * 9]"

When the Tcl interpreter encounters the square brackets it will treat the contents as another command that should be executed
first, and the result of executing that is used when continuing to process the script. In this case the Tcl interpreter will execute
thecommandexpr 6 * 9,yieldingaresult of 421 and thenthe Tcl interpreter will executeput s " The answer is 42".
It should be noted that the interpreter performs only one level of substitution: if the result of performing command substitution
performs further special characters such as square brackets then these will not be treated specially.

Command substitution will not prove useful for many CDL scripts, except for e.g. a define_proc property which involves a
fragment of Tcl code. Potentially there are some interesting uses, for example to internationalize display strings. However care
does have to be taken to avoid unexpected command substitution, for exampleif an option description involves square brackets
then typically these would require backsl ash-escapes.

The $ character is used in Tcl scripts to perform variable substitution:

set x [expr 6 * 9]
puts "The answer is $x"

Variable substitution, like command substitution, is unlikely to prove useful for many CDL scripts except in the context of Tcl
fragments. If it is necessary to have a$ character then a backslash escape may have to be used.

Braces are used to collect a sequence of characters into a single argument, just like quotes. The difference is that variable,
command and backslash substitution do not occur inside braces (with the sole exception of backslash substitution at the end
of aline). Therefore given alinein a CDL script such as:

defaul t _val ue {"RAM'}

The braces are stripped off by the Tcl interpreter, leaving " RAM' which will be handled as a string constant by the expression
parsing code. The same effect could be achieved using one of the following:

defaul t _value \"RAM "
default _value "\"RAM""

Generally the use of braces is less confusing. At this stage it is worth noting that the basic format of CDL data makes use
of braces:

cdl _option <nanme> {
) ¢

The cdl _opt i on command is passed two arguments, a name and a body, where the body consists of everything inside the
braces but not the braces themselves. This body can then be executed in arecursive invocation of the Tcl interpreter. If aCDL
script contains mismatched braces then the interpreter is likely to get rather confused and the resulting diagnostics may be
difficult to understand.

Comments in Tcl scripts are introduced by a hash character #. However, a hash character only introduces a comment if it
occurs where a command is expected. Consider the following:

# This is a comment
puts "Hello" # world

Thefirst line is a valid comment, since the hash character occurs right at the start where a command name is expected. The
second line does not contain acomment. Instead it isan attempt to invokethe put s command with three arguments: Hel | o, #
andwor | d. Thesearenot valid argumentsfor theput s command so an error will beraised. If the second linewasrewritten as.

puts "Hello"; # world

Yt is possible that some versions of the Tcl interpreter will instead produce a result of 54 when asked to multiply six by nine. Appropriate reference
documentation should be consulted for more information on why 42 isin fact the correct answer.
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then thisisavalid Tcl script. The semicolon identifies the end of the current command, so the hash character occurs at a point
where the next command would start and hence it isinterpreted as the start of a comment.

This handling of comments can lead to subtle behavior. Consider the following:

cdl _opti on WHATEVER {
# This is a conment }
default_value 0

-

Consider the way the Tcl interpreter processes this. The command name and the first argument do not pose any special
difficulties. The opening brace is interpreted as the start of the next argument, which continues until a closing brace is
encountered. In this case the closing brace occurs on the second line, so the second argument passed to cdl _opti on is
\n # This is a comment. Thissecond argument is processed in a recursive invocation of the Tcl interpreter
and does not contain any commands, just acomment. Top-level script processing then resumes, and the next command that is
encounteredisdef aul t _val ue. Sincethe parser isnot currently processing a configuration option thisis an error. Later on
the Tcl interpreter would encounter a closing brace by itself, which is also an error.

For component writers who need more information about Tcl, especially about the language rather than the syntax, various
resources are available. A reasonable starting point is the Scriptics developer web site.

Values and Expressions

Itisfairly reasonableto expect that enabling or disabling a configuration option such as CYGVAR_KERNEL_THREADS DATA
in some way affects its value. This will have an effect on any expressions that reference this option such as
requi res CYGVAR _KERNEL THREADS DATA. It will also affect the consequences of that option: how it affectsthe build
process and what happensto any constraintsthat CYGVAR_KERNEL _THREADS DATA may impose (as opposed to constraints
on this option imposed by others).

In alanguagelike C the handling of variablesisrelatively straightforward. If avariable x getsreferenced in an expression such
asif (x !'= 0),andthat variable is not defined anywhere, then the code will fail to build, typically with an unresolved
error at link-time. Also in C avariable x does not live in any hierarchy, so its value for the purposes of expression evaluation
is not affected by anything else. C variables also have aclear type such asi nt orl ong doubl e.

In CDL things are not so straightforward.

Option Values

There are four factors which go into an option's value:

1. Anoption may or may not be |oaded.

2. If the option isloaded, it may or may not be active.

3. Evenif the option is active, it may or may not be enabled.

4. If the option isloaded, active and enabled then it will have some associated data which constitutesits value.

Is the Option Loaded?

At any one time a configuration will contain only a subset of al possible packages. In fact it isimpossible to combine certain
packagesinasingle configuration. For examplearchitectural HAL packages should contain aset of optionsdefining endianness,
the sizes of basic data types and so on (many of which will of course be constant for any given architecture). Any attempt to
load two architectural HAL packagesinto a configuration will fail because of the resulting name clash. Since CDL expressions
can reference options in other packages, and often need to do so, it is essential to define the resulting behavior.

One complicationisthat the component framework does not know about every single option in every single package. Obviously
it cannot know about packages from arbitrary third parties which have not been installed. Even for packages which have been
installed, the current repository database does not hold details of every option, only of the packages themselves. If a CDL
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expression contains a reference to some option CYGSEM _KERNEL _SCHED Tl MESLI CE then the component framework
will only know about this option if the kernel package is actually loaded into the current configuration. If the package is not
loaded then theoretically the framework might guess that the option is somehow related to the kernel by examining the option
name but this would not be robust: the option could easily be part of some other package that violates the naming convention.

Assume that the user is building a minimal configuration which does not contain the kernel package, but does have other
packages which contain the following constraints:

requi res CYGPKG_KERNEL
requi res CYGPKG KERNEL_THREADS_DATA
requi res ! CYGSEM KERNEL_SCHED TI MESLI CE

Clearly thefirst constraint is not satisfied because the kernel isnot loaded. The second constraint is also not satisfied. Thethird
constraint istrivially satisfied: if there is no kernel then the kernel's timeslicing support cannot possibly be enabled.

Any options which are not in the current configuration are handled as follows:

1. Any references to that option will evaluate to O, so requi res ! CYGSEM KERNEL_SCHED TI MESLI CE will be
satisfied but r equi r es CYGSEM _KERNEL_THREADS DATA will not be satisfied.

2. An option that is not loaded has no consequences on the build process. It cannot directly result in any #defi ne' s in
a configuration header file, nor in any files being compiled. This is only reasonable: if the option is not loaded then the
component framework has no way of knowing about any compile or similar properties. An option that is not loaded can
have indirect consequences by being referenced in CDL expressions.

3. Anoption that is not loaded cannot impose any constraints on the rest of the configuration. Again thisisthe only reasonable
behavior: if the option is not loaded then any associated requires or legal_values properties will not be known.

Is the Option Active

The next issue to consider is whether or not a particular option is active. Configuration options are organized in a hierarchy
of components and sub-components. For example the C library package contains a component CYGPKG LI BC_STDI O
containing all the options related to standard 1/0. If a user disables the component as a whole then all the options below it
become inactive: it makes no sense to disable all stdio functionality and then manipulate the buffer sizes.

Inactive is not quite the same as disabled, although the effects are similar. The value of an inactive option is preserved. If the
user modifies a buffer size option, then disables the whole stdio component, the buffer size value remains in case the stdio
component is re-enabled later on. Some tools such as the graphical configuration tool will treat inactive options specially, for
exampl e such options may be grayed out.

The active or inactive state of an option may affect other packages. For example a package may usethespr i nt f function and
require support for floating point conversions, a constraint that is not satisfied if the relevant option isinactive. It is necessary
to define exactly what it means for an option to be inactive:

1. Anoptionisinactiveif its parent is either inactive or disabled. For exampleif CYGPKG_LI BC_STDI Oisdisabled then all
the options and sub-components become inactive; since CYGPKG LI BC_STDI O _FLOATI NG_PQ NT is now inactive,
CYGSEM LI BC_STDI O_PRI NTF_FLQATI NG_PO NT isinactive aswell.

2. Optionsmay aso beinactive asaresult of an active if property. Thisisuseful if aparticular optionisonly relevant if two or
more disjoint sets of conditions need to be satisfied, since the hierarchical structure can only cope with at most one such set.

3. If an option is inactive then any references to that option in CDL expressions will evaluate to 0. Hence a constraint of the
formrequi res CYGSEM LI BC _STDI O PRI NTF_FLOATI NG_PO NT isnot satisfied if the entire stdio component
isdisabled.

4. Anoption that isinactive has no consequences on the build process. No#def i ne will be generated. Any compile or similar
properties will be ignored.

5. An option that is inactive cannot impose any constraints on the rest of the configuration. For example
CYGSEM LI BC_STDI O PRI NTF_FLQATI NG_PQO NT hasadependency r equi r es CYGPKG LI BM but if al of the
stdio functionality is disabled then this constraint is ignored (although of course there may be other packages which have
a dependency on CYGPKG LI BM

33



The CDL Language

Is the Option Enabled? What is the Data?

The majority of configuration options are boolean in nature, so the user can either enable or disable some
functionality. Some options are different. For example CYGNUM LI BC _STDI O BUFSI ZE is a number, and
CYGDAT_LI BC_STDI O DEFAULT_CONSOLE is a string corresponding to a device name. A few options like
CYGDAT_Ul TRON_TASK_EXTERNS can get very complicated. CDL has to cope with this variety, and define the exact
behavior of the system in terms of constraints and build-time consequences.

In CDL the value of an option consists of two parts. There is a boolean part, controlling whether or not the option is enabled.
There is also a data part, providing additional information. For most options one of these parts is fixed, as controlled by the
option's flavor property:

Flavor Enabled Data

none Always enabled 1, not modifiable
bool User-modifiable 1, not modifiable
dat a Always enabled User-modifiable
bool dat a User-modifiable User-modifiable

The effects of the boolean and data parts are as follows:

1. If an optionisdisabled, in other wordsif the boolean part isfal se, then any referencesto that optionin CDL expressionswill
evaluate to 0. Thisis the same behavior as for inactive options. The data part is not relevant. The none and dat a flavors
specify that the option is always enabled, in which case this rule is not applicable.

2. If an option is enabled then any references to that option in CDL expressions will evaluate to the option's data part. For two
of the flavors, none and bool , this data part is fixed to the constant 1 which generally has the expected result.

3. If a component or package is disabled then all sub-components and options immediately below it in the hierarchy are
inactive. By a process of recursion thiswill affect al the nodes in the subtree.

4. If an option is disabled then it can impose no constraints on the rest of the configuration, in particular requires and
legal_values properties will be ignored. If an option is enabled then its constraints should be satisfied, or the component
framework will report various conflicts. Note that the legal_values constraint only applies to the data part of the option's
value, so it is only useful with the dat a and bool dat a flavors. Options with the none and dat a flavors are always
enabled so their constraints always have to be satisfied (assuming the option is active).

5. If an option is disabled then it has no direct consequences at build-time: no #def i ne will be generated, no files will get
compiled, and so on. If an option is active and enabled then all the consequences take effect. The option name and data
part are used to generate the #def i ne in the appropriate configuration header file, subject to various properties such as
no_define, but the data part has no other effects on the build system.

By default al options and components have the bool flavor: most options are boolean in nature, so making this the default
allows for dightly more compact CDL scripts. Packages have the bool dat a flavor, where the data part always corresponds
to the version of the package that isloaded into the configuration: changing this value corresponds to unloading the old version
and loading in adifferent one.

@ CDL Flavors
The concept of CDL flavorstendsto result in various discussions about why it is unnecessarily complicated, and
would it not have been easier to do ... However there are very good reasons why CDL works the way it does.

The first common suggestion is that thereis no need to have separate flavors bool , dat a, and so on. A boolean
option could just be handled as a data option with legal values 0 and 1. The counter arguments are as follows:

1. It would actually make CDL scripts more verbose. By default all options and components have the bool
flavor, since most options are boolean in nature. Without a bool flavor it would be necessary to indicate
explicitly what the legal values are somehow, e.g. with alegal _values property.
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. The boolean part of an option's value has a very different effect from the data part. If an option is

disabled then it has no consequences at build time, and can impose no constraints. A dat a option always
has consegquences and can impose constraints. To get the desired effect it would be necessary to add
CDL data indicating that a value of 0 should be treated specially. Arguably this could be made built-in
default behavior, although that would complicate options where 0 is a perfectly legal number, for example
CYGNUM LI BC_TI ME_STD_DEFAULT_CFFSET.

. There would no replacement for a bool dat a option for which O is a valid value. Again some additional

CDL syntax would be needed to express such a concept.

Although initially it may seem confusing that an option's value has both aboolean and adata part, it isan accurate
reflection of how configuration options actually work. The various aternatives would all make it harder to write
CDL scripts.

The next common suggestion is that the data part of a value should be typed in much the sasmeway as C or C
++ data types. For example it should be possible to describe CYGNUM LI BC_STDI O_BUFSI ZE as an integer
value, rather than imposing legal_values constraints. Again there are very good reasons why this approach was
not taken:

1

CYG Ul T_TASK(
CYG Ul T_TASK(
CYG Ul T_TASK(
CYG Ul T_TASK(

The possible legal values for an integer are rarely correct for a CDL option. A constraint such as
1 to Ox7fffffff isahbit more accurate, although if this option indicates a buffer size it is still not
particularly good — very few targets will have enough memory for such a buffer. Forcing CDL writers
to list the legal_values constraints explicitly should make them think a bit more about what values are
actually sensible. For example CYGNUM LI BC Tl ME_DST_DEFAULT _OFFSET has lega values in the
range- 90000 t o 90000, which helps the user to set a sensible value.

. Not al options correspond to simple data types such as integers.

CYGDAT_LI BC_STDI O DEFAULT_CONSOLE is a C string, and would have to be expressed using
something like char [] . This introduces plenty of opportunities for confusion, especially since square
brackets may get processed by the Tcl interpreter for command substitution.

. Some configuration options can get very complicated indeed, for example the default value of

CYCGDAT_UI TRON_TASK_I NI TI ALI ZERS is:

“t1", 1, taskl, &stackl, CYGNUM Ul TRON STACK SIZE ), \
“t2", 2, task2, &stack2, CYGNUM Ul TRON STACK SIZE ), \
“t3", 3, task3, &stack3, CYGNUM Ul TRON STACK SIZE ), \
“t4", 4, task4, &stack4, CYGNUM Ul TRON STACK S| ZE )

This would require CDL knowing about C macros, structures, arrays, static initializers, and so on. Adding
such detailed knowledge about the C language to the component framework isinappropriate.

. CDL needs to be usable with languages other than C. At present this includes C++, in future it may include

languages such as Java. Each language adds new datatypes and related complications, for example C++ classes
and inheritance. Making CDL support aunion of all datatypesin all possible languagesis not sensible.

The CDL approach of treating all dataas asequence of characters, possibly constrained by alegal_values property
or other means, has the great advantage of simplicity. It aso fitsin with the Tcl language that underlies CDL.

Some Examples

The following excerpt from the C library's CDL scripts can be used to illustrate how values and flavors work in practice:

cdl _conponent
flavor
conpi l e

CYGPKG_LI BC_RAND {
none
stdlib/rand. cxx

cdl _option CYGSEM LI BC_PER THREAD RAND {

requires

CYGVAR_KERNEL_THREADS DATA

default_value 0

}

cdl _option CYGNUM LI BC_RAND SEED {

flavor

dat a
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legal _values O to Ox7fffffff
defaul t _value 1

}
cdl _option CYGNUM LI BC_RAND TRACE_LEVEL {

flavor dat a
legal _values 0 to 1
defaul t _value 0

}
}

If the application does not require any C library functionality then it is possible to have a configuration where the C library
is not loaded. This can be achieved by starting with the minimal template, or by starting with another template such as the
default one and then explicitly unloading the C library package. If this package is not loaded then any references to the
CYGPKG_LI BC_RAND component or any of its options will have a value of O for the purposes of expression evaluation.
No #def i ne' s will be generated for the component or any of its options, and the file st dl i b/ r and. cxx will not get
compiled. Thereis nothing specia about the C library here, exactly the same would apply for say a device driver that does not
correspond to any of the devices on the target hardware.

Assuming the C library is loaded, the next thing to consider is whether or not the component and its options are active. The
component is layered immediately below the C library package itself, so if the package is loaded then it is safe to assume that
the package is also enabled. Therefore the parent of CYGPKG_LI BC_RAND is active and enabled, and in the absence of any
active_if properties CYGPKG_LI BC_RAND will be active as well.

The component CYGPKG_LI BC_RAND has the flavor none. This means the component cannot be disabled. Therefore all
the options in this component have an active and enabled parent, and in the absence of any active if properties they are all
activeaswell.

The component's flavor none serves to group together all of the configuration options related to random number generation.
This is particularly useful in the context of the graphical configuration tool, but it also helps when it comes to naming the
options: al of the options begin with CYGxxx_LI BC_RAND, giving a clear hint about both the package and the component
within that package. The flavor meansthat the component is always enabled and hasthe value 1 for the purposes of expression
evaluation. There will always be asingle#def i ne of the form:

#defi ne CYGPKG LI BC_RAND 1

Inadditionthefilest dl i b/ r and. cxx will awaysget built. If the component had the default bool flavor then userswould
be able to disable the whole component, and one less file would need to be built. However random number generation is
relatively simple, so the impact on eCos build times are small. Furthermore by default the code has no dependencies on other
parts of the system, so compiling the code has no unexpected side effects. Even if it was possible to disable the component,
the sensible default for most applications would still leave it enabled. The net result is that the flavor none is probably the
most sensible one for this component. For other components the default bool flavor or one of the other flavors might be
more appropriate.

Next consider option CYGSEM LI BC_PER THREAD RAND which can be used to get a per-thread random number seed,
possibly useful if the application needs a consistent sequence of random numbers. In the absence of a flavor property this
option will be boolean, and the default_value property meansthat it is disabled by default — reasonable since few applications
need this particular functionality, and it does impose a constraint on the rest of the system. If the option is left disabled then
no #def i ne will be generated, and if there were any compile or similar properties these would not take effect. If the option
is enabled then a#def i ne will be generated, using the option's data part which isfixed at 1:

#def i ne CYGSEM LI BC_PER THREAD RAND 1

The CYGSEM LI BC_PER_THREAD_ RAND option has a requires constraint on CYGVAR_KERNEL_THREADS DATA. If
the C library option is enabled then the constraint should be satisfied, or else the configuration contains a conflict. If the
configuration does not include the kernel package then CYGVAR_KERNEL_THREADS_DATA will evaluate to O and the
constraint is not satisfied. Similarly if the option isinactive or disabled the constraint will not be satisfied.

CYGNUM LI BC_RAND_SEED and CYGNUM LI BC_RAND_TRACE_LEVEL both have the dat a flavor, so they are always
enabled and the component framework will generate appropriate #def i ne' s:

#defi ne CYGNUM LI BC_RAND_SEED 1
#defi ne CYGNUM LI BC_RAND_SEED 1
#defi ne CYGNUM LI BC_RAND TRACE_LEVEL 0
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#def i ne CYGNUM LI BC_RAND_TRACE_LEVEL_0

Neither option has a compile or similar property, but any such properties would take effect. Any references
to these options in CDL expressions would evaluate to the data part, so a hypothetica constraint of the form
{ requires CYGNUM LI BC RAND SEED > 42 } would not be satisfied with the default values. Both options use
a simple constant for the default_value expression. It would be possible to use a more complicated expression, for example
the default for CYGNUM _LI BC_RAND_ TRACE_LEVEL could be determined from some global debugging option or from a
debugging option that applies to the C library as a whole. Both options also have a legal_values constraint, which must be
satisfied since the options are active and enabled.

@ Note
The value 0 islegal for both CYGNUM LI BC_RAND_SEED and CYGNUM LI BC_RAND TRACE_LEVEL, so
in a CDL expression there is no easy way of distinguishing between the options being absent or having that
particular value. Thiswill be addressed by future enhancements to the expression syntax.

Ordinary Expressions

Expressionsin CDL follow a conventional syntax, for example:

def aul t _val ue CYGGELO_CODESI ZE > CYGGE.O_SPEED
default_value { (CYG HAL_STARTUP == "RAM' &&
| CYGDBG_HAL_DEBUG GDB_| NCLUDE_STUBS &&
I CYG NT_HAL_USE_ROM MONI TOR_UNSUPPORTED &&
I CYGSEM HAL_POWERPC COPY_VECTORS) ? 1 : 0 }
default_value { "\"/dev/serO\"" }

However there is a complication in that the various arguments to a default_value property will first get processed by a Tcl
interpreter, so special characterslike quotes and square brackets may get processed. Such problems can be avoided by enclosing
non-trivial expressions in braces, asin the second example above. The way expression parsing actually worksis as follows:

1. The Tdl interpreter splits the line or lines into a command and its arguments. In the first default_value expression above
the command isdef aul t _val ue and there are three arguments, CYGG_O_CODESI ZE, > and CYGGE_O_SPEED. In the
second and third examples there is just one argument, courtesy of the braces.

2. Next option processing takes place, so any initial arguments that begin with a hyphen will be interpreted as options. This
can cause problemsif the expression involves a negative number, so the special argument - - can be used to prevent option
processing on the subsequent arguments.

3. All of the arguments are now concatenated, with a single space in between each one. Hence the following two expressions
are equivalent, even though they will have been processed differently up to this point.

def aul t _val ue CYGGLO _CODESI ZE > CYGGE.O_SPEED
def aul t _val ue { CYGGLO_CODESI| ZE > CYGGLO_SPEED}

4. The expression parsing code now has a single string to process.

CDL expressions consist of four types of element: references to configuration options, constant strings, integers, and floating
point humbers. These are combined using a conventiona set of operators. the unary operators -, ~ and ! ; the arithmetic
operators +, -, *, / and % the shift operators << and >>; the comparison operators ==, | =, <, <=, > and >=; the hitwise
operators &, ™ and | ; thelogical operators && and | | ; the string concatenation operator . ; and the ternary conditional operator
A ? B : C Thereisalso support for some less widely available operators for logical equivalence and implication, and for
aset of function-style operations. Bracketed sub-expressions are supported, and the operators have the usual precedence:

Priority Operators Category
16 references, constants basic elements
15 f(a, b, c) function calls
14 ~ bitwise not
14 ! logical not
14 - arithmetic negation
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Priority Operators Category
13 * | % multiplicative arithmetic

12 + - . additive arithmetic and
string concatenation

<< >> bitwise shifts

=
=

=
o

<= < > >= inequality

comparison

bitwise and

A bitwise xor
| bitwise or
&& logical and
| logical or

xor, eqv logical equivalance

i mplies logical implication

RPN W OO N| 00| O

? conditional

Function calls have the usual format of aname, an opening bracket, one or more arguments separated by commas, and aclosing
bracket. For example:

requires { 'is_substr(CYGLD GLOBAL_CFLAGS, " -fno-rtti") }

Functions will differ in the number of arguments and may impose restrictions on some or all of their arguments. For example
it may be necessary for the first argument to be a reference to a configuration option. The available functions are described
in the section called “ Functions’.

The logical xor operator evaluates to true if either the left hand side or the right hand side but not both evaluate to true
The logical eqv operator evaluates to true if both the left and right hand sides evaluate to true, or if both evaluate to false.
Thei npl i es operator evaluates to true either if the left hand side is false or if the right hand side is true, in other words
A inplies Bhasthesamemeaningas! A || B. Anexample usewould be:

requires { is_active(CYGNUM LI BC_MAI N DEFAULT STACK_SI ZE) inplies
(CYGNUM LI BC_MAI N DEFAULT _STACK_SI ZE >= (16 * 1024)) }

This constraint would be satisfied if either the support for amain stack sizeisdisabled, or if that stack is at least 16K. However
if such a stack werein use but was too small, a conflict would be raised.

A valid CDL identifier in an expression, for example CYGGLO_SPEED, will be interpreted as a reference to a configuration
option by that name. The option does not have to be loaded into the current configuration. When the component framework
evaluates the expression it will substitute in a suitable value that depends on whether or not the option is loaded, active, and
enabled. The exact rules are described in the section called “ Option Values’.

A constant string is any sequence of characters enclosed in quotes. Care has to be taken that these quotes are not stripped off
by the Tcl interpreter before the CDL expression parser sees them. Consider the following:

def aul t _val ue "RAM'

The quote marks will be stripped before the CDL expression parser sees the data, so the expression will be interpreted as a
reference to a configuration option RAM There is unlikely to be such an option, so the actual default value will be 0. Careful
use of braces or other Tcl quoting mechanisms can be used to avoid such problems.

String constants consist of the datainside the quotes. If the dataitself needsto contain quote characters then appropriate quoting
isagain necessary, for example:

default_value { "\"/dev/serO\"" }

Aninteger constant consists of asequence of digits, optionally preceeded with theunary + or - operators. Asusual the sequence
0x or 0X can be used for hexadecimal data, and a leading O indicates octal data. Internally the component framework uses
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64-bit arithmetic for integer data. If a constant is too large then double precision arithmetic will be used instead. Traditional
syntax is also used for double precision numbers, for example 3. 141592 or - 3E6.

Of course thisis not completely accurate: CDL is hot atyped language, al datais treated as if it were a string. For example
the following two lines are equivalent:

requires CYGNUM U TRON_SEMAS > 10
requires { CYGNUM U TRON_SEMAS > "10" }

When an expression gets eval uated the operators will attempt appropriate conversions. The > comparison operator can be used
on either integer or double precision numbers, so it will begin by attempting a string to integer conversion of both operands. If
that failsit will attempt string to double conversions. If that fails as well then the component framework will report a conflict,
an evaluation exception. If the conversions from string to integer are successful then the result will be either the string O or the
string 1, both of which can be converted to integers or doubles as required.

It is worth noting that the expression CYGNUM_Ul TRON_SEMAS >10 is not ambiguous. CDL identifiers can never begin
with adigit, so it isnot possible for 10 to be misinterpreted as a reference to an identifier instead of as a string.

Of course the implementation is slightly different again. The CDL language definition is such that all data is treated as if it
were a string, with conversions to integer, double or boolean as and when required. The implementation is allowed to avoid
conversions until they are necessary. For example, given CYGNUM_Ul TRON_SEMAS > 10 the expression parsing code will
perform an immediate conversion from string to integer, storing theinteger representation, and thereis no need for aconversion
by the comparison operator when the expression gets evaluated. Given{ CYGNUM Ul TRON_SEMAS > " 10" } theparsing
code will store the string representation and a conversion happens the first time the expression is evaluated. All of thisis an
implementation detail, and does not affect the semantics of the language.

Different operators have different requirements, for example the bitwise or operator only makes sense if both operands have
an integer representation. For operators which can work with either integer or double precision numbers, integer arithmetic
will be preferred.

The following operators only accept integer operands: unary ~ (bitwise not), the shift operators << and >>, and the bitwise
operators &, | and .

Thefollowing operatorswill attempt integer arithmetic first, then double precision arithmetic: unary - , the arithmetic operators
+,-,*,/,and % and the comparision operators <, <=, > and >=.

The equality == and inequality ! = operators will first attempt integer conversion and comparison. If that fails then double
precision will be attempted (although arguably using these operators on double precision datais not sensible). As alast resort
string comparison will be used.

The operators! , && and | | &l work with boolean data. Any string that can be converted to the integer O or the double 0. 0
istreated as false, asisthe empty string or the constant string f al se. Anything elseisinterpreted astrue. The result is either
Oorl.

The conditional operator ? : will interpret its first operand as a boolean. It does not perform any processing on the second
or third operands.

Inpracticeitisrarely necessary to worry about any of these details. In nearly every case CDL expressionsjust work as expected,
and there is no need to understand the full details.

@ Note
The current expression syntax does not meet all the needs of component writers. Some future enhancements will
definitely be made, others are more controversial. The list includes the following:

1. Anoption's value is determined by several different factors: whether or not it is loaded, whether or not it is
active, whether or not it is enabled, and the data part. Currently thereis no way of querying theseindividually.
Thisis very significant in the context of options with the bool or bool dat a flavors, because there is no
way of distinguishing between the option being absent/inactive/disabled or it being enabled with a datafield
of 0. There should be unary operators that allow any of the factors to be checked.

2. Only the==and ! = operators can be used for string data. More string-related facilities are needed.
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K

. Animpliesoperator would be useful for many goal expression, whereA i npl i es Bisequivaentto! A | | B.

. Similarly there is inadequate support for lists. On occasion it would be useful to write expressions involving

say the list of implementors of a given CDL interface, for example a sensible default value could be the first
implementor. Associated with thisis aneed for an indirection operator.

. Arguably extending the basic CDL expression syntax with lots of new operators is unnecessary, instead

expressions should just support Tcl command substitution and then component writers could escape into Tcl
scripts for complicated operations. This has some major disadvantages. First, the inference engine would
no longer have any sensible way of interpreting an expression to resolve a conflict. Second, the component
framework's value propagation code keeps track of which options get referenced in which expressions and
avoids unnecessary re-evaluation of expressions; if expressions can involve arbitrary Tcl code then thereisno
simple way to eliminate unnecessary recalculations, with a potentially major impact on performance.

Note

The current implementation of the component framework uses 64 bit arithmetic on all host platforms. Although
thisis adequate for current target architectures, it may cause problemsin future. At some stageit islikely that an
arbitrary precision integer arithmetic package will be used instead.

Functions

CDL expressions can contain callsto a set of built-in functions using the usual syntax, for example;

requires { !is_substr(CYGBLD GLOBAL_CFLAGS, "-fno-rtti") }

The available function calls are as follows:

get _dat a(opti on) This function can be used to obtain just the data part of a loaded configuration option,

ignoring other factors such as whether or not the option is active and enabled. It takes
a single argument which should be the name of a configuration option. If the specified
option is not loaded in the current configuration then the function returns 0, otherwise
it returns the data part. Typically this function will only be used in conjunction with
is_activeandis_enabl ed for fine-grained control over the various factors that
make up an option's value.

is_active(option) This function can be used to determine whether or not a particular configuration option

isactive. It takes a single argument which should be the name of an option, and returns
a boolean. If the specified option is not loaded then the function will return false.
Otherwise it will consider the state of the option's parents and evaluate any active if
properties, and return the option's current active state. A typical use might be:

requires { is_active(CYGNUM LI BC_ MAI N DEFAULT_STACK SI ZE) inplies
(CYGNUM LI BC_MAI N_DEFAULT_STACK_SI ZE >= (16 * 1024)) }

In other words either the specified configuration option must be inactive, for example
because the current application does not use any related C library or POSIX
functionality, or the stack size must be at least 16K.

The configuration system'sinference engine can attempt to satisfy constraintsinvolving
i s_acti ve in various different ways, for example by enabling or disabling parent
components, or by examining active if properties and manipulating terms in the
associated expressions.

i s_enabl ed(option) This function can be used to determine whether or not a particular configuration option

is enabled. It takes a single argument which should be the name of an option, and
returns aboolean. If the specified option is not loaded then the function will return false.
Otherwiseit will return the current boolean part of the option'svalue. The option's active
or inactive state is ignored. Typicaly this function will be used in conjunction with
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i s_| oaded(option)

requi res { CYGPKG _KERNEL }
requires { is_|oaded(CYGPKG KERNEL) }

i s_substr (hayst ack,

i s_active andpossibly get dat a to provide fine-grained control over the various
factors that make up an option's value.

This function can be used to determine whether or not a particular configuration option
isloaded. It takes a single argument which should be the name of an option, and returns
aboolean. If the argument isapackagethenthei s_| oaded function provideslittle or
no extrainformation, for example the following two constraints are usually equivalent:

However if the specified packageisloaded but re-parented bel ow adisabled component,
or inactive as a result of an active_if property, then the first constraint would not
be satisfied but the second constraint would. In other words the i s_| oaded makes
it possible to consider in isolation one of the factors that are considered when CDL
expressions are eval uated.

The configuration system's inference engine will not automatically load or unload
packagesto satisfy i s_| oaded constraints.

needl| eJhis can be used to check whether or not a particular string is present in another string.

It is used mainly for manipulating compiler flags. The function takes two arguments,
both of which can be arbitrary expressions, and returns a boolean.

i s_subst r hassomeunderstanding of word boundaries. If the second argument starts
with a space character then that will match either areal space or the start of the string.
Similarly if the second argument ends with a space character then that will match areal
space or the end of the string. For example, al of the following conditions are satisfied:

i s_substr("abracadabra", "abra")

i s_substr("abracadabra", " abra")

i s_substr("hocus pocus", " pocus")

i s_substr("abracadabra", "abra ")
The first is an exact match. The second is a match because the leading space matches
the start of the string. The third is an exact match, with the leading space matching an
actual space. The fourth is a match because the trailing space matches the end of the
string. However, the following condition is not satisfied.

i s_substr("abracadabra", " abra ")
This fails to match at the start of the string because the trailing space is not matched
by either areal space or the end of the string. Similarly it fails to match at the end of
the string.
If a constraint involving i s_substr is not satisfied and the first argument is a
reference to a configuration option, the inference engine will attempt to modify that
option's value. This can be achieved either by appending the second argument to the
current value, or by removing all occurrences of that argument from the current value.

requires { !is_substr(CYGBLD GLOBAL_CFLAGS, " -fno-rtti ") }

requires { is_substr(CYGBLD GLOBAL_CFLAGS, " -frtti ") }

i s_xsubstr ( hayst ack,

When data is removed the leading and trailing spaces will be left. For example, given
aninitial value of <CYGBLD_GLOBAL_CFLAGSof -g -fno-rtti - Q2 theresult
will be-g - Q2 rather than - g- O2.

If exact matches are needed, the functioni s_xsubst r can be used instead.

needl| Bis function checks whether or not the pattern string is an exact substring of the string

being searched. It is similar to i s_substr but uses exact matching only. In other
words, leading or trailing spaces have to match exactly and will not match the beginning
or end of the string being searched. The function takes two arguments, both of which can
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be arbitrary expressions, and returns a boolean. The difference betweeni s_substr
andi s_xsubstr isillustrated by the following examples:

cdl _option MAG C {
flavor data
defaul t _val ue { "abracadabra" }

}

requires { is_substr(MAGC, " abra") }
requires { is_xsubstr(MAAC, " abra") }

The first goal will be satisfied because the leading space in the pattern matches the
beginning of the string. The second goal will not be satisfied initialy because there
is no exact match, so the inference engine is likely to update the value of MAG C to
abr acadabr a abr a which does give an exact match.

version_cnp(A, B) This function is used primarily to check that a sufficiently recent version of some
other package is being used. It takes two arguments, both of which can be arbitrary
expressions. In practice usualy one of the arguments will be a reference to a package
and the other will be a constant version string. The return value is -1 if the first
argument is a more recent version then the second, O if the two arguments correspond
to identical versions, and 1 if the first argument is an older version. For example the
following constraint can be used to indicate that the current package depends on kernel
functionality that only became available in version 1.3:

requires { version_cnp(CYGPKG KERNEL, "v1.3") <=0 }

@ Note
At thistimeit is not possible to define new functionsinside a CDL script. Instead functions can only be added at
the C++ level, usually by extending libcdl itself. Thisis partly because thereismoreto CDL functionsthan simple
evaluation: associated with most functions is support for the inference engine, so that if a constraint involving a
function is not currently satisfied the system may be able to find a solution automatically.

Goal Expressions

Theargumentsto certain properties, notably requiresand active if, constitute agoal expression. Aswith an ordinary expression,
all of the arguments get combined and then the expression parser takes over. The same care hasto be taken with constant strings
and anything else that may get processed by the Tcl interpreter, so often a goa expression is enclosed entirely in braces and
the expression parsing code sees just a single argument.

A goal expression isbasically just a sequence of ordinary expressions, for example:

requires { CYGDBG HAL_ DEBUG GDB_| NCLUDE_STUBS
| CYGDBG_HAL_DEBUG GDB_BREAK_SUPPORT
| CYGDBG_HAL_DEBUG GDB_CTRLC SUPPORT }

This consists of three separate expressions, all of which should evaluate to a non-zero result. The same expression could be
written as;

requires { CYGDBG HAL_DEBUG GDB_| NCLUDE_STUBS &%
| CYGDBG HAL_DEBUG GDB_BREAK_SUPPORT &%
| CYGDBG_HAL_DEBUG GDB_CTRLC_SUPPORT }

Alternatively the following would have much the same effect:

requires CYGDBG HAL_DEBUG GDB_| NCLUDE_STUBS
requires ! CYGDBG HAL DEBUG GDB_BREAK_SUPPCRT
requires ! CYGDBG HAL_DEBUG GDB_CTRLC_SUPPCRT

Selecting between these alternativesis largely a stylistic choice. The first is dlightly more concise than the others. The second
ismore likely to appeal to mathematical purists. The third is more amenable to cutting and pasting.

The result of evaluating a goal expression is a boolean. If any part of the goal expression evaluates to the integer O or an
equivalent string then the result is false, otherwise it istrue.
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The term “goal expression” relates to the component framework's inference engine: it is a description of a goa that should
be satisfied for a conflict-free configuration. If arequires constraint is not satisfied then the inference engine will examine the
goal expression: if there is some way of changing the configuration that does not introduce new conflicts and that will cause
the goal expression to evaluate to true, the conflict can be resolved.

The inference engine works with one conflict and hence one goal expression at atime. This means that there can be slightly
different behavior if aconstraint is specified using asingle requires property or severa different ones. Given the above example,
suppose that none of thethree conditionsare satisfied. If asingle goal expression isused then theinference engine might be able
to satisfy only two of the three parts, but since the conflict as awhole cannot be resolved no part of the solution will be applied.
Instead the user will have to resolve the entire conflict. If three separate goal expressions are used then the inference engine
might well find solutions to two of them, leaving less work for the user. On the other hand, if asingle goal expression is used
then the inference engine has a bit more information to work with, and it might well find a solution to the entire conflict where
it would be unable to find separate solutions for the three parts. Things can get very complicated, and in general component
writers should not worry about the subtleties of the inference engine and how to manipulate its behavior.

It is possible to write ambiguous goal expressions, for example:

requires CYGNUM LI BC_RAND SEED - CYGNUM LI BC_RAND_TRACE LEVEL > 5

This could be parsed in two ways.

requires ((CYGNUM LI BC RAND SEED - CYGNUM LI BC_RAND TRACE LEVEL) > 5)
requi res CYGNUM LI BC RAND SEED && ((- CYGNUM LI BC_RAND TRACE LEVEL) > 5)

The goal expression parsing code will always use the largest ordinary expression for each goal, so the first interpretation will
be used. In such casesit isagood idea to use brackets and avoid possible confusion.

List Expressions

The arguments to the legal _values property constitute a goal expression. As with an ordinary and goal expressions, all of the
arguments get combined and then the expression parser takes over. The same care has to be taken with constant strings and
anything else that may get processed by the Tcl interpreter, so often alist expression is enclosed entirely in braces and the
expression parsing code sees just a single argument.

Most list expressions take one of two forms:

| egal _val ues <expr1> <expr2> <expr3> ..
| egal _val ues <expr1l> to <expr2>

expr 1, expr 2 and so on are ordinary expressions. Often these will be constants or references to calculated options in the
architectural HAL package, but it is possible to use arbitrary expressions when necessary. The first syntax indicates a list
of possible values, which need not be numerical. The second syntax indicates a numerical range: both sides of thet o must
evaluate to a numerical value; if either side involves afloating point number then any floating point number in that range is
legal; otherwise only integer values are legal; ranges are inclusive, so 4 isavalid value given alist expression1 to ; if
one or both sides of the t o does not evaluate to a numerical value then this will result in a run-time conflict. The following
examplesillustrate these possibilities:

| egal _val ues "red" "green" "blue" }

| egal _val ues 4 8 16

{
12
| egal _values 1 to CYGARC MAXI NT
legal _values 1.0 to 2.0

It is possible to combine the two syntaxes, for example:

legal _values 1 2 4 to CYGARC MAXI NT -1024 -20.0 to -10

Thisindicates three legal values 1, 2 and - 1024, oneinteger range4 t o CYGARC _MAXI NT, and one floating point range
-20.0 to -10.0.Inpractice such list expressions are rarely useful.

The identifier t 0 is not reserved, so it is possible to have a configuration option with that name (although it violates every
naming convention). Using that option in alist expression may however give unexpected results.

The graphical configuration tool usesthelegal valueslist expression to determine how best to let users manipulate the option's
value. Different widgets will be appropriate for different lists, so{ "red" "green" "blue" } mightinvolve apull-
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down optionmenu, and 1 t 0 16 could involve a spinner. The exact way in which legal_values lists get mapped on to GUI
widgetsis not defined and is subject to change at any time.

Aswith goal expressions, list expressions can be ambiguous. Consider the following hypothetical example:

| egal _val ues CYGNUM LI BC_RAND SEED - CYGNUM LI BC_RAND_TRACE LEVEL

This could be parsed in two ways.

| egal _val ues (CYGNUM LI BC RAND SEED - CYGNUM LI BC_RAND TRACE LEVEL)
| egal _val ues (CYGNUM LI BC_RAND SEED) (- CYGNUM LI BC RAND TRACE LEVEL)

Both are legal. The list expression parsing code will always use the largest ordinary expression for each element, so the first
interpretation will be used. In cases like thisit is a good ideato use brackets and avoid possible confusion.

Interfaces

For many configurability requirements, options provide sufficient expressive power. However there are times when a higher
level of abstraction is appropriate. As an example, suppose that some package relies on the presence of code that implements
the standard kernel scheduling interface. However the requirement is no more stringent than this, so the constraint can be
satisfied by the mlqueue scheduler, the bitmap scheduler, or any additional schedulers that may get implemented in future. A
first attempt at expressing the dependency might be:

requires CYGSEM KERNEL_SCHED M.QUEUE || CYGSEM KERNEL_SCHED Bl TMAP

This constraint will work with the current release, but it is limited. Suppose there is a new release of the kernel which adds
another scheduler such as a deadline scheduler, or suppose that thereisanew third party package which adds such a scheduler.
The package containing the limited constraint would now have to be updated and another release made, with possible knock-
on effects.

CDL interfaces provide an abstraction mechanism: constraints can be expressed in terms of an abstract concept,
for example “scheduler”, rather than specific implementations such as CYGSEM KERNEL SCHED M.QUEUE and
CYGSEM KERNEL SCHED BI TMAP. Basically an interface is a calculated configuration option:

cdl _interface CYG NT_KERNEL_SCHEDULER {
di splay "Nunber of schedulers in this configuration”

}

Theindividual schedulers can then implement thisinterface:

cdl _option CYGSEM KERNEL_SCHED M_QUEUE {
di spl ay "Multi-level queue schedul er"
defaul t _value 1
i npl ement s CYGA NT_KERNEL_SCHEDULER

}
cdl _option CYGSEM KERNEL_SCHED Bl TMAP {

di spl ay "Bitmap schedul er"
default _value 0
i npl ement s CYGA NT_KERNEL_SCHEDULER

:

Future schedulers can also implement this interface. The value of an interface, for the purposes of expression evaluation, is
the number of active and enabled options which implement this interface. Packages which rely on the presence of a scheduler
can impose constraints such as:

requi res CYG NT_KERNEL_SCHEDULER

If none of the schedulers are enabled, or if the kernel package is not loaded, then CYG NT_KERNEL SCHEDULER will
evaluate to 0. If at least one scheduler is active and enabled then the constraint will be satisfied.

Becauseinterfaces have a cal culated val ue determined by the implementors, the default_value and cal culated properties are not
applicable and should not appear in the body of acdl _i nt er f ace command. Interfaces have the dat a flavor by default,
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but thebool andbool dat a flavors may be specified instead. A bool interfaceisdisabled if there are no active and enabled
implementors, otherwise it is enabled. A bool dat a interface is disabled if there are no active and enabled implementors,
otherwise it is enabled and has a value corresponding to the number of these implementors. Other properties such as requires
and compile can be used as normal.

Some component writerswill not want to use interfacesin thisway. Thereasoning isthat their code will only have been tested
with the existing schedulers, so the requires constraint needs to be expressed in terms of those schedulers; it is possible that
the component will still work with a new scheduler, but there are no guarantees. Other component writers may take a more
optimistic view and assumethat their code will work with any scheduler until proven otherwise. Itisup toindividual component
writers to decide which approach is most appropriate in any given case.

One common use for interfaces is to describe the hardware functionality provided by a given target. For example the CDL
scripts for a TCP/IP package might want to know whether or not the target hardware has an ethernet interface. Generally
it is not necessary for the TCP/IP stack to know exactly which ethernet hardware is present, since there should be a device
driver which implements the appropriate functionality. In CDL terms the device drivers should implement an interface
CYGHWR_NET_DRI VERS, and the CDL scripts for the TCP/IP stack can use thisin appropriate expressions.

@ Note
Using the term interface for this concept is sometimes confusing, since the term has various other meanings as
well. In practice, it is often correct. If thereisaconfiguration option that implements agiven CDL interface, then
usually this option will enable some code that provides a particular interface at the C or C++ level. For example
an ethernet device driver implementsthe CDL interface CYGHWR_NET_DRI VERS, and also implements a set of
C functionsthat can be used by the TCP/IP stack. Similarly CYGSEM_KERNEL_ SCHED M_QUEUE implements
the CDL interface CYA NT_KERNEL_ SCHEDUL ER and also provides the appropriate scheduling functions.

Updating the ecos.db database

The current implementation of the component framework reguiresthat all packages be present in asingle component repository
and listed in that repository's ecos.db database. Thisis not generally aproblem for application devel opers who can consider the
component repository a read-only resource, except when adding or removing packages via the administration tool. However
it means that component writers need to do their development work inside a component repository as well, and update the
database with details of their new package or packages. Future enhancements to the component framework may allow new
components to be developed outside a repository.

Like most files related to the component framework, the ecos.db database is actually a Tcl script. Typical package entries
would look like this:

package CYGPKG LI BC {
alias { "Clibrary" libc clib clibrary }
directory | anguage/c/libc
script libc.cdli
attributes { license_ecosgpl }
description
Thi s package enabl es conpatibility with the |1 SO C standard - 1SQO | EC
9899: 1990. This allows the user application to use well known standard
Clibrary functions, and in eCos starts a thread to i nvoke the user
function main()"
}
package CYGPKG | O PCl {
alias { "PCl configuration library" io_pci }
directory iolpci
script io_pci.cdl
attributes { |license_ecosgpl hardware_io }
har dwar e
description "
Thi s package contains the PCl configuration library."

}

The package command takes two arguments, a name and a body. The name must be the same as in the cdl _package
command in the package's top-level CDL script. The body can contain the following six commands: al i as, di rectory,
script,attributes,hardware anddescri pti on.
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alias

directory

scri pt

attributes

har dwar e

description

Each package should have one or more aliases. The first alias is typically used when
listing the known packages, because a string like C | i brary is a bit easier to
read and understand than CYGPKG LI BC. The other aliases are not used for output,
but are accepted on input. For example the ecosconfig command-line tool will accept
add | i bc asanoption, aswell asadd CYGPKG LI BC.

Thisis used to specify the location of the package relative to the root of the component
repository. It should be noted that in the current component framework this location
cannot be changed in subsequent releases of the package: if for some reason it is
desirable to install a new release elsawhere in the repository, all the old versions must
first be uninstalled; the database cannot hold two separate locations for one package.

Thescri pt command specifies the location of the package's top-level CDL script, in
other wordstheonecontainingthecdl _package definition. If the packagefollowsthe
directory layout conventions then this script will beinthecdl sub-directory, otherwise
itwill berelativeto the package'stop-level directory. Again once arel ease hasbeen made
this file should not change in later releases. In practice the top-level script is generally
named after the package itself, so changing its name is unlikely to be useful.

The attri but es command provides a set of descriptive names or values which
represent attributes of a package. These values are currently used to provide developers
with ameansto group together packages with common attributes as an aid to package or
target selection, or to find or identify packages with certain attributes. For example, the
most common use is to identify the licensing under which the source code of a package
is distributed to assist with the adherence of the terms of the licenses.

Packages which are tied to specific hardware, for example device drivers and HAL
packages, should indicate thisin both thecdl _package command of the CDL script
and in the database entry.

This should give abrief description of the package. Typically thetext for the description
property inthe cdl _package command will be re-used.

@ Note
Most of the information in the ecos.db file could be obtained by arelatively simple utility. This would be passed
a single argument identifying a package's top-level CDL script. The directory path relative to the component
repository root could be determined from the filename. The name, descr i pt i on and har dwar e fields could
be obtained from the script's cdl _package command. The display property would supply the first dias,
additional aliases could be obtained by extending the syntax of that property or by other means. Something along
these lines may be provided by a future release of the component framework.

Currently the ecos.db database al so holdsinformation about the varioustargets. When porting to anew target it will be necessary
to add information about the target to the database, as well as the details of the new platform HAL package and any related

packages.
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Some CDL properties describe the consequences of manipulating configuration options. There are two main types of
conseguences. Typically enabling a configuration option results in one or more #def i ne' s in a configuration header file,
and properties that affect this include define, define_proc and no_define. Enabling a configuration option can also affect the
build process, primarily determining which files get built and added to the appropriate library. Properties related to the build
process include compile and make. This chapter describes the whole build process, including details such as compiler flags
and custom build steps.

Part of the overall design of the eCos component framework is that it can interact with a number of different build systems.
The most obvious of these is GNU make:the component framework can generate one or more makefiles, and the user can
then build the various packages simply by invoking make. However it should also be possible to build eCos by other means:
the component framework can be queried about what is involved in building a given configuration, and this information can
then be fed into the desired build system. Component writers should be aware of this possibility. Most packages will not be
affected because the compile property can be used to provide al the required information, but care hasto be taken when writing
custom build steps.

Build Tree Generation

It isnecessary to create an eCos configuration before anything can be built. With sometools such asthe graphical configuration
tool this configuration will be created in memory, and it is not essential to produce an ecos. ecc savefile first (athough
it is «till very desirable to generate such a savefile at some point, to allow the configuration to be re-loaded later on). With
other tools the savefile is generated first, for example using ecosconfi g new, and then a build tree is generated using
ecosconfi g tree. The savefile contains al the information needed to recreate a configuration.

An eCos build actually involves three separate trees. The component repository acts as the source tree, and for application
developersthis should be considered aread-only resource. The build treeiswhere all intermediatefiles, especially object files,
are created. The install tree is where the main library | i bt ar get . a, the exported header files, and similar files end up.
Following a successful build it is possible to take just the install tree and use it for developing an application: none of the files
in the component repository or the build tree are needed for that. The build tree will be needed again only if the user changes
the configuration. However theinstall tree does not contain copies of all of the documentation for the various packages, instead
the documentation is kept only in the component repository.

By default the build tree, the install tree, and the ecos. ecc savefile al reside in the same directory tree. This is not a
requirement, both the install tree and the savefile can be anywhere in the file system.

It is worth noting that the component framework does not separate the usual nake and nake i nstal |l stages. A build
always populates the install tree, and any make i nst al | step would be redundant.

The install tree will always begin with two directories, i ncl ude for the exported header filesand | i b for the main library
I i bt arget. a and other files such as the linker script. In addition there will be a subdirectory i ncl ude/ pkgconf
containing the configuration header files, which are generated or updated at the same time the build tree is created or updated.
More details of header file generation are given below. Additional i ncl ude subdirectories such assys and cyg/ ker nel
will be created during the first build, when each package's exported header files are copied to the install tree. The install tree
may also end up with additional subdirectories during a build, for example as aresult of custom build steps.

The component framework does not define the structure of the build tree, and this may vary between build systems. It can be
assumed that each package in the configuration will haveits own directory in the build tree, and that this directory will be used
for storing the package's object files and as the current directory for any build steps for that package. This avoids problems
when custom build steps from different packages generate intermediate files which happen to have the same name.

Some build systems may allow application developers to copy a source file from the component repository to the build tree
and edit the copy. This allows users to experiment with small changes, for example to add a couple of lines of debugging to a
package, without having to modify the master copy in the component repository which could be shared by several projects or
several people. Functionality such as thisis transparent to component writers, and it is the responsibility of the build system
to make sure that the right thing happens.
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@ Note

There are some unresolved issues related to the build tree and install tree. Specifically, when updating an existing
build or install tree, what should happen to unexpected files or directories? Suppose the user started with a
configuration that included the math library, and the install tree contains header filesi ncl ude/ mat h. h and
i ncl ude/ sys/ i eeef p. h. The user then removed the math library from the configuration and is updating
the build tree. It isnow desirable to remove these header files from the install tree, so that if any application code
still attempts to use the math library thiswill fail at compile time rather than at link time. There will also be some
object filesinthe existing | i bt ar get . a library which are no longer appropriate, and there may be other files
intheinstall tree asaresult of custom build steps. The build tree will still contain adirectory for the math library,
which no longer serves any purpose.

However, it isalso possible that some of thefilesin the build tree or the install tree were placed there by the user,
in which case removing them automatically would be a bad idea.

At present the component framework does not keep track of exactly what should be present in the build and
install trees, so it cannot readily determinewhich files or library members are obsol ete and can safely be removed,
and which ones are unexpected and need to be reported to the user. This will be addressed in a future release
of the system.

Configuration Header File Generation

Configuration options can affect abuild in two main ways. First, enabling a configuration option or other CDL entity can result
invariousfilesbeing built and added to alibrary, thus providing functionality to the application code. However this mechanism
can only operate at a rather coarse grain, at the level of entire source files. Hence the component framework also generates
configuration header files containing mainly C preprocessor #def i ne directives. Package source code can then #i ncl ude
the appropriate header filesand use #i f , #i f def and #i f ndef directives to adapt accordingly. In this way configuration
options can be used to enable or disable entire functions within a source file or just asingle line, whichever is appropriate.

The configuration header files end up in the i ncl ude/ pkgconf subdirectory of the install tree. There will be one header
filefor the system asawhole, pkgconf / syst em h, and there will be additional header filesfor each package, for example
pkgconf/ ker nel . h. The header files are generated when creating or updating the build and install trees, which needs to
happen after every change to the configuration.

The component framework processes each package in the configuration one at atime. The exact order in which the packages
are processed is not defined, so the order in which #def i ne' s will end up inthe global pkgconf / syst em h header may
vary. However for any given configuration the order should remain consistent until packages are added to or removed from
the system. This avoids unnecessary changes to the global header file and hence unnecessary rebuilds of the packages and of
application code because of header file dependency handling.

Within agiven package the various components, optionsand interfaceswill be processed in the order in which they weredefined
in the corresponding CDL scripts. Typically the datain the configuration headers consists only of a sequence of #def i ne' s
so the order in which these are generated is irrelevant, but some properties such as define_proc can be used to add arbitrary
datato aconfiguration header and hence there may be dependencies on the order. It should be noted that re-parenting an option
below some other package has no effect on which header file will contain the corresponding #def i ne: the preprocessor
directives will always end up in the header file for the package that defines the option, or in the global configuration header.

There are six properties which affect the process of generating header files: define_header, no_define, define_format, define,
if_define, and define_proc.

The define_header property can only occur in the body of acdl _package command and specifies the name of the header
file which should contain the package's configuration data, for example;

cdl _package <sone_package> {

def i ne_header xyzzy.h

}

Given such a define_header property the component framework will use the file pkgconf/ xyzzy. h for the package's
configuration data. If a package does not have a define_header property then a suitable file name is constructed from the
package's name. Thisinvolves:
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1. All characters in the package name up to and including the first underscore are removed. For example CYGPKG_KERNEL
is converted to KERNEL, and CYGPKG_HAL _ARMis converted to HAL_ ARM

2. Any upper case lettersin the resulting string will be converted to lower case, yielding e.g. ker nel andhal _arm
3. A. h suffix is appended, yielding e.g. ker nel . h and hal _arm h.

Because of the naming restrictions on configuration options, this should result in avalid filename. Thereis a small possibility
of afile name class, for example CYGPKG_PLUGH and CYGPKG_pl ugh would both end up trying to use the same header file
pkgconf/ pl ugh. h, but the use of lower case letters for package names violates the naming conventions. It is not legal to
usethedefine_header property to put the configuration datafor several packagesin asingle header file. The resulting behaviour
is undefined.

Once the name of the package's header file has been determined and the fil e has been opened, the various components, options
and interfaces in the package will be processed starting with the package itself. The following steps are involved:

1. If the current option or other CDL entity is inactive or disabled, the option is ignored for the purposes of header file
generation. #def i ne' s are only generated for options that are both active and enabled.

2. The next step is to generate a default #def i ne for the current option. If this option has a no_define property then the
default #def i ne is suppressed, and processing continues for define, if_define and define_proc properties.

a. The header file appropriate for the default #def i ne is determined. For a cdl _package this will be pkgconf/
syst em h, for any other option this will be the package's own header file. The intention here is that packages and
application code can always determine which packages are in the configuration by #i ncl ude' i ng pkgconf/
syst em h. The C preprocessor lacks any facilities for including a header file only if it exists, and taking appropriate
action otherwise.

b. For options with the flavorsbool or none, asingle#def i ne will be generated. This takes the form:

#defi ne <option> 1

For example:

#defi ne CYGFUN_LI BC_TI ME_PCSI X 1

Package source code can check whether or not an option is active and enabled by using the #i f def , #i f ndef or #i f
def i ned( ..) directives.

c. For options with the flavors dat a or bool dat a, either one or two #def i ne' s will be generated. The first of these
may be affected by adefine format property. If this property is not defined then the first #def i ne will take the form:

#defi ne <option> <val ue>

For example:

#def i ne CYGNUM LI BC_ATEXI T_HANDLERS 32

Package source code can examine this value using the #i f directive, or by using the symbol in code such as:
for (i = 0; i < CYGNUM LI BC _ATEXI T_HANDLERS; i ++) {
}

It must be noted that the#def i ne will be generated only if the corresponding option is both active and enabled. Options
withthedat a flavor are always enabled but may not be active. Code like the above should be written only if it isknown
that the symbol will always be defined, for example if the corresponding source file will only get built if the containing
component is active and enabled. Otherwise the use of additional #i f def or similar directives will be necessary.

d. If thereisadefine format property then this controls how the option's value will appear in the header file. Given aformat
string such as ¥98x and a value 42, the component framework will execute the Tcl command f or mat  %98x 42 and
the result will be used for the #def i ne' s value. It is the responsibility of the component writer to make sure that this
Tcl command will be valid given the format string and the legal values for the option.
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e. In addition asecond #def i ne may or may not be generated. Thiswill take the form:;

#defi ne <option>_<val ue>

For example:

#def i ne CYGNUM LI BC_ATEXI T_HANDLERS 32

The#def i ne will be generated only if it would result in avalid C preprocessor symboal. If the value is a string such as
"/ dev/ ser 0" thenthe#def i ne would be suppressed. Thissecond#def i ne isnot particularly useful for numerical
data, but can be valuable in other circumstances. For example if the legal values for an option XXX _COLCR arer ed,
gr een and bl ue then code like the following can be used:

#i fdef XXX_COLOR red

#endi f
#i fdef XXX_COLOR _green

#eﬁdif

#i fdef XXX_COLOR bl ue

#eﬁdif
Theexpression syntax provided by the C preprocessor islimited to numerical dataand cannot perform string comparisons.
By generating two #def i ne' s inthisway it is possibleto work around this limitation of the C preprocessor. However
some care has to be taken: if a component writer also defined a configuration option XXX_COLOR_gr een then there

will be confusion. Since such a configuration option violates the naming conventions, the problem is unlikely to arise
in practice.

3. For some options it may be useful to generate one or more additional #def i ne' s or, in conjunction with the no_define
property, to define a symbol with a name different from the option's name. This can be achieved with the define property,
which takes the following form:

define [-file=<filenane>] [-format=<format>] <synbol >

For example:

def i ne FOPEN_MAX

Thiswill result in something like:

#def i ne FOPEN_MAX 8
#def i ne FOPEN_MAX_8

The specified symbol must beavalid C preprocessor symbol. Normally the#def i ne will end up in the same header file as
the default one, in other wordspkgconf / syst em hinthecaseof acdl _package, or the package's own header filefor
any other option. The- f i | e option can be used to changethis. At present the only legal valueissyst em h, for example:

define -fil e=systemh <symnbol >

Thiswill causethe#def i ne to end up in the global configuration header rather than in the package's own header. Use of
thisfacility should be avoided sinceit is very rarely necessary to make options globally visible.

The define property takes another option, - f or mat , to provide aformat string.

define -formt=%%8x <symnbol >

This should only be used for options with the dat a or bool dat a flavor, and has the same effect as the define_format
property has on the default #def i ne.

define properties are processed in the same way the default #def i ne. For options with the bool or none flavors a
single #def i ne will be generated using the value 1. For options with the dat a or bool dat a flavors either one or two
#def i ne' s will be generated.
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4. After processing al define properties, the component framework will look for any if _define properties. These take the
following form:

if_define [-file=<filenane>] <synbol 1> <synbol 2>

For example:

i f_define CYGSRC KERNEL CYGDBG USE_ASSERTS

The following will be generated in the configuration header file:

#i f def CYGSRC_KERNEL
# defi ne CYGDBG USE_ASSERTS
#endi f

Typical kernel source code would begin with the following construct:

#def i ne CYGSRC_KERNEL 1
#i ncl ude <pkgconf/kernel . h>
#i ncl ude <cyg/infral/cyg_ass. h>

Theinfrastructure header filecyg/ i nfra/ cyg_ass. h only checksfor symbolssuch as CYGDBG_USE_ASSERTS, and
has no special knowledge of the kernel or any other package. The if_define property will only affect code that defines
the symbol CYGSRC_KERNEL, so typically only kernel source code. If the option is enabled then assertion support will
be enabled for the kernel source code only. If the option is inactive or disabled then kernel assertions will be disabled.
Assertionsin other packages are not affected. Thustheif define property allows control over assertions, tracing, and similar
facilities at the level of individual packages, or at finer levels such as components or even single source files if desired.

@ Note

Current eCos packages do not yet make use of thisfacility. Instead thereisasingle global configuration option
CYGDBG_USE_ASSERTS which is used to enable or disable assertions for all packages. This issue should
be addressed in a future release of the system.

Aswith the define property, theif _define property takesanoption- f i | e withasinglelegal valuesyst em h. Thisalows
the output to be redirected to pkgconf / syst em h if and when necessary.

5. Thefinal property that isrelevant to configuration header file generation isdefine_proc. Thistakes asingle argument, aTcl
fragment that can add arbitrary data to the global header pkgconf/ syst em h and to the package's own header. When
the define_proc script is invoked two variables will be set up to allow access to these headers: cdl _header will be a
channel to the package's own header file, for example pkgconf / ker nel . h; cdl _syst em header will be achannel
to pkgconf/syst em h. A typical define proc script will use the Tcl put s command to output data to one of these
channels, for example:

cdl _option <nane> {

define_proc {
puts $::cdl _header "#define XXX 1"

}
@ Note

}
In the current implementation the use of define_proc is limited because the Tcl script cannot access any of the
configuration data. Therefore the script is limited to writing constant data to the configuration headers. This
isamajor limitation which will be addressed in afuture rel ease of the component framework.

@ Note

Generating C header fileswith #def i ne' s for the configuration data suffices for existing packages written in
some combination of C, C++ and assembler. It can also be used in conjunction with some other languages, for
example by first passi ng the source code through the C preprocessor and feedi ng the result into the approprlate
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be supported, and the configuration data may also be written to files in some format other than C preprocessor
directives.

@ Note

At present there is no way for application or package source code to get hold of al the configuration details
related to the current hardware. Instead that information is spread over various different configuration headers
for the HAL and device driver packages, with some of the information going into pkgconf/ syst em h. Itis
possiblethat in somefuturerel ease of the system therewill be another global configuration header filepkgconf /
har dwar e. h which either contains the configuration details for the various hardware-specific packages or
which #i ncl ude' s al the hardware-specific configuration headers. The desirability and feasibility of such
a scheme are till to be determined. To avoid future incompatibility problems as a result of any such changes,
it is recommended that al hardware packages (in other packages containing the hardware property) use the
define_header property to specify explicitly which configuration header should be generated.

The syst em h Header

Typically configuration header files are #i ncl ude' d only by the package's source code at build time, or by a package's
exported header filesif the interface provided by the package may be affected by a configuration option. There should be no
need for application code to know the details of individual configuration options, instead the configuration should specifically
meet the needs of the application.

There are always exceptions. Application code may want to adapt to configuration options, for example to do different things
for ROM and RAM booting systems, or when it is necessary to support several different target boards. Thisis especially true
if the code in question is really re-usable library code which has not been converted to an eCos package, and hence cannot
use any CDL facilities.

A major problem here is determining which packages are in the configuration: attempting to #i ncl ude a header file such
as pkgconf/ net . h when it is not known for certain that that particular package is part of the configuration will result in
compilation errors. The global header file pkgconf / syst em h servesto provide such information, so application code can
use techniques like the following:

#i ncl ude <pkgconf/system h>
#i f def CYGPKG_NET

# include <pkgconf/net.h>
#endi f

Thiswill compile correctly irrespective of the eCos configuration, and subsequent code can use #i f def or similar directives
on CYGPKG_NET or any of the configuration optionsin that package.

In addition to determining whether or not a package is present, the global configuration header file can also be used to find out
the specific version of apackage that is being used. This can be useful if amore recent version exports additional functionality.
It may also be necessary to adapt to incompatible changesin the exported interface or to changesin behaviour. For each package
the configuration system will typically #def i ne three symbols, for example for aVV1.3.1 release:

#def i ne CYGNUM_NET_VERSI ON_MAJOR 1
#def i ne CYGNUM_NET_VERS|I ON_M NOR 3
#def i ne CYGNUM_NET_VERS| ON_RELEASE 1

There are anumber of problems associated with such version#def i ne' s. Thefirst restriction isthat the package must follow
the standard naming conventions, so the package name must be of the form xxxPKG_yyy. The three characters immediately
preceding the first underscore must be PKG, and will be replaced with NUMwhen generating the version #def i ne' s. If a
package does not follow the naming convention then no version #def i ne' s will be generated.

Assuming the package does follow the naming conventions, the configuration tools will always generate three version
#def i ne' s for the mgjor, minor, and release numbers. The symbol names are obtained from the package name by replacing
PKGwith NUMand appending _VERSI ON_MAJOR, _VERSI ON_M NOR and _VERSI ON_RELEASE. It is assumed that the
resulting symbols will not clash with any configuration option names. The values for the #def i ne' s are determined by
searching the version string for sequences of digits, optionally preceded by a minus sign. It is possible that some or al of the
numbers are absent in any given version string, in which case - 1 will be used in the #def i ne. For example, given aversion
string of V1. 12bet a, the magjor version number is 1, the minor number is 12, and the release number is- 1. Given aversion
string of bet a all three numberswould besetto- 1.
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There is special case code for the version current, which typically corresponds to a development version obtained
via anonymous CV'S or similar means. The configuration system has specia built-in knowledge of this version, and will
assume it is more recent than any specific release number. The global configuration header defines a special symbol
CYGNUM _VERSI ON_CURRENT, and this will be used as the major version number when version cur r ent of a package
is used:

#def i ne CYGNUM_VERSI ON_CURRENT Ox7fffff00
#def i ne CYGNUM | NFRA_VERSI ON_MVAJOR CYGNUM VERSI ON_CURRENT

#defi ne CYGNUM | NFRA_VERSI ON_M NOR -1
#def i ne CYGNUM | NFRA_VERSI ON_RELEASE -1

The large number used for CYGNUM_VERSI ON_CURRENT should ensure that major version comparisons work as expected,
while still allowing for a small amount of arithmetic in case that proves useful.

It should be noted that thisimplementation of version #def i ne' s will not cope with al version number schemes. However
for many casesit should suffice.

Building eCos

The primary goal of an eCosbuildisto producethelibrary | i bt ar get . a. A typical eCos build will also generate a number
of other targets: ext r as. o, startup codevect or s. 0, and alinker script. Some packages may cause additional libraries or
targets to be generated. The basic build process involves a number of different phases with corresponding priorities. There are
anumber of predefined priorities:

Priority |Action

0| Export header files

100| Process compile properties and most make_object custom build steps
200| Generate libraries

300| Process make custom build steps

Generation of theext r as. o file, the startup code and the linker script actually happens viamake custom build steps, typically
defined in appropriate HAL packages. The component framework has no special knowledge of these targets.

By default custom build steps for amake_object property happen during the same phase as most compilations, but this can be
changed using a- pri ori ty option. Similarly custom build steps for a make property happen at the end of a build, but this
can also be changed with a- pri ori t y option. For example apriority of 50 can be used to run a custom build step between
the header file export phase and the main compilation phase. Custom build steps are discussed in more detail below.

Some build systems may run several commands of the same priority in parallel. For example fileslisted in compile properties
may get compiled in parallel, concurrently with make_abject custom build steps with default priorities. Since most of the time
for an eCos build involves processing compile properties, this allows builds to be speeded up on suitable host hardware. All
build steps for a given phase will complete before the next phase is started.

Updating the Build Tree

Some build systems may involve a phase before the header files get exported, to update the build and install trees automatically
when there has been a change to the configuration savefile ecos. ecc. This is useful mainly for application developers
using the command line tools: it would allow users to create the build tree only once, and after any subsequent configuration
changes the tree would be updated automatically by the build system. The facility would be analogous to the - - enabl e-
mai nt ai ner - node option provide by the autoconf and automake programs. At present no eCos build system implements
this functionality, but it islikely to be added in afuture release.

Exporting Public Header Files

Thefirst compulsory phase involves making sure that there is an up to date set of header filesin theinstall tree. Each package
can contain some number of header files defining the exported interface. Applications should only use exported functionality.
A package can also contain some number of private header files which are only of interest to the implementation, and which
should not be visible to application code. The various packages that go into a particular configuration can be spread all over
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the component repository. In theory it might be possible to make all the exported header files accessible by having a lengthy
- | header file search path, but this would be inconvenient both for building eCos and for building applications. Instead all
the relevant header files are copied to a single location, thei ncl ude subdirectory of the install tree. The process involves
the following:

1. Theinstal tree, for example / usr/1 ocal / ecos/instal |, anditsi ncl ude subdirectory / usr/ | ocal / ecos/
i nstall/incl ude will typicaly be created when the build tree is generated or updated. At the same time configuration
header files will be written to the pkgconf subdirectory, for example/ usr/ | ocal / ecos/ i ncl ude/ pkgconf, so
that the configuration data is visible to all the packages and to application code that may wish to examine some of the
configuration options.

2. Each packageinthe configuration isexamined for exported header files. The exact order in which the packages are processed
is not defined, but should not matter.

a. If the package has an include_files property then thislists all the exported header files:
cdl _package <sone_package> {

include_files headerl1. h header2.h

}
If no arguments are given then the package does not export any header files.
cdl _package <sone_package> {

include files

}

The listed files may be in an i ncl ude subdirectory within the package's hierarchy, or they may be relative to the
package'stoplevel directory. Theinclude filesproperty isintended mainly for very simple packages. It can also be useful
when converting existing code to an eCos package, to avoid rearranging the sources.

b. If there is no include files property then the component framework will ook for an i ncl ude subdirectory in the
package, as per the layout conventions. All files, including those in subdirectories, will be treated as exported header
files. For example, the math library package containsfilesi ncl ude/ mat h. h andi ncl ude/ sys/ i eeef p. h, both
of which will be exported to the install tree.

c. Asalast resort, if there is neither an include files property nor an i ncl ude subdirectory, the component framework
will search the package's toplevel directory and all of its subdirectories for files with one of the following suffixes: . h,
. hxx,.inl or.inc.All suchfileswill beinterpreted as exported header files.

Thislast resort rule could cause confusion for packages which have no exported header files but which do contain one or
more private header files. For example atypical device driver simply implements an existing interface rather than define
anew one, so it does not need to export a header file. However it may still have one or more private header files. Such
packages should use an include files property with no arguments.

3. If the package has one or more exported header files, the next step isto determine where the files should end up. By default
all exported header fileswill just end up relativeto theinstall tree'si ncl ude subdirectory. For example the math library's
mat h. h header would end up as/ usr /| ocal / ecos/ i ncl ude/ nat h. h, and the sys/ i eeef p. h header would
endupas/ usr/ | ocal / ecos/incl ude/ sys/ i eeef p. h. This behaviour is correct for packages like the C library
where the interface is defined by appropriate standards. For other packages this behaviour can lead to file name clashes,
and the include_dir property should be used to avoid this:

cdl _package CYGPKG _KERNEL {
include_dir cyg/kerne

}

This means that the kernel's exported header file i ncl ude/ kapi . h should be copied to / usr/1 ocal / ecos/
i ncl ude/ cyg/ ker nel / kapi . h, whereit isvery unlikely to clash with a header file from some other package.

4. For typical application developers there will be little or no need for the installed header files to change after the first build.
Changeswill be necessary only if packages are added to or removed from the configuration. For component writers, the build
system should detect changes to the master copy of the header file source code and update the installed copies automatically
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during the next build. The build system is expected to perform aheader file dependency analysis, so any sourcefiles affected
should get rebuilt aswell.

5. Some build systems may provide additional support for application developers who want to make minor changes to a
package, especially for debugging purposes. A header file could be copied from the component repository (which for
application developersis assumed to be a read-only resource) into the build tree and edited there. The build system would
detect a more recent version of such a header file in the build tree and install it. Care would have to be taken to recover
properly if the modified copy in the build tree is subsequently removed, in order to revert to the original behaviour.

6. When updating theinstall tree'si ncl ude subdirectory, the build tree may a so perform a clean-up operation. Specifically,
it may check for any files which do not correspond to known exported header files and delete them.

@ Note
At present there is no defined support in the build system for defining custom build steps that generate exported
header files. Any attempt to use the existing custom build step support may fall foul of unexpected header files
being deleted automatically by the build system. This limitation will be addressed in a future release of the
component framework, and may require changing the priority for exporting header files so that a custom build
step can happen first.

Compiling

Once there are up to date copies of al the exported header files in the build tree, the main build can proceed. Most of this
involves compiling source files listed in compile properties in the CDL scripts for the various packages, for example:

cdl _package CYGPKG _ERROR {
di spl ay "Common error code support"
conpil e strerror.cxx

}

compile properties may appear inthebody of acdl _package,cdl _conponent ,cdl _optionorcdl _interface.lIf
the option or other CDL entity is active and enabled, the property takes effect. If the option isinactive or disabled the property
isignored. It is possible for a compile property to list multiple source files, and it is also possible for a given CDL entity to
contain multiple compile properties. The following three examples are equivalent:

cdl _option <sone_option> {
conpile filel.c file2.c file3.c

cdl _option <sone_option> {
conpile filel. c

conpile file2.c
conpile file3.c

cdl _option <sone_option> {

conpile filel.c file2.c
conpile file3.c

}

Packages that follow the directory layout conventions should have a subdirectory sr ¢, and the component framework will
first look for the specified filesthere. Failing that it will look for the specified files relative to the package's root directory. For
exampleif a package contains a sourcefilest r er r or . cxx then the following two lines are equivalent:

conpi l e strerror.cxx
conpi l e src/strerror.cxx

In the first case the component framework will find the file immediately in the packages sr ¢ subdirectory. In the second
case the framework will first look for afilesrc/ src/ strerror. cxx,andthenforstr/strerror. cxx relativetothe
package's root directory. The result is the same.

The file names may be relative paths, allowing the source code to be split over multiple directories. For example if a package
containsafilesr ¢/ sync/ mut ex. cxx then the corresponding CDL entry would be:
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conpi | e sync/ mut ex. cxx

All the source files relevant to the current configuration will be identified when the build tree is generated or updated, and
added to the appropriate makefile (or its equivalent for other build systems). The actual build will involve arule of the form:

<object file>: <source file>
$(CO -c $(I NCLUDE_PATH) $(CFLAGS) -0 $@ $<

The component framework has built-in knowledge for processing source files written in C, C++ or assembler. These should
havea. c,. cxx and . S suffix respectively. The current implementation has no simple mechanism for extending this with
support for other languages or for alternative suffixes, but this should be addressed in afuture release.

The compiler command that will be used is something like ar m el f - gcc. This consists of a command prefix, in this case
arm el f, and aspecific command such asgcc. The command prefix will depend on the target architecture and is controlled
by a configuration option in the appropriate HAL package. It will have a sensible default value for the current architecture,
but users can modify this option when necessary. The command prefix cannot be changed on a per-package basis, sinceit is
usually essential that all packages are built with a consistent set of toals.

The $( | NCLUDE_PATH) header file search path consists of at least the following:

1. Thei ncl ude directory in the install tree. This allows source files to access the various header files exported by al the
packages in the configuration, and also the configuration header files.

2. The current package's root directory. This ensures that al files in the package are accessible at build time.

3. The current package's sr ¢ subdirectory, if it is present. Generaly al files to be compiled are located in or below this
directory. Typicaly thisis used to access private header files containing implementation details only.

The compiler flags $( CFLAGS) are determined in two steps. First the appropriate HAL package will provide a configuration
option defining the global flags. Typically this includes flags that are needed for the target processor, for example -

ncpu=ar nd, various flags related to warnings, debugging and optimization, and flagssuch as-fi ni t - pri ori ty which
are needed by eCos itself. Users can modify the global flags option as required. In addition it is possible for existing flags
to be removed from and new flags to be added to the current set on a per-package basis, again by means of user-modifiable
configuration options. More details are given below.

Component writers can assume that the build system will perform full header file dependency analysis, including dependencies
on configuration headers, but the exact means by which this happensisimplementation-defined. Typical application developers
are unlikely to modify exported or private header files, but configuration headers are likely to change as the configuration
is changed to better meet the needs of the application. Full header file dependency analysis also makes things easier for the
component writers themselves.

The current directory used during a compilation is an implementation detail of the build system. However it can be assumed
that each package will have its own directory somewhere in the build tree, to prevent file name clashes, that this will be the
current directory, and that intermediate object fileswill end up here.

Generating the Libraries

Once dl the compile and make_object properties have been processed and the required object files have been built or rebuilt,
these can be collected together in one or more libraries. The archiver will be the ar command corresponding to the current
architecture, for example powerpc-eabi-ar. By default al of the object fileswill endupinasinglelibrary | i bt ar get . a. This
can be changed on a per-package basis using the library property in the body of the corresponding cdl _package command,
for example:

cdl _package <SOVE_PACKAGE> {

library |ibSomePackage. a
}

However using different librariesfor each package should be avoided. It makes things more difficult for application devel opers
since they now have to link the application code with more libraries, and possibly even change this set of libraries when
packages are added to or removed from the configuration. Theuseof asinglelibrary | i bt ar get . a avoidsany complications.

It is also possible to change the target library for individua files, using a- | i br ary option with the correspondingcompile
or make_object property. For example:
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conpile -library=libSonePackage.a hello.c
make_obj ect -1ibrary=libSomePackage. a {

,

Again this should be avoided because it makes application devel opment more difficult. There is one specia library which can
be used freely, | i bext r as. a, which isused to generate the ext r as. o file as described below.

The order in which object filesend up in alibrary is not defined. Typically each library will be created directly in the install
tree, since there islittle point in generating afile in the build tree and then immediately copying it to the install tree.

The extras. o file

Package sources files normally get compiled and then added to alibrary, by default | i bt ar get . a, which is then linked
with the application code. Because of the usual rules for linking with libraries, augmented by the use of link-time garbage
collection, this means that code will only end up in the final executable if there is a direct or indirect reference to it in the
application. Usually thisisthe desired behaviour: if the application does not make any use of say kernel message boxes, directly
or indirectly, then that code should not end up in the final executable taking up valuable memory space.

Inafew casesit isdesirablefor package code to end up in the final executable even if there are no direct or indirect references.
For example, devicedriver functionsare often not called directly. I nstead the application will accessthedeviceviathestring™ /
dev/ xyzzy" and call thedevicefunctionsindirectly. Thiswill beimpossibleif the functions have been removed at link-time.

Another example involves static C++ objects. It is possible to have a static C++ object, preferably with a suitable constructor
priority, where all of the interesting work happens as a side effect of running the constructor. For example a package might
include a monitoring thread or a garbage collection thread created from inside such a constructor. Without a reference by the
application to the static object the latter will never get linked in, and the package will not function as expected.

A third example would be copyright messages. A package vendor may want to insist that al products shipped using that
package include a particular message in memory, even though many users of that package will object to such arestriction.

To meet requirements such as these the build system provides support for afile ext r as. o, which always gets linked with
the application code via the linker script. Because it is an object file rather than alibrary everything in the file will be linked
in. Theext r as. o fileis generated at the end of abuild from alibrary | i bext r as. a, so packages can put functions and
variablesin suitable source files and add them to that library explicitly:

conpile -library=libextras.a xyzzy.c
conpi | e xyzzy_support.c

In this example xyzzy. o will end up in | i bextras. a, and hence in extras. o and in the fina executable.
Xyzzy_support.owillendupinli bt arget. a asusual, and is subject to linker garbage collection.

Compilers and Flags

2 Caution
Some of the details of compiler selection and compiler flags described below are subject to change in future
revisions of the component framework, although every reasonable attempt will be made to avoid breaking
backwards compatibility.

The build system needs to know what compiler to use, what compiler flags should be used for different stages of the build and
so on. Much of thisinformation will vary from target to target, although users should be able to override thiswhen appropriate.
There may also be aneed for some packages to modify the compiler flags. All platform HAL packages should define a number
of options with well-known names, along the following lines (any existing platform HAL package can be consulted for a
complete example):

cdl _component CYGBLD_GLOBAL_OPTI ONS {
flavor none
parent CYGPKG_NONE

cdl _option CYGBLD GLOBAL_COWAND PREFI X {
flavor data
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default_value { "armel f" }

}

cdl _opti on CYGBLD GLOBAL_CFLAGS {
flavor data
default _value "-wall -g - ..

cdl _option CYGBLD GLOBAL_LDFLAGS {
flavor data
default_value "-g -nostdlib -W, --gc-sections ..

-
}

TheCYGBLD_GLOBAL_OPTI ONS component servesto collect together all global build-related options. It hastheflavor none
sincedisabling all of these optionswould makeit impossibleto build anything and henceisnot useful. It is parented immediately
below the root of the configuration hierarchy, thus making sure that it is readily accessible in the graphical configuration tool
and, for command line users, intheecos. ecc savefile.

@ Note
Currently the parent property lists a parent of CYGPKG_NONE, rather than an empty string. This could be
unfortunate if there was ever a package with that name. The issue will be addressed in a future release of the
component framework.

Theoption CYGBLD_G_OBAL_COMVAND _PREFI X defineswhich tools should be used for the current target. Typically thisis
determined by the processor on the target hardware. In some cases a given target board may be able to support several different
processors, in which case the default_value expression could select a different tool chain depending on some other option that
is used to control which particular processor. CYGBLD G OBAL_COMMAND PREFI X is modifiable rather than calculated,
S0 users can override this when necessary.

Given a command prefix such asar m el f, al C source files will be compiled with ar mt el f - gcc, al C++ sources will
be built using ar m el f - g++, and ar mt el f - ar will be used to generate the library. Thisis in accordance with the usual
naming conventions for GNU cross-compilers and similar tools. For the purposes of custom build steps, tokens such as $( CC)
will besettoarm el f - gcc.

The next option, CYGBLD_GLOBAL_CFLAGS, isused to provide the initial value of $( CFLAGS) . Some compiler flags such
as- Wl | and - g arelikely to be used on all targets. Other flags such as - ncpu=ar ni7t dmi will be target-specific. Again
thisis amodifiable option, so the user can switch from say - Q2 to - Gs if desired. The option CYGBLD_GLOBAL_LDFLAGS
serves the same purpose for $( LDFLAGS) and linking. It is used primarily when building test cases or possibly for some
custom build steps, since building eCos itself generally involves building one or more libraries rather than executables.

Some packages may wish to add certain flags to the global set, or possibly remove some flags. This can be achieved by having
appropriately named optionsin the package, for example:

cdl _conponent CYGPKG_KERNEL_OPTI ONS {
di spl ay "Kernel build options"
flavor none

cdl _option CYGPKG KERNEL_ CFLAGS_ADD {
di splay "Additional conpiler flags"
flavor data
default_value { "" }

}

cdl _option CYGPKG KERNEL_CFLAGS REMOVE {
di spl ay "Suppressed conpiler flags"
flavor data
default_value { "" }

}

cdl _option CYGPKG KERNEL_ LDFLAGS_ADD {
di spl ay "Additional |inker flags"
flavor data
default_value { "" }
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cdl _option CYGPKG KERNEL_LDFLAGS_REMOVE {
di spl ay "Suppressed |inker flags"

flavor

dat a

default_value { "" }

-
}

In this example the kernel does not modify the global compiler flags by default, but it is possible for the users to modify the
options if desired. The value of $( CFLAGS) that is used for the compilations and custom build steps in a given package is
determined as follows:

1. Start with the global settings from CYGBLD_GLOBAL_ CFLAGS, for example-g - O2.

2. Remove any flags specified in the per-package CFLAGS_REMOVE option, if any. For example if - O2 should be removed
for this package then $( CFLAGS) would now have avalue of just - g.

3. Then concatenate the flags specified by the per-package CFLAGS_ADD option, if any. For exampleif - Os should be added
for the current package then the final value of $( CFLAGS) will be-g - Cs.

$( LDFLAGS) isdetermined in much the same way.

K

K

Note

The way compiler flags are handled at present has numerous limitations that need to be addressed in a future
release, although it should suffice for nearly all cases. For the time being custom build steps and in particular the
make_object property can be used to work around the limitations.

Amongst theissues, thereisaspecific problem with package encapsul ation. For examplethe math library imposes
some stringent requirements on the compiler in order to guarantee exact |EEE behavior, and may need special
flags on a per-architecture basis. One way of handling this is to have CYGPKG LI BM CFLAGS_ADD and
CYGPKG LI BM CFLAGS REMOVE default_value expressionswhich depend on thetarget architecture, but such
expressions may haveto updated for each new architecture. An alternative approach would allow the architectural
HAL package to modify the default_value expressionsfor the math library, but this breaks encapsulation. A third
approach would allow some architectural HAL packages to define one or more special options with well-known
names, and the math library could check if these options were defined and adjust the default values appropriately.
Other packages with floating point requirements could do the same. This approach also has scalability issues,
in particular how many such categories of options would be needed? It is not yet clear how best to resolve such
issues.

Note

When generating a build tree it would be desirable for the component framework to output details of the tools
and compiler flags in aformat that can be re-used for application builds, for example a makefile fragment. This
would make it easier for application devel opers to use the same set of flags as were used for building eCos itself,
thus avoiding some potential problems with incompatible compiler flags.

Custom Build Steps

A

Caution

» Some of the details of custom build steps as described below are subject to change in future revisions of
the component framework, although every reasonable attempt will be made to avoid breaking backwards
compatibility.

e The first line in the make and make _object blocks introduced below defines the make target and its
dependencieswith the remaining lines specifying the commands. These commandswill always be tab-indented
in the resulting makefile and asaresult all GNUmake commands, such asi f eq( . . . ), will beillegal asthese
cannot be indented. It is possible to work around this CDL deficiency in some instances using make's shell
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syntax support. For an example, see the eCos custom build step used to create the mk_romfs command within
the CYGPKG_FS_ROM package located in $ECOS_REPCSI TORY/ packages/ f s/ rom <ver si on>/
cdl /ronfs. cdl.

For most packages simply listing one or more source files in a compile property is sufficient. These files will get built using
the appropriate compiler and compiler flags and added to a library, which then gets linked with application code. A package
that can be built in this way is likely to be more portable to different targets and build environments, since it avoids build-
time dependencies. However some packages have special needs, and the component framework supports custom build steps
to allow for these needs. There are two properties related to this, make and make_object, and both take the following form:

make {
<target_filepath> : <dependency_filepath> ..
<command>

}

Although this may look like makefile syntax, and although some build environments will indeed involve generating makefiles
and running make, thisis not guaranteed. It is possible for the component framework to be integrated with some other build
system, and custom build steps should be written with that possibility in mind. Each custom build step involves atarget, some
number of dependency files, and some number of commands. If the target is not up to date with respect to one or more of the
dependencies then the commands need to be executed.

a. Only one target can be specified. For amake_object property this target must be an object file. For a make property it can
be any file. In both cases it must refer to a physical file, the use of phony targetsis not supported. The target should not be
an absolute path name. If the generated file needsto end up in the install tree then this can be achieved using a <PREFI X>
token, for example:

make {
<PREFI X>/| i b/ myt ar get

}

When the build tree is generated and the custom build step is added to the makefile (or whatever build system is used)
<PREFI X> will be replaced with the absolute path to the install tree.

b. All the dependencies must also refer to physica files, not to phony targets. These files may be in the source tree. The
<PACKAGE> token can be used to indicate this: when the build tree is generated thistoken will be replaced with the absolute
path to the package's root directory in the component repository, for example:

make_obj ect {
Xyzzy.o : <PACKAGE>/src/xyzzy.c

If the component repository wasinstalledin/ usr/ | ocal / ecos and this custom build step existed in version 1_5 of the
kernel, <PACKAGE> would be replaced with / usr /| ocal / ecos/ packages/ kernel /vl 5.

Alternatively the dependencies may refer to filesthat are generated during the build. These may be object filesresulting from
compile properties or other make_object properties, or they may be other files resulting from a make property, for example:

conpi |l e plugh.c
make_obj ect {
xyzzy.o : plugh.o

c. No other token or makefile variables may be used in the target or dependency file names. Also conditionalssuch asi f neq
and similar makefile functionality must not be used.

d. Similarly thelist of commands must not use any makefile conditionals or similar functionality. A number of tokens can be
used to provide access to target-specific or environmental data. Note that these tokens ook like makefile variables, unlike
the <PREFI X> and <PACKAGE> tokens mentioned earlier:

Token Purpose Examplevalue
$(AR) the GNU archiver m ps-tx39-el f-ar

60



The Build Process

Token Purpose Example value
$(CO) the GNU compiler sh-el f-gcc

$( CFLAGS) compiler flags -2 -wal |

$( COWRAND_PREFI X) thetriplet prefix m10300-el f -
$( 1 NCLUDE_PATH) header file search path -1. -lsrc/msc

$( LDFLAGS) linker flags -nostdlib -W,-static
$( OBICOPY) the objcopy utility arm el f - obj copy
$( PREFI X) location of the install tree [ hone/ fred/ ecos-install

$( REPOSI TORY)

location of the component repository

/ hone/ f red/ ecos/ packages

In addition commands in a custom build step may refer to the target and the dependencies using $@ $<, $" and $*, all of
which behave as per GNU make syntax. The commands will execute in a suitable directory in the build tree.

e. The current directory used during a custom build step is an implementation detail of the build system. However it can be
assumed that each package will have its own directory somewhere in the build tree, to prevent file name clashes, and that
thiswill be the current directory. In addition any object files generated as a result of compile properties will be located here
aswell, which is useful for custom build steps that depend on a. o file previously generated.

Any temporary files created by a custom build step should be generated in the build tree (in or under the current directory).
Such files should be given a . t np file extension to ensure that they are deleted during a make cl ean or equivaent
operation.

If a package contains multiple custom build steps with the same priority, it is possible that these build steps will be run
concurrently. Therefore these custom build steps must not accidentally use the same file names for intermediate files.

f. Carehasto betakento make surethat the commandsin acustom build step will run on al host platforms, including Windows
NT aswell asLinux and other Unix systems. For example, all file paths should use forward slashes asthe directory separator.
It can be assumed that Windows users will have afull set of CygWin tools installed and available on the path. The GNU
coding standards provide some useful guidelines for writing portable build rules.

0. A custom build step must not make any assumptions concerning the version of another package. This enforces package
encapsulation, preventing one package from accessing the internals of another.

h. No assumptions should be made about the target platform, unless the package is inherently specific to that platform. Even
then it is better to use the various tokens whenever possible, rather than hard-coding in details such as the compiler. For
example, given a custom build step such as:

armel f-gcc -c -ncpu=arnvdi -0 $@ $<

Even if this build step will only be invoked on ARM targets, it could cause problems. For example the toolchain may have
been installed using a prefix other than ar m el f . Also, if the user changes the compiler flags then this would not be
reflected in the build step. The correct way to write this rule would be:

$(CC) -c $(CFLAGS) -0 $@$<

Some commands such as the compiler, the archiver, and objcopy are required sufficiently often to warrant their
own tokens, for example $( CC) and $( OBJCOPRY) . Other target-specific commands are needed only rarely and the
$( COMWAND_PREFI X) token can be used to construct the appropriate command name, for example:

$( COMMAND_PREFI X) si ze $< > $@

i. Custom build steps should not be used to build host-side executables, even if those executables are needed to build parts
of the target side code. Support for building host-side executables will be added in a future version of the component
framework, athough it will not necessarily involve these custom build steps.

By default custom build steps defined in amake_object property have apriority of 100, which meansthat they will be executed
in the same phase as compilations resulting from a compile property. It is possible to change the priority using a property
option, for example:
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make_object -priority 50 {
}

Specifying a priority smaller than a 100 means that the custom build step happens before the normal compilations. Priorities
between 100 and 200 happen after normal compilations but before the libraries are archived together. make_object properties
should not specify a priority of 200 or later.

Custom build steps defined in a make property have a default priority of 300, and so they will happen after the libraries have
been built. Again this can be changed using a- pri ori t'y property option.

Startup Code

Linking an application requires the application code, alinker script, the eCoslibrary or libraries, theext r as. o file, and some
startup code. Depending on the target hardware and how the application gets booted, this startup code may do little more than
branching to mai n( ) , or it may have to perform a considerable amount of hardware initialization. The startup code generaly
livesin afilevect or s. o which is created by a custom build step in a HAL package. As far as application developers are
concered the existence of thisfileislargely transparent, sincethe linker script ensuresthat thefileis part of thefinal executable.

This startup code is not generally of interest to component writers, only to HAL developers who are referred to one of the
existing HAL packages for specific details. Other packages are not expected to modify the startup in any way. If a package
needs some work performed early on during system initialization, before the application's main entry point gets invoked, this
can be achieved using a static object with a suitable constructor priority.

@ Note
Itispossible that the ext r as. o support, in conjunction with appropriate linker script directives, could be used
to eliminate the need for a specia startup file. The details are not yet clear.

The Linker Script

A Caution

This section is not finished, and the detail s are subject to changein afuture release. Arguably linker script issues
should be documented in the HAL documentation rather than in this guide.

Generating the linker script isthe responsibility of the various HAL packages that are applicable to a given target. Developers
of components other than HAL packages need not be concerned about what is involved. Developers of new HAL packages
should use an existing HAL as atemplate.

@ Note
It may be desirable for some packages to have some control over the linker script, for example to add extra
alignment details for a particular section. This can be risky because it can result in subtle portability problems,
and the current component framework has no support for any such operations. The issue may be addressed in
afuturerelease.

Building Test Cases

A Caution

The support in the current implementation of the component framework for building and running test casesis
limited, and should be enhanced considerably in a future version. Compatibility with the existing mechanisms
described below will be maintained if possible, but this cannot be guaranteed.

Whenever possible packages should be shipped with one or more test cases. This allows users to check that all packages
function correctly in their particular configuration and on their target, which may be custom hardware unavailable to the
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package devel oper. The component framework needs to provide away of building such test cases. For example, if a makefile
system is used then there could be amake t est s target to build the test cases, or possibly anake check target to build
and run the test cases and process all the results. Unfortunately there are various complications.

Not every test case will be applicable to every configuration. For example if the user has disabled the C library's
CYGPKG_LI BC_STDI O component then there is no point in building or running any of the test cases for that component.
Thisimplies that test cases need to be associated with configuration options somehow. It is possible for the test case to use
one or more #i f def statements to check whether or not it is applicable in the current configuration, and compile to a null
program when not applicable. Thisis inefficient because the test case will still get built and possibly run, even though it will
not provide any useful information.

Many packages involve direct interaction with hardware, for example a serial line or an ethernet interface. In such casesit is
only worthwhile building and running the test if there is suitable software running at the other end of the serial line or listening
on the same ethernet segment, and that software would typically have to run on the host. Of course the serial line in question
may be hooked up to a different piece of hardware which the application needsto talk to, so disconnecting it and then hooking
it up to the host for running some tests may be undesirable. The decision as to whether or not to build the test depends not just
on the eCos configuration but also on the hardware setup and the availability of suitable host software.

There are different kinds of tests, and it isnot alwaysdesirableto run all of them. For example a package may contain anumber
of stress tests intended to run for long periods of time, possibly days or longer. Such tests should certainly be distinguished
somehow from ordinary test cases so that users will not run them accidentally and wonder how long they should wait for a
pass message before giving up. Stress tests may also have dependencies on the hardware configuration and on host software,
for example a network stress test may require lots of ethernet packets.

In the current implementation of the component framework these issues are not yet addressed. Instead thereisonly very limited
support for building test cases. Any package can define a calculated configuration option of the form CYGPKG_<package-
nanme>_ TESTS, whose valueisalist of test cases. The calculated property can involve an expression so it is possible to adapt
to a small number of configuration options, but this quickly becomes unwieldy. A typical example would be:

cdl _option CYGPKG U TRON_TESTS {
di splay "ul TRON tests”
flavor data
no_defi ne
calculated { "tests/testl tests/test2 tests/test3 \
tests/test4 tests/test5 tests/test6 tests/test7 \
tests/test8 tests/test9 tests/testcxx tests/testcx2 \
tests/testcx3 tests/testcx4 tests/testcx5 \
tests/testcx6 tests/testcx7 tests/testcx8 \
tests/testcx9 tests/testintr" }
description
This option specifies the set of tests for the ul TRON conpatibility |ayer."

}

Thisimplies that thereisafilet est s/test 1. c ort est s/t est 1. cxx in the package's directory. The commands that
will be used to build the test case will take the form:

$(CCO -c $(I NCLUDE_PATH) $(CFLAGS) -0 <build path>/testl.0 \
<source path>/tests/testl.c
$(CC) $(LDFLAGS) -0 <install path>/tests/testl <build_path>/testl.o

The variables $( CC) and so on are determined in the same way as for custom build steps. The various paths and the current
directory will depend on the exact build system being used, and are subject to change. As usual the sourcesin the component
repository are treated as a read-only resources, intermediate files live in the build tree, and the desired executables should end
up in theinstall tree.

Each test source file must be self-contained. It is not possible at present to build a little per-package library that can be used
by the test cases, or to link together several object filesto produce a single test executable. In some cases it may be possible to
#i ncl ude source codefrom ashared filein order to avoid unnecessary code replication. Thereisno support for manipulating
compiler or linker flags for individual test cases: the flags that will be used for al files are $( CFLAGS) and $( LDFLAGS) ,
as per custom build steps. Note that it is possible for a package to define options of the form CYGPKG_<PACKAGE-

NAME> LDFLAGS ADD and CYGPKG_<PACKAGE- NAME> LDFLAGS REMOVE. These will affect test cases, but in the
absence of custom build steps they will have no other effect on the build.
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Thischapter containsreferenceinformation for themain CDL commandscdl _opti on,cdl _conponent ,cdl _package
andcdl _i nt erf ace, followed by the various properties such as active_if and compile in alphabetical order.
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Name

Command cdl _opt i on — Define asingle configuration option

Synopsis
cdl _option <nane> {

}
Description

The option is the basic unit of configurability. Generally each option corresponds to a single user choice. Typically thereisa
certain amount of information associated with an option to assist the user in manipulating that option, for example a textual
description. There will also be some limits on the possible values that the user can choose, so an option may be asimple yes-
or-no choice or it may be something more complicated such as an array size or a device name. Options may have associated
constraints, so if that option is enabled then certain conditions have to satisfied el sewhere in the configuration. Options usually
have direct consequences such as preprocessor #def i ne symbolsin a configuration header file.

cdl _opti on isimplemented as a Tcl command that takes two arguments, a name and a body. The name must be a valid
C preprocessor identifier: a sequence of upper or lower case letters, digits or underscores, starting with anon-digit character;
identifiers beginning with an underscore should normally be avoided because they may clash with system packages or with
identifiersreserved for use by the compiler. Within asingle configuration, names must be unique. If a configuration contained
two packages which defined the same entity CYA MP_SOME_OPTI ON, any references to that entity in a requires property
or any other expression would be ambiguous. It is possible for a given name to be used by two different packages if those
packages should never be loaded into a single configuration. For example, architectural HAL packages are allowed to re-use
names because a single configuration cannot target two different architectures. For arecommended naming convention see the
section called “ Package Contents and Layout”.

The second argument to cdl _opt i on isabody of properties, typically surrounded by braces so that the Tcl interpreter treats
it as asingle argument. This body will be processed by a recursive invocation of the Tcl interpreter, extended with additional
commands for the various propertiesthat are allowed insideacdl _opt i on. Thevalid properties are:

active if Allow additional control over the active state of this option.

calculated The option's value is not directly user-modifiable, it is calculated using a suitable CDL expression.

compile List the source files that should be built if this option is active and enabled.

default_value Provide a default value for this option using a CDL expression.

define Specify additional #def i ne symbolsthat should go into the owning package's configuration header
file.

define_format Control how the option's value will appear in the configuration header file.

define_proc Use afragment of Tcl code to output additional data to configuration header files.

description Provide atextual description for this option.

display Provide a short string describing this option.

doc The location of on-line documentation for this option.

flavor Specify the nature of this option.

if_define Output a common preprocessor construct to a configuration header file.

implements Enabling this option provides one instance of a more genera interface.

legal values Impose constraints on the possible values for this option.
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make

make_object

no_define
parent

requires

Example

An additional custom build step associated with this option, resulting in a target that should not go
directly into alibrary.

An additional custom build step associated with this option, resulting in an object file that should
gointo alibrary.

Suppress the normal generation of a preprocessor #def i ne symbol in a configuration header file.
Control the location of this option in the configuration hierarchy.

List constraints that the configuration should satisfy if this option is active and enabled.

cdl _option CYGDBG | NFRA DEBUG PRECONDI TI ONS {

di spl ay

"Precondi tions"
default _value 1
description

This option allows individual control of preconditions.
A precondition is one type of assert, which it is

useful to control

separately from nore general asserts.

The function is CYG PRECONDI TI ON(condi ti on, msg) . "

}

See Also

Command cdl _conponent , command cdl _package, commandcdl _i nterface.

66



CDL Language Specification

Name

Command cdl _conponent — Define acomponent, a collection of configuration options

Synopsis
cdl _conponent <nane> {

-

Description

A component is a configuration option that can contain additional options and sub-components. The body of a
cdl _conponent can contain the same properties asthat of acdl _opti on. Thereis an additional property, script which
allows configuration data to be split into multiplefiles. It is also possible for acomponent body toincludecdl _conponent
cdl _optionandcdl _interface entitiesthat should go below this component in the configuration hierarchy.

cdl _conponent isimplemented asaTcl command that takes two arguments, aname and a body. The name must beavalid
C preprocessor identifier: a sequence of upper or lower case letters, digits or underscores, starting with a non-digit character;
identifiers beginning with an underscore should normally be avoided because they may clash with system packages or with
identifiersreserved for use by the compiler. Within a single configuration, names must be unique. If a configuration contained
two packages which defined the same entity CYA MP_SOME_OPTI ON, any references to that entity in a requires property
or any other expression would be ambiguous. It is possible for a given name to be used by two different packages if those
packages should never be loaded into a single configuration. For example, architectural HAL packages are alowed to re-use
certain names because a single configuration cannot target two different architectures. For arecommended naming convention
see the section called “Package Contents and Layout”.

The second argument to cdl _conponent is a body of properties and other commands, typically surrounded by braces
so that the Tcl interpreter treats it as a single argument. This body will be processed by a recursive invocation of the Tcl
interpreter, extended with additional commands for the various properties that are allowed inside acdl _conponent . The
valid commands are:

active if Allow additional control over the active state of this component.

calculated The component's value is not directly user-modifiable, it is calculated using a suitable CDL
expression.

cdl _conponent Define a sub-component.

cdl _interface Define an interface which should appear immediately below this component in the configuration
hierarchy.

cdl _option Define a configuration option which should appear immediately below this component in the
configuration hierarchy.

compile List the source files that should be built if this component is active and enabled.

default_value Provide adefault value for this component using a CDL expression.

define Specify additional #def i ne symbolsthat should gointo the owning package's configuration header
file.

define_format Control how the component's value will appear in the configuration header file.

define_proc Use afragment of Tcl code to output additional data to configuration header files.

description Provide atextual description for this component.

display Provide a short string describing this component.

doc The location of on-line documentation for this component.

67



CDL Language Specification

flavor
if_define
implements
legal values
make

make_object

no_define
parent
requires

script

Example

Specify the nature of this component.

Output a common preprocessor construct to a configuration header file.
Enabling this component provides one instance of a more general interface.
Impose constraints on the possible values for this component.

An additional custom build step associated with this component, resulting in atarget that should not
go directly into alibrary.

An additional custom build step associated with thiscomponent, resulting in an object filethat should
gointo alibrary.

Suppress the normal generation of a preprocessor #def i ne symbol in a configuration header file.
Control the location of this component in the configuration hierarchy.
List constraints that the configuration should satisfy if this component is active and enabled.

Include additional configuration information from another CDL script

cdl _conponent CYGDBG USE_ASSERTS {
di spl ay "Use asserts"

default_value 1
description

If this conponent is enabled, assertions in the code are
tested at run-tine. Assert functions (CYG ASSERT()) are
defined in "include/cyg/infra/cyg_ass.h' within the "install
tree. If the conponent is disabled, these result in no
addi ti onal object code and no checking of the asserted

conditions."

script assert.cd

}

See Also

Command cdl _opt i on, command cdl _package, commandcdl _i nterface.
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Name

Command cdl _package — Define a package, a component that can be distributed

Synopsis
cdl _package <nane> {

}

Description

A packageisaunit of distribution. It isalso aconfiguration option in that users can choose whether or not a particular package
isloaded into the configuration, and which version of that package should be loaded. It isa so acomponent in that it can contain
additional components and optionsin a hierarchy.

Thetop-level CDL script for apackage should beginwithacdl _package command. This can contain most of the properties
that canbeusedinacdl _opt i on command, and anumber of additional oneswhich apply to a package asawhole. Itisalso
possibletoincludecdl _conponent ,cdl _i nterface andcdl _opti on commandsin the body of apackage. However
all configuration entities that occur at the top level of the script containing the cdl _package command are automatically
placed below that package in the configuration hierarchy, so putting them inside the body has no effect.

The following properties cannot be used in the body of acdl _package command:
flavor Packages always have the flavor bool dat a.

default_vaue The value of a package is its version number. This is specified at the time the package is loaded
into the configuration, and cannot be calcul ated afterwards. Typically the most recent version of the
package will be loaded.

legal values Thelegal valueslist for agiven packageis determined by which versionsof that package areinstalled
in the component repository, and cannot be further constrained in the CDL scripts.

calculated The value of a package is always selected at the time that it is loaded into the configuration, and
cannot be re-calculated afterwards.

script Thiswould be redundant sincethe CDL script containing thecdl _package command acts asthat
package's script.

cdl _package isimplemented as a Tcl command that takes two arguments, a name and a body. The name must be avalid
C preprocessor identifier: a sequence of upper or lower case letters, digits or underscores, starting with a non-digit character;
identifiers beginning with an underscore should normally be avoided because they may clash with system packages or with
identifiersreserved for use by the compiler. Packages should always have unique names within a given component repository.
For arecommended naming convention see the section called “ Package Contents and Layout”.

The second argument to cdl _package isabody of properties and other commands, typically surrounded by braces so that
the Tcl interpreter treats it as a single argument. This body will be processed by a recursive invocation of the Tcl interpreter,
extended with additional commands for the various propertiesthat are allowed insideacdl _package. The valid commands
are:

active if Allow additional control over the active state of this package.

cdl _conponent Define a component which should appear immediately below this package in the configuration
hierarchy.

cdl _interface Define an interface which should appear immediately below this package in the configuration
hierarchy.

cdl _option Define an option which should appear immediately below this package in the configuration
hierarchy.
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compile List the source files that should be built for this package.

define Specify additional #def i ne symbolsthat should go into the package's configuration header file.

define_format Control how the package's value will appear in the global configuration header file pkgconf /
system h

define_header Specify the configuration header file that will be generated for this package.

define_proc Use afragment of Tcl code to output additional data to configuration header files.

description Provide atextual description for this component.

display Provide a short string describing this component.

doc The location of on-line documentation for this component.

hardware This package is tied to specific hardware.

if _define Output a common preprocessor construct to a configuration header file.

implements Enabling this component provides one instance of a more general interface.

include_dir Specify the desired location of this package's exported header filesin the install tree.

include files List the header files that are exported by this package.

library Specify which library should contain the object files generated by building this package.

make An additional custom build step associated with this component, resulting in atarget that should not
go directly into alibrary.

make_object Anadditional custom build step associated with thiscomponent, resulting in an object filethat should
gointo alibrary.

no_define Suppress the normal generation of the package's #def i ne in the globa configuration header file
pkgconf/system h.

parent Control the location of this package in the configuration hierarchy.

requires List constraints that the configuration should satisfy if this package is active.

Example

cdl _package CYGPKG. | NFRA {

di spl ay

include_dir
description

"I nfrastructure"
cyg/infra

Common types and useful nacros.
Traci ng and assertion facilities.
Package startup options."

conpi l e startup.cxx prestart.cxx pkgstart.cxx userstart.cxx \
dunmmyxxmai n. cxx null.cxx sinple.cxx fancy.cxx buffer.cxx \
di ag. cxx tcdi ag. cxx nmenctpy.c nenset.c del ete. cxx

}

See Also

Command cdl _opt i on, command cdl _conponent , command cdl _i nt er f ace.
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Name

Command cdl _i nterface — Define an interface, functionality that can be provided by a number of different
implementations.

Synopsis
cdl _interface <nanme> {

:

Description

Aninterface is a special type of calculated configuration option. It provides an abstraction mechanism that is often useful in
CDL expressions. As an example, suppose that some package relies on the presence of code that implements the standard
kernel scheduling interface. However the requirement is no more stringent than this, so the constraint can be satisfied by the
mlqueue scheduler, the bitmap scheduler, or any additional schedulers that may get implemented in future. A first attempt at
expressing the dependency might be:

requires CYGSEM KERNEL_SCHED M.QUEUE || CYGSEM KERNEL_SCHED BI TMAP

This constraint is limited, it may need to be changed if a new scheduler were to be added to the system. Interfaces provide a
way of expressing more general relationships.

requi res CYG NT_KERNEL_SCHEDULER

The interface CYG NT_KERNEL SCHEDULER is implemented by both the mlqueue and bitmap schedulers, and may be
implemented by future schedulers aswell. The value of an interface isthe number of implementors that are active and enabled,
so in atypica configuration only one scheduler will be in use and the value of the interface will be 1. If al schedulers are
disabled then the interface will have avalue 0 and the requires constraint will not be satisfied.

Some component writers may prefer to use the first requires constraint on the grounds that the code will only have been tested
with the mlqueue and bitmap schedulers and cannot be guaranteed to work with any new schedulers. Other component writers
may take a more optimistic view and assume that their code will work with any scheduler until proven otherwise.

Interfaces must be defined in CDL scripts, just like options, components and packages. This involves the command
cdl _i nt er f ace which takes two arguments, a name and a body. The name must be a valid C preprocessor identifier: a
sequence of upper or lower case letters, digits or underscores, starting with anon-digit character; identifiers beginning with an
underscore should normally be avoided because they may clash with system packages or with identifiers reserved for use by
the compiler. Within a single configuration, names must be unique. If a configuration contained two packages which defined
thesameentity CYd MP_SQOVE_OPTI QN, any referencesto that entity in arequires property or any other expression would be
ambiguous. It is possible for a given name to be used by two different packages if those packages should never be loaded into
asingle configuration. For example, architectural HAL packages are allowed to re-use names because a single configuration
cannot target two different architectures. For a recommended naming convention see the section called “Package Contents
and Layout”.

The second argument to cdl _i nt er f ace isabody of properties, typically surrounded by braces so that the Tcl interpreter
treats it as a single argument. This body will be processed by a recursive invocation of the Tcl interpreter, extended with
additional commands for the various propertiesthat are allowed insideacdl _i nt er f ace. Thevalid properties are a subset
of thosefor acdl _opti on.

active if Allow additional control over the active state of this interface.

compile List the source files that should be built if thisinterfaceis active.

define Specify additional #def i ne symbolsthat should gointo the owning package's configuration header
file

define_format Control how the interface's value will appear in the configuration header file.

define_proc Use afragment of Tcl code to output additional data to configuration header files.
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description Provide atextual description for thisinterface.

display Provide a short string describing thisinterface.

doc The location of on-line documentation for thisinterface.

flavor Interfaces have the dat a flavor by default, but they can aso be given the bool or bool dat a
flavor when necessary. A bool interfaceisdisabledif thereare no active and enabled implementors,
otherwise it is enabled. A bool dat a interface is aso disabled if there are no active and enabled
implementors, otherwiseit is enabled and the datais a number corresponding to the number of these
implementors.

if define Output a common preprocessor construct to a configuration header file.

implements If thisinterfaceis active it provides one instance of a more general interface.

legal values Interfaces always have a small numerical value. The legal_values can be used to apply additional
constraints such as an upper limit.

make An additional custom build step associated with this option, resulting in atarget that should not go
directly into alibrary.

make_object An additional custom build step associated with this option, resulting in an object file that should
gointo alibrary.

no_define Suppress the normal generation of a preprocessor #def i ne symbol in a configuration header file.

parent Control the location of this option in the configuration hierarchy.

requires List constraints that the configuration should satisfy if this option is active and enabl ed.

A number of properties are not applicable to interfaces:

calculated Interfaces are always cal culated, based on the number of active and enabled entitiesthat
implement the interface.
default_value Interface values are calculated so a default_value property would be meaningless.

Interfaces are not containers, so they cannot hold other entities such as options or components.

A commonly used constraint on interface values takes the form:

requires CYA NT_KERNEL_SCHEDULER == 1

This constraint specifies that there can be only one scheduler in the system. In some circumstances it is possible for the
configuration tool sto detect this pattern and act accordingly, so for exampl e enabling the bitmap schedul er would automatically
disable the mlqueue scheduler.

Example

cdl _interface CYA NT_KERNEL_SCHEDULER {
di splay "Nunber of schedulers in this configuration”
requires 1 == CYQ NT_KERNEL_SCHEDULER

}

See Also

Property implements, command cdl _opt i on. command cdl _conponent ,command cdl _package.
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Name

Property active if — Allow additional control over the active state of an option or other CDL entity.

Synopsis

cdl _option <nane> {
active_if <condition>

:

Description

Configuration options or other entities may be either active or inactive. Typicaly thisis controlled by the option's location in
the overall hierarchy. Consider the option CYGDBG _| NFRA DEBUG_PRECONDI Tl ONS, which exists below the component
CYGDBG_USE_ASSERT. If the whole component is disabled then the options it contains are inactive: there is no point in
enabling preconditions unless there is generic assertion support; any requires constraints associated with preconditions are
irrelevant; any compile property or other build-related property isignored.

In some cases the hierarchy does not provide sufficient control over whether or not a particular option should be active. For
example, themath library could have support for floating point exceptionswhichisonly worthwhileif the hardware implements
appropriate functionality, as specified by the architectural HAL. Therelevant math library configuration options should remain
below the CYGPKG_L I BMpackagein theoverall hierarchy, but should beinactive unlessthereisappropriate hardware support.
In cases like thisan active _if property is appropriate.

Another common use of active if propertiesisto avoid excessive nesting in the configuration hierarchy. If some option B is
only relevant if option A is enabled, it is possible to turn A into a component that contains B. However adding another level
to the hierarchy for a component which will contain just one entry may be considered excessive. In such cases it is possible
for B to have an active _if dependency on A.

active_if takes agoal expression as argument. For details of goal expression syntax see the section called “Goal Expressions’.
In most cases the goal expression will be very simple, often involving just one other option, but more complicated expressions
can be used when appropriate. It is also possible to have multiple active if conditions in a single option, in which case all of
the conditions have to be satisfied if the option is to be active.

The active_if and requires properties have certain similarities, but they serve a different purpose. Suppose there are two
options A and B, and option B relies on functionality provided by A. This could be expressed as either acti ve_i f Aor
asrequi res A. Thepointsto note are:

» Ifactive_if AisusedandA isdisabled or inactive, then graphical toolswill generally prevent any attempt at modifying
B. For example the text for B could be grayed out, and the associated checkbutton (if B is a boolean option) would be
disabled. If the user needs the functionality provided by option B then it is necessary to go to option A first and manipulate

it appropriately.

» Ifrequi res Aisusedand A isdisabled or inactive, graphical toolswill still allow B to be manipulated and enabled. This
would result in anew conflict which may get resolved automatically or which may need user intervention.

« If therearehardware dependenciesthen an active if conditionisusually the preferred approach. Thereisno pointin allowing
the user to manipulate a configuration option if the corresponding functionality cannot possibly work on the currently-
selected hardware. Much the same argument applies to coarse-grained dependencies, for example if an option depends on
the presence of a TCP/IP stack thenanact i ve_i f CYGPKG_NET condition is appropriate: it may be possible to satisfy
the condition, but it requires the fairly drastic step of loading another package; further more, if the user wanted a TCP/IP
stack in the configuration then it would probably have been loaded already.

« If option B existsto provide additional debugging information about the functionality provided by A then again an active if
constraint is appropriate. There is no point in letting users enable extra debugging facilities for afeature that is not actually
present.

» The configuration system's inference engine will cope equally well with active if and requires properties. Suppose thereis
aconflict because some third option dependson B. If Bisacti ve i f A thentheinference engine will attempt to make
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A active and enabled, and then to enable B if necessary. If Br equi r es Athen the inference engine will attempt to enable
B and resolve the resulting conflict by causing A to be both active and enabled. Although the inference occursin a different
order, in most cases the effect will be the same.

Example

# Do not provide extra semaphore debugging if there are no semaphores
cdl _option CYGDBG KERNEL_| NSTRUVENT Bl NSEM {
active_if CYGPKG KERNEL_SYNCH

}

# Avoid another level in the configuration hierarchy

cdl _option CYGSEM KERNEL_SYNCH MUTEX_ PRI ORI TY_I NHERI TANCE_SI MPLE_RELAY {
active_if CYGSEM KERNEL_SYNCH MUTEX_ PRI ORI TY_I NHERI TANCE_ S| MPLE

}
# Functionality that is only relevant if another package is |oaded
cdl _opti on CYGSEM START_U TRON_COWPATI BI LI TY {

active_if CYGPKG U TRON

}
# Check that the hardware or HAL provi de the appropriate functionality
cdl _option CYGDBG HAL_DEBUG GDB_BREAK_SUPPORT {

active_if CYG NT_HAL_ DEBUG GDB_STUBS BREAK

}

See Also

Property requires.
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Name

Property calculated — Used if the current option's value is not user-modifiable, but is calculated using a suitable CDL
expression.

Synopsis

cdl _option <nane> {

cal cul at ed <expressi on>

:

Description

In some cases it is useful to have a configuration option whose value cannot be modified directly by the user. This can be
achieved using a calculated, which takes a CDL expression as argument (see the section called “ Ordinary Expressions’ for a
description of expression syntax). The configuration system evaluates the expression when the current package is loaded and
whenever thereis a change to any other option referenced in the expression. The result depends on the option's flavor:

flavor none Options with this flavor have no value, so the calculated property is not applicable.
flavor bool If the expression evaluates to a non-zero result the option is enabled, otherwise it is disabled.

flavor bool data If theresult of evaluating the expression is zero then the option is disabled, otherwise the option is

enabled and its value is the result.

flavor data The value of the option is the result of evaluating the expression.

There are anumber of valid uses for calculated options, and there are also many cases where some other CDL facility would
be more appropriate. Valid uses of calculated options include the following:

On some target hardware a particular feature may be user-configurable, while on other targets it is fixed. For example
SOme processors can operate in either big-endian or little-endian mode, while other processors do not provide any choice.
It is possible to have an option CYGARC_BI GENDI AN which is calculated in some architectural HAL packages but user-
modifiablein others.

Calculated options can provide an alternative way for one package to affect the behavior of another one. Suppose a package
may provide two possible implementations, a preferred one involving self-modifying code and a slower alternative. If the
systeminvolvesaROM bootstrap then the slower alternative must be used, but it would be inappropriateto modify the startup
option in every HAL to impose constraints on this package. Instead it is possible to have a calculated option whose valueis
{ CYG_HAL_STARTUP == "ROM' }, andwhich hasappropriate consequences. Arguably thisisaspurious example, and
it should be a user choice whether or not to use self-modifying code with a default_value based on CYG_HAL_STARTUP,
but that is for the component writer to decide.

Sometimes it should be possible to perform a particular test at compile-time, for example by using a C preprocessor #i f
construct. However the preprocessor has only limited functionality, for example it cannot perform string comparisons. CDL
expressions are more powerful.

Occasionally a particular sub-expression may occur multiple times in a CDL script. If the sub-expression is sufficiently
complex then it may be worthwhile to have a calculated option whose value is the sub-expression, and then reference that
calculated option in the appropriate places.

Alternatives to using calculated options include the following:

CDL interfaces are aform of calculated option intended as an abstraction mechanism. An interface can be used to express
the concept of any scheduler, as opposed to a specific one such as the bitmap scheduler.

If a calculated option would serve only to add additional information to a configuration header file, it may be possible to
achieve the same effect using a define_proc property or one of the other properties related to header file generation.
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@ Tip
If the first entry in acalculated expression is anegative number, for examplecal cul at ed - 1 thenthiscan be
misinterpreted as an option instead of as part of the expression. Currently the calculated property does not take
any options, but this may change in future. Option processing halts at the sequence - - , so the desired value can
be expressed safely usingcal cul ated -- -1

O Warning
Some of the CDL scripts in current eCos releases make excessive use of calculated options. This is partly
because the recommended alternatives were not always available at the time the scripts were written. It is also
partly because there is still some missing functionality, for example define proc properties cannot yet access
the configuration data so it may be necessary to use calculated properties to access the data and perform the
desired manipulation viaa CDL expression. New scripts should use calculated options only in accordance with

the guidelines.

@ Note
For options with the booldata flavor the current CDL syntax does not allow the enabled flag and the value to be
calculated separately. Functionality to permit this may be added in afuture release.

@ Note
It has been suggested that having options which are not user-modifiable is potentially confusing, and that a top-
level cdl _const ant command should be added to the language instead of or in addition to the calculated
property. Such a change is under consideration. However because the value of a calculated option can depend
on other options, it is not necessarily constant.

Example
# A constant on sonme target hardware, perhaps user-nodifiable on other
# targets.
cdl _option CYGNUM HAL_RTC_PERI OD {
di spl ay "Real -tinme clock period"
flavor dat a

cal cul at ed 12500
}

See Also

Properties default_value, flavor and legal_values,
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Name
Property compile — List the source files that should be built if this option is active and enabled.

Synopsis

cdl _option <nanme> {
conpile [-library=libxxx.a] <list of files>

-
Description

The compile property allows component devel opers to specify source files which should be compiled and added to one of the
target libraries. Usually each source filewill end up thelibrary | i bt ar get . a. Itispossible for component writersto specify
an aternative library for an entire package using the library property. Alternatively the desired library can be specified on the
compile lineitself. For example, to add a particular source fileto thel i bext r as. a library the following could be used:

cdl _package CYGPKG_ | O SERI AL {

conpile -library=libextras.a common/tty.c

}

Details of the build process including such issues as compiler flags and the order in which things happen can be found in
Chapter 4, The Build Process.

compile propertiescan occur inany of cdl _opti on,cdl _conponent ,cdl _packageorcdl _i nterface.A compile
property has effect if and only if the entity that containsit is active and enabled. Typically the body of acdl _package will
define any source files that need to be built irrespective of individual options, and each cdl _conponent, cdl _opti on,
andcdl _i nt er f ace will define source filesthat are more specific. A single compile property can list any number of source
files, all destined for the same library. A cdl _opt i on or other entity can contain multiplecompile properties, each of which
can specify a different library. It is possible for a given source file to be specified in compile properties for several different
options, in which case the source file will get built if any of these options are active and enabled.

If the package follows the directory layout conventions then the configuration tools will search for the specified source files
firstinthe sr ¢ subdirectory of the package, then relative to the package directory itself.

@ Note
A shortcoming of the current specification of compile properties is that there is no easy way to specify source
files that should be built unless an option is enabled. It would sometimes be useful to be able to say: “if option A
is enabled then compilefilex. ¢, otherwise compilefiley. c. There are two simple ways of achieving this:

» Alwayscompiley. c,typically by listingitinthebody of thecdl _package, butuse#i f ndef Atoproduce
an empty object fileif option Aisnot enabled. This has the big disadvantage that the file always gets compiled
and hence for some configurations builds will take longer than necessary.

» Useacalculated option whose valueis! A, and haveaconpi | e y. c property in itsbody. This has the big
disadvantage of adding another calculated option to the configuration.

It is likely that this will be resolved in the future, possibly by using some sort of expression as the argument to
acompile property.

@ Note
Currently it is not possible to control the priority of a compile property, in other words the order in which afile
gets compiled relative to other build steps. This functionality might prove useful for complicated packages and
should be added.

Example

cdl _package CYGPKG | NFRA {
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di spl ay "I nfrastructure"
include_dir cyg/infra
description
Common types and useful nacros.
Traci ng and assertion facilities.
Package startup options."

conpi l e startup.cxx prestart.cxx pkgstart.cxx userstart.cxx \

dummyxxmai n. cxx nmencpy.c menset.c del ete.cxx \
di ag. cxx tcdi ag. cxx

}

See Also

Properties make, make _object and library.
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Name

Property default_value — Provide a default value for this option using a CDL expression.

Synopsis

cdl _option <name> {
def aul t _val ue <expressi on>

.

Description

The default_value property allows the initial value of a configuration option to depend on other configuration options. The
arguments to the property should be a CDL expression, see the section called “ Ordinary Expressions’ for the syntactic details.
In many cases a simple constant value will suffice, for example:

cdl _conmponent CYGPKG KERNEL_EXCEPTI ONS {

default _value 1
cdl _opti on CYGSEM KERNEL_EXCEPTI ONS_DECCDE {

default_value 0

}
}

However it is also possible for an option's default value to depend on other options. For example the common HAL package
provides some support functions that are needed by the eCos kernel, but are unlikely to be useful if the kernel is not being
used. This relationship can be expressed using:

cdl _option CYGFUN HAL_COMMON KERNEL SUPPORT {

def aul t _val ue CYGPKG_KERNEL
}

If the kernel isloaded then thisHAL option is automatically enabled, although the user can till disableit explicitly should this
prove necessary. If the kernel is not loaded then the option is disabled, although it can till be enabled by the user if desired.
default_value expressions can be more complicated than thisif appropriate, and provide avery powerful facility for component
writers who want their code to “just do the right thing” in awide variety of configurations.

The CDL configuration system eval uates the default_value expression when the current package is |oaded and whenever there
isachangeto any other option referenced in the expression. The result depends on the option's flavor:

flavor none Options with this flavor have no value, so the default_value property is not applicable.
flavor bool If the expression evaluates to a non-zero result the option is enabled by default, otherwise it is
disabled.

flavor bool data If theresult of evaluating the expression is zero then the option is disabled, otherwise the option is
enabled and its value is the result.

flavor data The default value of the option is the result of evaluating the expression.

A cdl _opti on or other entity can have at most one default_value property, and it isillegal to have both a calculated and a
default_value property in one body. If an option does not have either a default_value or a calculated property and it does not
have the flavor none then the configuration tools will assume a default value expression of 0.

On occasion it is useful to have a configuration option A which has both a requires constraint on some other option B and
a default_value expression of B. If option B is not enabled then A will also be disabled by default and no conflict arises. If
B is enabled then A also becomes enabled and again no conflict arises. If a user attempts to enable B but not A then there
will be a conflict. Users should be able to deduce that the two options are closely interlinked and should not be manipulated
independently except in very unusual circumstances.
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@ Tip
If thefirst entry in adefault_value expression isanegative number, for exampledef aul t _val ue - 1 thenthis
can be misinterpreted as an option instead of as part of the expression. Currently the default_value property does
not take any options, but this may change in future. Option processing halts at the sequence - - , so the desired
value can be expressed safely usingdef aul t _value -- -1

@ Note
In many cases it would be useful to calculate default values using some global preferences, for example:
cdl _option CYG MP_LI BC_STRI NG PREFER_SMALL_TO FAST {

def aul t _val ue CYGGLO_CODESI ZE > CYGELO_SPEED
}

Such global preference options do not yet exist, but are likely to be added in afuture version.

@ Note
For options with the booldata flavor the current syntax does not allow the default values of the enabled flag and
the value to be controlled separately. Functionality to permit this may be added in a future release.

Example

cdl _option CYGDBG HAL DEBUG GDB THREAD SUPPORT {
di spl ay "I nclude GDB nmulti-threadi ng debug support"”
requires CYGDBG_KERNEL_DEBUG _GDB_THREAD SUPPORT
def aul t _val ue CYGDBG_KERNEL_DEBUG GDB_THREAD SUPPORT
description
This option enabl es some extra HAL code which is needed
to support nulti-threaded source | evel debugging."

}

See Also

Properties calculated, flavor and legal_values.
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Name
Property define — Specify additional #def i ne symbols that should go into the owning package's configuration header file.

Synopsis

cdl _option <nane> {
define [-file=<filenane>] [-format=<format>] <synbol >

: .

Description

Normally the configuration system generates a single #def i ne for each option that is active and enabled, with the defined
symbol being the name of the option. These #def i ne' s go to the package's own configuration header file, for example
pkgconf/ ker nel . h for kernel configuration options. For the majority of options thisis sufficient. Sometimesiit is useful
to have more control over which #def i ne' s get generated.

The define property can be used to generate an additional #def i ne if the option is both active and enabled, for example:
cdl _opti on CYGNUM LI BC_STDI O_FOPEN_MAX {

defi ne FOPEN_MAX
}

If this option is given the value 40 then the following #def i ne' s will be generated in the configuration header pkgconf /
l'i bc. h:

#defi ne CYGNUM LI BC_STDI O FOPEN MAX 40
#defi ne FOPEN_MAX 40

The default #def i ne can be suppressed if desired using the no_define property. Thisis useful if the symbol should only be
defined in pkgconf/ syst em h and not in the package's own configuration header file. The value that will be used for this
#def i ne isthe same as for the default one, and depends on the option's flavor as follows:

flavor none Options with this flavor are always enabled and have no value, so the constant 1 will be used.

flavor bool If the option is disabled then no #def i ne will be generated. Otherwise the constant 1 will be used.

flavor bool data If theoption isdisabled then no #def i ne will be generated. Otherwise the option's current value
will be used.

flavor data The option's current value will be used.

For active options with the dat a flavor, and for active and enabled options with the bool dat a flavor, either one or two
#def i ne' s will be generated. These take the following forms:

#defi ne <synbol > <val ue>
#defi ne <synbol >_<val ue>

For the first #def i ne it is possible to control the format used for the value using a - f or mat =<f or nat > option. For
example, the following can be used to output some configuration dataas a C string:

cdl _option <nane> {

define -format="\\\"9%\\\"" <synbol >

}

The implementation of this facility involves concatenating the Tcl command f or mat , the format string, and the string
representation of the option'svalue, and evaluating thisin a Tcl interpreter. Therefore the format string will be processed twice
by a Tcl parser, and appropriate care has to be taken with quoting.

The second #def i ne will be generated only if isavalid C preprocessor macro symbol. By default the symbols generated
bydefine properties will end up in the package's own configuration header file. The - f i | e option can be used to specify an
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alternative destination. At the time of writing the only valid alternative definitionis- f i | e=syst em h, which will send the
output to the global configuration header file pkgconf/ syst em h.

A Caution

Care has to be taken with the - f or mat option. Because the Tcl interpreter's f or mat command is used, this
property is subject to any problems with the implementation of this in the Tcl library. Generally there should
be no problems with string data or with integers up to 32 bits, but there may well be problems if 64-bit datais
involved. Thisissue may be addressed in a future release.

Example

cdl _conponent CYG HAL_STARTUP {
di spl ay "Startup type"
flavor dat a

| egal _values {"RAM' "ROM' }
def aul t _val ue {"RAM'}

no_defi ne

define -file=system h CYG HAL_STARTUP
}
See Also

Properties define_format, define_header, define_proc, if_define and no_define.
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Name

Property define_format — Control how an option's value will appear in the configuration header file.

Synopsis

cdl _option <nanme> {
define_format <format string>

N

Description

For active optionswith thedat a flavor, and for active and enabled optionswith thebool dat a flavor, the configuration tools
will normally generate two #def i ne' s in the package's configuration header file. These take the following forms:

#def i ne <nanme> <val ue>
#def i ne <nanme>_<val ue>

The define_format property can be used to control exactly what appears as the value for the first of these #def i ne' s. For
exampl e, the following can be used to output some configuration data as a C string:

cdl _option <nane> {

define -format="\\\"%\\\"" <synbol >
}

The implementation of define format involves concatenating the Tcl command f or mat , the format string, and the string
representation of the option'svalue, and evaluating thisin a Tcl interpreter. Therefore the format string will be processed twice
by a Tcl parser, and appropriate care has to be taken with quoting.

Thesecond#def i ne will begenerated only if isavalid C preprocessor macro symbol, and isnot affected by the define_format
property. Also, the property isonly relevant for optionswith thedat a or bool dat a flavor, and cannot be used in conjunction
with the no_define property since it makes no sense to specify the format if no #def i ne is generated.

2 Caution
Because the Tcl interpreter's f or mat command is used, this property is subject to any problems with the
implementation of thisin the Tcl library. Generally there should be no problems with string data or with integers
up to 32 bits, but there may well be problems if 64-bit dataisinvolved. Thisissue may be addressed in a future
release.

Example

cdl _opti on CYGNUM U TRON_VER | D {

di spl ay "OS identification"

flavor dat a

| egal _values 0 to OxFFFF

defaul t _value 0

define_format "O0x%04x"

description
This value is returned in the "id
field of the T_VER structure in
response to a get_ver() systemcall."

}

See Also

Properties define, define_header, define_proc, if_define and no_define.
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Name
Property define_header — Specify the configuration header file that will be generated for a given package.

Synopsis

cdl _package <nane> {
defi ne_header <file nane>

N

Description

When the configuration tools generate a build tree, one of the stepsisto output each package's configuration data to a header
file. For example the kernel's configuration data gets output to pkgconf / ker nel . h. This alows each package's source
codeto #i ncl ude the appropriate header file and adapt to the choices made by the user.

By default the configuration tools will synthesize afile name from the package name. Thisinvolves removing any prefix such
as CYGPKG _, up to and including the first underscore, and then converting the remainder of the name to lower case. In some
cases it may be desirable to use a different header file, for example an existing package may have been ported to eCos and
the source code may already #i ncl ude a particular file for configuration data. In such cases a define_header property can
be used to specify an aternative filename.

The define_header property can only be used in the body of acdl _package command. It applies to a package as a whole
and cannot be used at afiner grain. The name specified in a define_header property will always be interpreted as relative to
thei ncl ude/ pkgconf sub-directory of theinstall tree.

@ Note
For hardware-specific packages such as device drivers and HAL packages, the current scheme of generating a
configuration header file name based on the package name may be abandoned. Instead all hardware packages
would send their configuration datato asingle header file, pkgconf / har dwar e. h. Thiswould make it easier
for code to obtain details of the current hardware, but obviously there are compatibility issues. For now it is
recommended that all hardware packages specify their configuration header file explicitly.

Example

cdl _package CYGPKG HAL_ARM {
di spl ay "ARM ar chi tecture"
par ent CYGPKG_HAL
har dwar e
include_dir cyg/ hal
defi ne_header hal _armh

.

See Also

Properties define, define_format, define_proc, if_define, no_define and hardware,
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Name
Property define_proc — Use afragment of Tcl code to output additional data to configuration header files.

Synopsis

cdl _option <nanme> {
define_proc <Tcl script>

N

Description

For most configuration optionsit is sufficient to have an entry in the configuration header file of the form:

#def i ne <nanme> <val ue>

In some casesit is desirable to perform some more complicated processing when generating a configuration header file. There
are anumber of CDL properties for this, including define_format and if _define. The most flexible is define_proc: this allows
the component writer to specify a Tcl script that gets invoked whenever the configuration system generates the header file for
the owning package. The script can output anything to the header file, for example it could generate a C data structure based
on various configuration values.

At the point that the define proc script is invoked there will be two channels to open files, accessible via Tcl
variables: cdl _header is a channel to the current package's own header file for example pkgconf/ ker nel . h;
cdl _syst em header isachannd to the global configuration file pkgconf / syst em h. A typical define_proc script
will use the put s command to output data to one of these channels.

define_proc properties only take effect if the current option is active and enabled. The default behavior of the configuration
system for an option with thebool flavor correspondsto the following define_proc:

cdl _option XXX {

define_proc {
puts $cdl _header "#define XXX 1"

}
}

O Warning
Inthe current implementation it isnot possiblefor adefine_proc property to examinethe current values of various
configuration options and adapt accordingly. Thisis amajor limitation, and will be addressed in future versions
of the configuration tools.

Example

cdl _package CYGPKG HAL_ARM PI D {
di spl ay "ARM PI D eval uation board"
par ent CYGPKG_HAL_ARM
def i ne_header hal _arm pid. h
include_dir cyg/ hal

har dwar e
define_proc {
puts $::cdl _system header "#define CYGBLD HAL_TARGET_H <pkgconf/hal _arm h>"
puts $::cdl _system header "#define CYGBLD HAL_PLATFORM H <pkgconf/hal _arm pi d. h>"
puts $::cdl _header ""
puts $::cdl _header "#define HAL_PLATFORM CPU \"ARM 7TDM \ " "
puts $::cdl _header "#define HAL_PLATFORM BOARD \"PID\""
puts $::cdl _header "#define HAL_PLATFORM EXTRA \"\""
puts $::cdl _header ""
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See Also

Properties define, define_format, define_header, if_define and no_define.
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Name

Property description — Provide atextual description for an option.

Synopsis

cdl _option <nanme> {
description <text>

N

Description

Users can only be expected to manipulate configuration options sensibly if they are given sufficient information about these
options. There are three properties which serve to explain an option in plain text: the display property gives atextual aias
for an option, which is usualy more comprehensible than something like CYGPKG_LI BC_TI ME_ZONES; the description
property gives alonger description, typically a paragraph or so; the doc property specifies the location of additional on-line
documentation related to a configuration option. In the context of a graphical tool the display string will be the primary way
for users to identify configuration options; the description paragraph will be visible whenever the option is selected; the on-
line documentation will only be accessed when the user explicitly requestsiit.

At present there is no way of providing any sort of formatting mark-up in a description. It is possible that future versions of
the configuration tools will provide some control over the way the description text gets rendered.

Example
cdl _option CYGDBG | NFRA DEBUG TRACE MESSAGE {
di spl ay "Use trace text"

default_value 1

description
Al trace calls within eCos contain a text nmessage
whi ch shoul d give sone informati on about the circunstances
These text messages will end up being enbedded in the
application image and hence there is a significant penalty
in ternms of inmage size
It is possible to suppress the use of these nessages by
di sabling this option
This results in smaller code size, but there is |ess
human-readabl e i nformati on available in the trace out put,
possibly only filenanmes and |ine nunbers."

}

See Also

Properties display and doc.
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Name
Property display — Provide a short string describing this option.

Synopsis

cdl _option <nanme> {
di spl ay <string>

N

Description

Users can only be expected to manipulate configuration options sensibly if they are given sufficient information about these
options. There are three properties which serve to explain an option in plain text: the display property gives atextual aias
for an option, which is usualy more comprehensible than something like CYGPKG_LI BC_TI ME_ZONES; the description
property gives alonger description, typically a paragraph or so; the doc property specifies the location of additional on-line
documentation related to a configuration option. In the context of a graphical tool the display string will be the primary way
for users to identify configuration options; the description paragraph will be visible whenever the option is selected; the on-
line documentation will only be accessed when the user explicitly requestsiit.

Example

cdl _option CYGNUM KERNEL_SYNCH MBOX_QUEUE_SI ZE {
di spl ay "Message box queue size"
flavor dat a

| egal _values 1 to 65535

defaul t _val ue 10

description
Thi s configuration option controls the nunber of nessages
that can be queued in a nmessage box before a non-bl ocki ng
put () operation will fail or a blocking put() operation will
bl ock. The cost in menory is one pointer per message box for
each possi bl e nessage. "

}

See Also

Properties description and doc.

88



CDL Language Specification

Name

Property doc — The location of online-documentation for a configuration option.

Synopsis

cdl _option <nanme> {
doc <URL; >

N

Description

Users can only be expected to manipulate configuration options sensibly if they are given sufficient information about these
options. There are three properties which serve to explain an option in plain text: the display property gives atextual aias
for an option, which is usualy more comprehensible than something like CYGPKG_LI BC_TI ME_ZONES; the description
property gives alonger description, typically a paragraph or so; the doc property specifies the location of additional on-line
documentation related to a configuration option. In the context of a graphical tool the display string will be the primary way
for users to identify configuration options; the description paragraph will be visible whenever the option is selected; the on-
line documentation will only be accessed when the user explicitly requestsiit.

The documentation may be an absolute URL, but more generally the on-line documentation will be shipped with the package
and can be accessed via arelative URL. If the package follows the directory layout conventions then the configuration tools
will search for the specified html file first in the doc subdirectory of the package, then relative to the package directory itself.
The URL may contain a# character to specify an anchor within a page.

O Warning
At the time of writing the eCos packages in the standard distribution do not conform to the directory layout
conventionswhen it comesto the documentation. Instead of organizing the documentation on aper-package basis
and placing it in the corresponding doc sub-directories, al the documentation is kept in a central location. This
should get addressed in a future release of the system. Third party component writers should follow the layout
conventions.

Example

cdl _package CYGPKG _KERNEL {

di spl ay "eCos kernel"

doc ref/ecos-ref. 4. htn

include_dir cyg/ ker ne

description
Thi s package contains the core functionality of the eCos
kernel. It relies on functionality provided by various HAL
packages and by the eCos infrastructure. In turn the eCos
kernel provides support for other packages such as the device
drivers and the ul TRON conpatibility |ayer."

,

See Also

Properties description and display.
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Name

Property flavor — Specify the nature of a configuration option.

Synopsis

cdl _option <nane> {

flavor <flavor>

.

Description

The state of a CDL configuration option is a somewhat complicated concept. This state determines what happens when a build
tree is generated: it controls what files get built and what #def i ne' s end up in configuration header files. The state also
controls the values used during expression evaluation. The key concepts are:

1.

4.

An option may or may not be loaded into the current configuration. However it is still possible for packages to reference
optionswhich are not loaded in arequires constraint or other expression. If an option is not loaded then it will have no direct
effect on the build process, and O will be used for expression evaluation.

. Even if an option is loaded it may still be inactive. Usually this is controlled by the option's location in the configuration

hierarchy. If an option's parent is active and enabled then the option will normally be active. If the parent is either
inactive or disabled then the option will be inactive. For example, if kernel timedlicing is diabled then the option
CYGNUM_KERNEL_SCHED TI MESLI CE_TI CKS isirrelevant and must have no effect. The active if property can be
used to specify additional constraints. If an option isinactive then it will have no direct effect on the build process, in other
words it will not cause any filesto get built or #def i ne' s to be generated. For the purposes of expression evaluation an
inactive option has avalue of 0.

. Anoption may be enabled or disabled. Most options are boolean in nature, for example a particular function may get inlined

or it may involve afull procedure call. If an option is disabled then it has no direct effect on the build process, and for the
purposes of expression evaluation it has a value of 0.

An option may also have additional dataassociated with it, for example anumerical value used to control the size of an array.

Most options are boolean in nature and do not have any additional associated data. For some options only the data part makes
sense and users should be unable to manipulate the enabled/disabled part of the state. For a comparatively small number
of options it makes sense to have the ability to disable that option or to enable it and associate data as well. Finally, when
constructing an option hierarchy it is occasionally useful to have entitieswhich serve only as placeholders. The flavor property
can be used to control al this. There are four possible values. It should be noted that the active or inactive state of an option
takes priority over the flavor: if an option isinactive then no #def i ne' s will be generated and any build-related properties
such as compile will beignored.

flavor none Thenone isintended primarily for placehol der componentsin the hierarchy, althoughit can be used

for other purposes. Options with this flavor are always enabled and do not have any additional data
associated with them, sothereisno way for usersto modify the option. For the purposes of expression
evaluation an option with flavor none always has the value 1. Normal #def i ne processing will
take place, so typically asingle #def i ne will be generated using the option name and a value of
1. Similarly build-related properties such as compile will take effect.

flavor bool Boolean options can be either enabled or disabled, and there is no additional data associated with

them. If a boolean option is disabled then no #def i ne will be generated and any build-related
properties such as compile will be ignored. For the purposes of expression evaluation a disabled
option has the value 0. If a boolean option is enabled then normal #def i ne processing will take
place, al build-related properties take effect, and the option's value will be 1.

flavor dat a Options with this flavor are always enabled, and have some additional data associated with them

which can be edited by the user. This data can be any sequence of characters, although in practice
the legal_values property will often be used to impose constraints. In appropriate contexts such as
expressions the configuration tools will attempt to interpret the data as integer or floating point
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numbers. Since an option with the dat a flavor cannot be disabled, normal #def i ne processing
takes place and the data will be used for the value. Similarly all build-related properties take effect,
and the option's value for the purposes of expression evaluation is the data.

flavor bool dat a Thiscombinesthebool and dat a flavors. The option may be enabled or disabled, and in addition
the option has some associated data. If the option is disabled then no #def i ne will be generated,
the build-related properties have no effect, and for the purposes of expression evaluation the option's
valueisO. If the option is enabled then a#def i ne will be generated using the data asthe value, all
build-related properties take effect, and the option's value for the purposes of expression evaluation
isthe data. If O islegal data then it is not possible to distinguish this case from the option being
disabled or inactive.

Options and components have the bool flavor by default, but this can be changed as desired. Packages always have the
bool dat a flavor, and this cannot be changed. Interfaces have the dat a flavor by default, since the value of an interface is
acount of the number of active and enabled interfaces, but they can be given thebool or bool dat a flavors.

3 Note

The expression syntax needs to be extended to alow the loaded, active, enabled and data aspects of an option's
state to be examined individually. This would alow component writers to distinguish between a disabled
bool dat a option and an enabled one which has a value of 0. Such an enhancement to the expression syntax
may a so prove useful in other circumstances.

Example

cdl _conmponent CYGPKG_LI BM COWPATI BI LI TY {
cdl _conmponent CYGNUM LI BM _COWPATI BI LI TY {
flavor bool data

cdl _opti on CYGNUM LI BM COVPAT_DEFAULT {
flavor data

,

cdl _conmponent CYGPKG LI BM TRACE {
flavor bool

,

See Also

Properties calculated, default_value and legal_values,
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Name
Property hardware — Specify that a package is tied to specific hardware.

Synopsis

cdl _option <nanme> {
active_if <condition>

N

Description

Some packages such as device drivers and HAL packages are hardware-specific, and generally it makes no sense to add
such packages to a configuration unless the corresponding hardware is present on your target system. Typically hardware
package selection happens automatically when you select your target. The hardware property can be used in the body of a
cdl _package command to indicate that the package is hardware-specific.

3 Note

At the time of writing the hardware property is largely ignored by the configuration tools, but this may change
in future. Amongst other possible changes, for hardware-specific packages such as device drivers and HAL
packages, the current scheme of generating a configuration header file name based purely on the package name
may be abandoned. Instead all hardware packages would send their configuration data to a single header file,
pkgconf/ har dwar e. h. This would make it easier for code to obtain details of the current hardware, but
obviously there are compatibility issues. For now it is recommended that all hardware packages specify their
configuration header file explicitly.

Example

cdl _package CYGPKG HAL_ARM {
di spl ay "ARM ar chi tecture"
par ent CYGPKG_HAL
har dwar e
i ncl ude_dir cyg/ hal
define_header hal _armh

.

See Also

Property define_header, and command cdl _package.
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Name

Property if_define — Output a common preprocessor construct to a configuration header file.

Synopsis

cdl _option <nane> {
if_define [-file=<filename>] <synbol 1> <synbol 2>

-

Description

The purpose of theif_define property is best explained by an example. Suppose you want finer-grained control over assertions,
say on a per-package or even a per-file basis rather than globally. The assertion macros can be defined by an exported header
filein an infrastructure package, using code like the following:

#i f def CYGDBG_USE_ASSERTS
# define CYG ASSERT( _bool _, _nmsg_ )
CYG_MACRO_START
if (! ( _bool_))
CYG_ASSERT_DOCALL( _nsg_ )
CYG_MACRO_END

— — — —

#el se
# define CYG ASSERT( _bool , _nsg_ ) CYG EMPTY_STATEMENT
#endi f

Assuming this header file is #i ncl ude' d directly or indirectly by any code which may need to be built with assertions
enabled, the challenge is now to control whether or not CYGDBG_USE_ASSERTS is defined for any given source file. This
isthe purpose of the if_define property:

cdl _option CYGDBG KERNEL_USE_ASSERTS {

i f_define CYGSRC KERNEL CYGDBG USE_ASSERTS
requires CYGDBG | NFRA ASSERTI ON_SUPPORT

}
If this option is active and enabled then the kernel's configuration header file would end up containing the following:

#i f def CYGSRC_KERNEL
# defi ne CYGCDBG USE_ASSERTS 1
#endi f

Kernel source code can now begin with the following construct:

#defi ne CYGSRC_KERNEL 1
#i ncl ude <pkgconf/kernel . h>
#i ncl ude <cyg/infral/cyg_ass. h>

The configuration option only affects kernel source code, assuming nothing else#def i ne' s the symbol CYGSRC_KERNEL.
If the per-package assertion option is disabled then CYGDBG_USE_ASSERTS will not get defined. If the option is enabled
then CYCDBG_USE_ASSERTS will get defined and assertions will be enabled for the kernel sources. It is possible to use the
same mechanism for other facilities such as tracing, and to apply it at afiner grain such as individual source files by having
multiple options with if_define properties and multiple symbols such as CYGSRC_KERNEL _SCHED BI TMAP_CXX.

Theif_define property takestwo arguments, both of which must be valid C preprocessor symboals. If the current optionisactive
and enabled then three lines will be output to the configuration header file:

#i f def <synbol 1>
# define <synbol 2>
#endi f

If the option is inactive or disabled then these lines will not be output. By default the current package's configuration header
file will be used, but it is possible to specify an alternative destination using a- f i | e option. At present the only legitimate
alternative destinationissyst em h, the global configuration header. if _define processing happensin addition to, not instead
of, the normal #def i ne processing or the handling of other header-file related properties.

93



CDL Language Specification

Note

Theinfrastructure in the current eCos rel ease does not yet work thisway. In futureit may do so, and the intention
is that suitable configuration options get generated semi-automatically by the configuration system rather than
having to be defined explicitly.

@ Tip
Asan alternativeto changing the configuration, updating the build tree, and so on, it is possible to enabl e assertions
by editing a source file directly, for example:

#defi ne CYGSRC_KERNEL 1
#def i ne CYGDBG_USE_ASSERTS 1
#i ncl ude <pkgconf/kernel . h>

#i ncl ude <cyg/infral/cyg_ass. h>

The assertion header file does not care whether CYGDBG_USE_ASSERTS is#def i ne' d viaa configuration
option or by explicit code. Thistechnique can be useful to component writers when debugging their source code,
although care has to be taken to remove any such #def i ne' s later on.

Example

cdl _option CYGDBG KERNEL_USE_ASSERTS {
di splay "Assertions in the kernel package"

i f_define CYGSRC KERNEL CYGDBG USE_ASSERTS
requires CYGDBG | NFRA ASSERTI ON_SUPPORT
}

See Also

Properties define, define_format, define_header, define_proc and no_define.
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Name

Property implements — Enabling this option provides one instance of a more general interface.

Synopsis

cdl _option <nanme> {
i npl ements <interface>

N

Description

The CDL interface concept provides an abstraction mechanism that can be useful in many different circumstances. Essentially
an interface is a calculated option whose value is the number of active and enabled options which implement that interface.
For example the interface CYG NT_KERNEL_SCHEDULER has a value corresponding to the number of schedulers in the
system, typically just one.

The implements property takes a single argument, which should be the name of an interface. This interface may be defined
in the same package as the implementor or in some other package. In the latter case it may sometimes be appropriate for the
implementor or the implementor's package to have a requires property for the package containing the interface. An option
may contain multiple implements properties. It is possible for an option to implement a given interface multiple times, and
on occasion thisis actually useful.

Example
cdl _option CYGSEM KERNEL_SCHED M_QUEUE {
di spl ay "Multi-level queue schedul er”

default_value 1
i npl enent s CYGA NT_KERNEL_SCHEDULER

.

See Also

Commandcdl i nterface.
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Name
Property include_dir — Specify the desired location of a package's exported header filesin theinstall tree.

Synopsis

cdl _package <nane> {
i nclude_dir <sub-directory>

N

Description

Most packages export one or more header files defining their public interface. For example the C library exports header files
suchasst di 0. h and ct ype. h. If the package follows the directory layout conventions then the exported header files will
normally be found in the package'si ncl ude sub-directory. Alternatively the include_files property can be used to specify
which header files should be exported.

By default a package's exported header fileswill be copied to thei ncl ude sub-directory of theinstall tree. Thisis correct for
packages like the C library because that is the correct location for files such as st di 0. h. However to reduce the probability
of name clashesit is desirable for packages to use different sub-directories, for example infrastructure header files get copied
toi ncl ude/ cyg/ i nf r a rather than to the top-level i ncl ude directory itself.

It would be possible to replicate these sub-directories in each package's source tree, such that the infrastructure header file
sourceslivedini ncl ude/ cyg/ i nf r ainthesourcetreeaswell asintheinstall tree. Thiswould make things more difficult
for the package developers. Instead it is possible to specify the desired install tree sub-directory using aninclude dir property,
for examplei ncl ude_dir cyg/infra.

Theinclude_dir property can only be used in the body of acdl _package command, sinceit appliesto al of the header files
exported by apackage, and only oneinclude_dir property can be used. If thereisno include_dir property then exported header
fileswill end up in the top-level i ncl ude directory of the install tree.

Example
cdl _package CYGPKG. | NFRA {
di spl ay "I nfrastructure"

include_dir cyg/infra
description
Common types and useful nacros.
Traci ng and assertion facilities.
Package startup options."

,

See Also

Property include_files, and command cdl _package.
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Name
Property include_files— List the header filesthat are exported by a package.

Synopsis

cdl _package <nane> {
include files <filel> ..

N

Description

Most packages export one or more header files defining their public interface. For example the C library exports header files
suchasst di 0. h and ct ype. h. If the package follows the directory layout conventions then the exported header files will
normally be found in the package'si ncl ude sub-directory. For packages which do not follow these conventions, typicaly
simple ones for which a complicated sub-directory hierarchy is undesirable, there has to be an alternative way of specifying
which header file or files define the public interface. Theinclude files property provides support for this.

By default, if a package does not have an i ncl ude subdirectory and it does not have an include_files property then al files
with asuffix of . h,. hxx,.inl or.inc will betreated as public header files. However some of these may be private files
containing implementation details. If thereisan include_files property then only thefileslisted in that property will be exported.

If a package should not export any header files but does contain private implementation headers, an include files property
with no arguments should be used.

Example

cdl _package <SOVE_PACKAGE> {

include_dir <sone directory>
include_files interface.h

}
cdl _package <ANOTHER_PACKAGE> {

include_files

}

See Also

Property include_dir, and command cdl _package.
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Name

Property legal_values — Impose constraints on the possible values for an option.

Synopsis

cdl _option <nane> {
| egal _val ues <list expression>

-

Description

Optionswiththedat a or bool dat a flavorscan havean arbitrary sequence of charactersastheir data. In nearly all cases some
restrictionshaveto beimposed, for exampl e the data should correspond to anumber within acertain range, or it should be one of
asmall number of constants. The legal_values property can be used to impose such constraints. The arguments to the property
should bea CDL list expression, seethe section called “List Expressions” for the syntactic details. Common examplesinclude:

| egal _values 0 to Ox7fff
| egal _val ues 9600 19200 38400
| egal _values { "RAM' "ROM' }

The legal_values property can only be used for options with the dat a or bool dat a flavors, since it makes little sense to
further constrain the legal values of a boolean option. An option can have at most one legal_values property.

@

K

K

Tip

If thefirstentry inalegal valueslist expression isanegative number, for example!l egal _values -1 to 1
then thiscan be misinterpreted asan option instead of as part of theexpression. Currently thelegal_values property
does not take any options, but this may change in future. Option processing halts at the sequence - - , so the
desired range can be expressed safely using | egal _values -- -1 to 1

Note

Architectural HAL packages should provide constants which can be used in legal_values list expressions. For
example it should be possible to specify anumeric rangesuchas0 t o CYGARC MAXI NT, rather than hard-
wiring numbers such as Ox7f f f f f f f which may not be valid on al targets. Current HAL packages do not
define such constants.

Note

Thelegal valuesproperty isrestricted mainly to numerical ranges and simple enumerations, and cannot copewith
more complicated dataitems. Future versions of the configuration system will provide additional data validation
facilities, for example a check_pr oc property which specifies a Tcl script that can be used to perform the
validation.

Example

cdl _option CYGNUM LI BC TI ME_STD DEFAULT OFFSET {

di spl ay "Default Standard Tinme offset"
flavor dat a

| egal _values -- -90000 to 90000
default_value -- 0

description
This option controls the offset fromUTC in
seconds when in |local Standard Tinme. This
val ue can be positive or negative. It
can al so be set at run time using the
cyg_libc_time_setzoneoffsets() function."
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See Also

Properties calculated, default_value, and flavor.
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Name
Property library — Specify which library should contain the object files generated by building this package.

Synopsis

cdl _package <nane> {
l'ibrary <library name>

N

Description

By default all object files that get built for all packages end up in asingle library, | i bt ar get . a. This makes things easier
for the typical application devel oper becauseit isonly necessary to link with asingle library, rather than with separate libraries
for each package. It is possible to specify an aternative library for specific files as an option to the compile and make_object
properties, and thereisonelibrary | i bext ras. a which serves a specific purpose in the build system. The library property
allows an dternative library to be specified for al the object files that will be generated for a given package.

The use of thelibrary property should be avoided, since it makes things more difficult for application developers. The property
isintended only for special cases, for exampleif there are legal objectionsto mingling object files from different packagesin a
singlelibrary. It could also be used to work around name clash problemsif two packages happen to define an exported symbol
with the same name, but any attempt to use multiple libraries in this way is error-prone and should be avoided.

The library property takes a single argument, the name of alibrary, which should follow the standard naming convention of
| i b<sonet hi ng>. a. A library property can only occur inthe body of acdl _package command and appliesto all object
files generated for that package (except where explicitly overwritten with a- |1 i br ar y= option to one of the build-related
properties). A cdl _package body can contain at most one library property.

Example

cdl _package <SOVE_PACKAGE> {

l'ibrary |ibSomePackage. a
}

See Also

Properties compile, make, and make_object, command cdl _package.
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Name

Property make — Define an additional custom build step associated with an option, resulting in a target that should not go
directly into alibrary.

Synopsis

cdl _option <nanme> {
make [-priority=<pri>] {
<custom bui |l d step>

}
.

Description

When building an eCos configuration the primary target isasingle library, | i bt ar get . a. In some cases it is necessary to
build some additional targets. For example architectural HAL packages typically build alinker script and some start-up code.
Such additional targets can be specified by a make property. Any option can have one or more make properties, athough
typically such properties only occur in the body of acdl _package command.

The make property takes a single argument, which resembles a makefile rule: it consists of atarget, alist of dependencies, and
one or more commands that should be executed. However the argument is not a makefile fragment, and custom build steps
may get executed in build environments that do not involve make. For full details of custom build steps see the section called
“Custom Build Steps”.

o Warning
The exact syntax and limitations of custom build steps have not yet been finalized, and are subject to change in
future versions of the configuration tools.

The make property takes an optional priority argument indicating the order in which build steps take place. This priority
complements the dependency list, and avoids problems with packages needing to know details of custom build stepsin other
packages (which may change between releases). The defined order is:

Priority O The header files exported by the current set of packages are copied to the appropriate places in the
i ncl ude subdirectory of the install tree. Any unnecessary copies are avoided, to prevent rebuilds of
package and application source modules caused by header file dependencies.

@ Note
A possible future enhancement of the build system may result in the build and install trees
being updated automatically if there has been a change to the ecos. ecc configuration

savefile.

Priority 100 All files specified in compile propertieswill get built, producing the corresponding object files. In addition
any custom build steps defined by make_object properties get executed, unlessthereisa- pri ority=
option.

Priority 200 The libraries now get built using the appropriate object files.

Priority 300 Any custom build steps specified by make properties now get executed, unless the priority for aparticular

build step is changed from its default.

For example, if a custom build step needs to take place before any of the normal source files get compiled then it should
be given a priority somewhere between 0 and 100. If a custom build step involves post-processing an object file prior to its
incorporation into a library then a priority between 100 and 200 should be used.

Example

cdl _package CYGPKG HAL_IMN10300_AM33 {
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di spl ay "MN10300 AMB3 vari ant"

par ent CYGPKG_HAL_IMN10300

i npl ement s CYG NT_HAL_MN10300_VARI ANT
har dwar e

include_dir cyg/ hal

defi ne_header hal _m10300_anB3. h

description
The MN10300 AMB3 variant HAL package provi des generic
support for this processor architecture. It is also
necessary to select a specific target platform HAL
package. "

make {
<PREFI X>/ i b/target.|d: <PACKAGE>/src/m10300_anB83.I1d
$(CC) -E -P -W, -MD, target.tnp - DEXTRAS=1 -xc $(| NCLUDE_PATH) $(CFLAGS) -0 $@ $>
@cho $@": \\" > $(notdir $@.deps
@ail +2 target.tnp >> $(notdir $@ . deps
@cho >> $(notdir $@.deps
@mtarget.tnp

}

}

See Also

Properties compile, make object and library.
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Name
Property make object — Define a custom build step, resulting in an object file that should go into alibrary.

Synopsis

cdl _option <nane> {
make_object [-library=<library>] [-priority=<pri>] {
<custom bui | d step>

}
.

Description

When building an eCos configuration the primary target is a single library, | i bt ar get . a. Most of the object files which
gointo thislibrary will be generated as aresult of compile properties. Occasionally it may be necessary to have specia build
steps for agiven object file, and this can be achieved with amake_object property. The use of this property should be avoided
whenever possible because it greatly increases the risk of portability problems, both on the host side because of possible
problems with the tools, and on the target side because a custom build step may not allow adequately for the wide variety of
architectures supported byeCos.

The make object property takes a single argument, which resembles a makefile rule: it consists of a target, a list of
dependencies, and one or more commands that should be executed. The target should be an object file. However the
make_object argument is not a makefile fragment, and custom build steps may get executed in build environments that do not
involve make. For full details of custom build steps see the section called “ Custom Build Steps”.

o Warning
The exact syntax and limitations of custom build steps have not yet been finalized, and may change in future
versions of the configuration tools.

The make_object property takes an optional library argument. If no library is specified then the default library for the current
package will be used, which will bel i bt ar get . a unlessthecdl _package command contains alibrary property.

The make_object property also takes an optional priority argument indicating the order in which build steps take place. This
priority complements the dependency list, and avoids problems with packages needing to know details of custom build steps
in other packages (which may change between releases). The defined order is:

Priority O The header files exported by the current set of packages are copied to the appropriate places in the
i ncl ude subdirectory of the install tree. Any unnecessary copies are avoided, to prevent rebuilds of
package and application source modules caused by header file dependencies.

@ Note
A possible future enhancement of the build system may result in the build and install trees
being updated automatically if there has been a change to the ecos. ecc configuration

savefile.

Priority 100 All files specified in compile propertieswill get built, producing the corresponding object files. In addition
any custom build steps defined by make_object properties get executed, unlessthereisa-priority=
option.

Priority 200 The libraries now get built using the appropriate object files.

Priority 300 Any custom build steps specified by make properties now get executed, unlessthe priority for a particular

build step is changed from its default.

For example, if a custom build step needs to take place before any of the normal source files get compiled then it should
be given a priority somewhere between 0 and 100. If a custom build step involves post-processing an object file prior to its
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incorporation into alibrary then apriority between 100 and 200 should be used. It is not sensible to have a priority above 200,
since that would imply building an additional object file for alibrary that has already been created.

Example

cdl _option XXX {
make_obj ect {
parser.o: parser.y
yacc $<
$(CC) $(CFLAGS) -0 $@y.tab.c

}

See Also

Properties compile, make and library.
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Name

Property no_define — Suppress the normal generation of a preprocessor #def i ne symbol in a configuration header file.

Synopsis

cdl _option <nanme> {
no_defi ne

N

Description

By default all active and enabled properties result in either one or two #def i ne' d symbolsin the package's configuration
header file, and this is one of the main ways in which options can affect packages at build-time. It is possible to suppress the
default #def i ne' s by specifying ano_define property in the body of an option or other CDL entity. This property takes no
arguments and should occur only once in a given body.

The no_define property is frequently used in conjunction with one of the other header-file related properties such as define.
If one of the other propertiesis used to export the required information to a configuration header file then often thereis little
point in exporting the default #def i ne as well — in fact there could be a name clash. Theno_define property can also be
useful if the sole purpose of an option isto affect which files get built, and the default #def i ne would never get tested in any
source code. However in such cases the default #def i ne ismostly harmless and thereis little to be gained by suppressing it.

Example

cdl _conmponent CYG HAL_STARTUP {
di spl ay "Startup type"
flavor dat a

| egal _values { "RAM' "ROM' }

defaul t _val ue {"RAM'}

no_defi ne

define -file systemh CYG HAL_ STARTUP

.

See Also

Properties define, define_format, define_header, define_proc and if_define.

105



CDL Language Specification

Name

Property parent — Control the location of an option in the configuration hierarchy.

Synopsis

cdl _option <nane> {
parent <conponent or package>

-

Description

Configuration optionslive in ahierarchy of packages and components. By default a given option's positionin the hierarchy isa
simple consequence of its position within the CDL scripts. Packages are generally placed at the top-level of the configuration.
Any components or options that are defined at the same level asthe cdl _package command in a package's top-level CDL
script are placed immediately below that package in the hierarchy. Any options or components that are defined in the body of
acdl _package orcdl _conponent command, or that are read in as aresult of processing a component's script property,
will be placed immediately below that package or component in the hierarchy.

In some circumstancesit is useful to specify an alternative position in the hierarchy for a given option. For exampleit is often
convenient to re-parent device driver packages below CYGPKG _| Oin the configuration hierarchy, thus reducing the number
of packages at the top level of the hierarchy and making navigation easier. The parent property can be used to achieve this.

The parent property takes a single argument, which should be the name of a package or component. The body of a
cdl _opti on or other CDL entity can contain at most one parent property.

Although the parent property affects an option's position in the overall hierarchy and hence whether or not that option is active,
are-parented option still belongsto the package that definesit. By default any #def i ne' s will be exported to that package's
configuration header file. Any compile properties can only reference source files present in that package, and it is not directly
possible to cause some file in another package to be built by re-parenting.

As a special case, if an empty string is specified for the parent then the option is placed at the top of the hierarchy, ahead of
any packages which are not explicitly re-parented in this way. This facility is useful for configuration options such as global
preferences and default compiler flags.

@ Tip
If an option is re-parented somewhere below another package and that other package is not actually loaded, the
optionisan orphan and its active/inactive state is undefined. In such casesit isagood ideafor the owning package
to require the presence of the other one. Unfortunately this technique does not work if a package as a whole
is reparented below another one that has not been loaded: the package is orphaned so it may be automatically
inactive, and hence any requires properties would have no effect.

Example

cdl _package CYGPKG HAL_| 386 {
di spl ay "i386 architecture"
par ent CYGPKG_HAL
har dwar e
include_dir cyg/ hal
define_header hal _i 386. h

.

cdl _conponent CYGBLD_GLOBAL_OPTI ONS {
di spl ay "d obal build options"
par ent "
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See Also

Property script, commands cdl _conponent and cdl _package.
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Name
Property requires— List constraints that the configuration should satisfy if a given option is active and enabled..

Synopsis

cdl _option <nanme> {
requi res <goal expression>

N

Description

Configuration options are not independent. For example the C library can provide thread-safe implementations of certain
functions, but only if the kernel is present, if the kernel provides multi-threading, and if the kernel optionsrelated to per-thread
data are enabled. It is possible to express such constraints using requires properties.

The argumentsto arequires property should constitute agoal expression, as described in the section called “List Expressions’.
Most goal expressionsarerelatively simple because the constraints being described are simple, but complicated expressionscan
be used when necessary. The body of an option or other CDL entity can contain any number of requires constraints. If the option
is active and enabled then all these constraints should be satisfied, and any goal expressions which evaluateto O will result in
conflictsbeing raised. It is possible for usersto ignore such conflicts and attempt to build the current configuration anyway, but
there is no guarantee that anything will work. If an option isinactive or disabled then its requires constraints will be ignored.

The configuration system contains an inference engine which can resolve many types of conflicts automatically. For example,
if option A is enabled and requires an option B that is currently disabled then the inference engine may attempt to resolve the
conflict by enabling B. However thiswill not always be possible, for exampl e there may be other constraintsin the configuration
which force B to be disabled at present, in which case user intervention is required.

Example
cdl _conponent CYGPKG | O SERI AL_POANERPC_COGENT_SERI AL_A {
di spl ay "Cogent PowerPC serial port A driver"
flavor bool
default _value 0
requires (CYG MP_KERNEL_| NTERRUPTS_CHAIN || \
I CYGPKG | O_SERI AL_POWERPC_COGENT_SERI AL_B)
}
See Also

Property active if.
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Name

Property script — Include additional configuration information from another CDL script.

Synopsis

cdl _conponent <nane> {
script <fil ename>

N

Description

It is possible to define all the configuration options and sub-components for a given package in asingle CDL script, either by
nesting them in the appropriate command bodies, by extensive use of the parent property, or by some combination of thesetwo.
However for large packages thisisinconvenient and it is better to split the raw configuration data over severa different files.
Thescript property can be used to achievethis. It takesasinglefilename asargument. If the package followsthedirectory layout
conventions then the configuration tools will look for the specified file in the cdl sub-directory of the package, otherwise it
will ook for the file relative to the package's top-level directory.

The script property can only occur in the body of acdl _conmponent command, and only one script property per body is
allowed.

Example

cdl _conponent CYGPKG Ul TRON_TASKS {
di spl ay "Tasks"
flavor none

description
ul TRON Tasks are the basic bl ocks of nulti-tasking
in the ul TRON worl d; they are threads or |ightweight
processes, sharing the address space and the CPU.
They communi cate using the primtives outlined above
Each has a stack, an entry point (a C or C++ function)
and (where appropriate) a scheduling priority."

scri pt t asks. cd

}

See Also

Command cdl _comnponent , and property parent.
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